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Abstract 

 

Web security has become a critical issue due to the rising reliance of people on diverse types 

of online transactions. A CAPTCHA (Completely Automated Public Turing test to tell 

Computers and Humans Apart) is a security mechanism that is widely used to maintain the 

security of web services by preventing malicious programs from accessing these resources 

automatically. Despite the existence of several types of CAPTCHAs, many of them have been 

compromised due to their inherent vulnerabilities and the development of strong artificial 

intelligence and image recognition algorithms. The vulnerabilities of existing CAPTCHAs 

coupled with the trend of heavier dependence on the Internet calls for the development of a new 

generation of CAPTCHAs that are substantially more complex for machines, and yet easy to 

understand and solve by human users.  

In this thesis, we propose, implement and test a new CAPTCHA, which shows resistance 

against various forms of segmentation and recognition attacks. The multi-layered security 

approach employed in this CAPTCHA mainly comes from its use of Unicode as an input space, 

a virtual keyboard as the input device, the use of homoglyphs, the correlated usage of color in the 

foreground and background, and solution submission through intelligent human interaction. 

Furthermore, several forms of randomization are employed within different elements of the 

CAPTCHA which minimize the formation of detectable patterns that can be exploited by 

machines and make the attacks computationally complex for attackers. Our analyses provide 

evidence for substantial resistance of the proposed CAPTCHA against major attack types. 

Our CAPTCHA’s game-like solution procedure is enjoyable and intuitive for human users 

despite its relatively longer solution time compared to existing CAPTCHAs which comes as the 
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price for the higher level of security it affords. Our user studies indicate that the CAPTCHA’s 

solving accuracy is comparable to major CAPTCHAs in use today. 

The complexity of this CAPTCHA can be further modified based on the security 

requirements of the resource being protected. Additional security- and usability-enhancing 

modifications are proposed and tested, which can further improve the CAPTCHA’s security or 

usability as needed.  

  



iv 

Preface 

 

This research project received research ethics approval from the University of Alberta Research 

Ethics Board, Project Name “An investigation to improve CAPTCHAs used for distinguishing 

humans from machines on the Internet”, ID. Pro00028168, Feb. 2012.   

 Chapter 1 of this dissertation has been published as N. Roshanbin and J. Miller, “A survey 

and analysis of current CAPTCHA approaches,” J. Web Engineering, vol. 12, no. 1, pp. 1-40, 

2013. Sections  2.5 and  2.6 have been published as N. Roshanbin and J. Miller, “Finding 

Homoglyphs - A Step towards Detecting Unicode-Based Visual Spoofing Attacks,” in Web 

Information System Engineering - WISE, 2011, pp. 1-14. The majority of  Chapter 2 is derived 

from an article submitted for publication as N. Roshanbin and J. Miller, “ADAMAS: 

Interweaving Unicode and Color to Enhance CAPTCHA Security,” J. Future Generation 

Computer Systems.  Chapter 3 and the appendix of this thesis have been submitted for publication 

as N. Roshanbin and J. Miller, “Enhancing CAPTCHA security using interactivity, dynamism, 

and mouse movement patterns,” International Journal of Information Security. An article has 

been submitted for publication which uses material from  Chapter 5 (N. Roshanbin and J. Miller, 

“A comparative study of the performance of local feature-based pattern recognition algorithms,” 

J. Pattern Recognition). 

 

  

http://link.springer.com/book/10.1007/978-3-642-24434-6
http://link.springer.com/book/10.1007/978-3-642-24434-6


v 

Dedication 

 

This dissertation is dedicated to my family without whom I would not be here: 

To my husband, Moein, who has been a source of love, encouragement and inspiration to 

me. Thank you for all the joy you have brought to my life and for patiently bearing with me 

during the completion of this work and encouraging me in challenging situations.  

To my parents, Fatemeh and Mehdi, for their unconditional love and support throughout my 

life, for teaching me the value of hard work, and for instilling in me the will to pursue my 

dreams. Thank you for your gifts of life and love. 

To my sisters, Asieh and Razieh, whose love, sincerity, intimacy and empathy have always 

been a source of peace and happiness for me.  

 

 

  



vi 

Acknowledgements 

 

I would like to express my sincere gratitude to Professor James Miller, for his continuous 

support and guidance during my years in the PhD program and throughout the completion of this 

dissertation. Having professor Miller as my supervisor has been a true blessing. 

I would also like to thank my committee members Dr. Bruce Cockburn, Dr. John Aycock, 

Dr. Eleni Stroulia and Dr. John Salmon for their thoughtful and constructive comments and 

feedback. 

In addition, I am thankful to the institutions that granted me scholarships and financial 

assistance during this research: Alberta Innovates – Technology Futures for iCORE scholarship 

and University of Alberta for Queen Elizabeth II scholarship. 

 

 

  



vii 

Contents 

INTRODUCTION ....................................................................................................................................... 1 

CHAPTER 1 AN OVERVIEW OF EXISTING CAPTCHA SYSTEMS .......................................... 6 

1.1 INTRODUCTION ................................................................................................................................................. 6 

1.2 CURRENT CAPTCHAS ....................................................................................................................................... 7 

1.2.1 Text-based CAPTCHAs .............................................................................................................................. 9 

1.2.2 Image-based CAPTCHAs ......................................................................................................................... 17 

1.2.3 Audio-based CAPTCHAs ......................................................................................................................... 22 

1.2.4 Motion-based CAPTCHAs ....................................................................................................................... 23 

1.2.5 Hybrid CAPTCHAs ................................................................................................................................... 24 

1.3 BREAKING CAPTCHAS .................................................................................................................................... 27 

1.3.1 Algorithmic approaches to break CAPTCHAs ......................................................................................... 27 

1.3.2 Random guessing attacks ...................................................................................................................... 41 

1.3.3 Using social engineering to break CAPTCHAs ........................................................................................ 41 

1.4 ROBUSTNESS OF CAPTCHAS ............................................................................................................................ 42 

1.4.1 Segmentation resistance........................................................................................................................ 43 

1.4.2 Recognition resistance ........................................................................................................................... 46 

1.4.3 Random guessing resistance .................................................................................................................. 47 

1.4.4 Security against third party human solver attacks ................................................................................ 48 

1.4.5 Other security measures ........................................................................................................................ 48 

1.5 USABILITY OF CAPTCHAS ................................................................................................................................ 49 

1.5.1 Distortion ............................................................................................................................................... 49 

1.5.2 Content .................................................................................................................................................. 50 

1.5.3 Presentation ........................................................................................................................................... 51 

1.6 CONCLUSION .................................................................................................................................................. 52 

CHAPTER 2 THE PROPOSED CAPTCHA ..................................................................................... 58 

2.1 INTRODUCTION ............................................................................................................................................... 58 

2.2 INTERACTIVE CAPTCHAS ................................................................................................................................. 60 

2.3 OVERVIEW OF OUR APPROACH ........................................................................................................................... 64 

2.3.1 Major vulnerabilities of current CAPTCHAs ............................................................................................ 64 

2.3.2 An overview of our approach ................................................................................................................. 65 

2.4 INTERACTIVITY ................................................................................................................................................ 80 

2.5 UNICODE ....................................................................................................................................................... 83 

2.5.1 Glyphs and characters ........................................................................................................................... 85 

2.5.2 Fonts ...................................................................................................................................................... 87 

2.5.3 Selection of the characters of the test and the keyboard ...................................................................... 93 

2.6 HOMOGLYPHS ................................................................................................................................................ 95 

2.6.1 Homoglyphs in Unicode ......................................................................................................................... 95 

2.6.2 Similarity measurement between glyphs ............................................................................................... 97 

2.7 VIRTUAL KEYBOARD ....................................................................................................................................... 106 

2.8 COLOR REPRESENTATION ................................................................................................................................ 116 

2.9 USER STUDIES AND RESULTS ............................................................................................................................ 126 

2.9.1 Design of the user study ....................................................................................................................... 127 

2.9.2 Results of the experiment .................................................................................................................... 128 

2.10 CONCLUSION ................................................................................................................................................ 140 



viii 

CHAPTER 3 RISK DIVERSIFICATION WITH A MULTI-PROBLEM CAPTCHA .............. 141 

3.1 INTRODUCTION ............................................................................................................................................. 141 

3.2 INTRODUCING EACH TYPE OF DRAG AND DROP OPERATION ................................................................................... 143 

3.2.1 Hitting a randomly-moving ball ........................................................................................................... 144 

3.2.2 Passing through rotating bars without touching them ........................................................................ 145 

3.2.3 Passing through moving gates ............................................................................................................. 145 

3.3 SECURITY ANALYSIS ........................................................................................................................................ 147 

3.4 USER STUDY ................................................................................................................................................. 150 

3.4.1 Usability study...................................................................................................................................... 151 

3.4.2 Differentiating humans from machines by their mouse movements ................................................... 153 

3.5 CONCLUSION ................................................................................................................................................ 158 

CHAPTER 4 SECURITY ANALYSIS OF THE PROPOSED CAPTCHA ................................. 159 

4.1 INTRODUCTION ............................................................................................................................................. 159 

4.2 ATTACKS ON EXISTING CAPTCHA SCHEMES ....................................................................................................... 159 

4.3 SECURITY CONSIDERATIONS IN THE PROPOSED CAPTCHA ..................................................................................... 164 

4.3.1 Recognition attack considerations ....................................................................................................... 165 

4.3.2 Segmentation attack considerations ................................................................................................... 171 

4.3.3 General security considerations ........................................................................................................... 172 

4.4 THE PROPOSED CAPTCHA’S RESISTANCE AGAINST SEGMENTATION AND RECOGNITION ATTACKS .................................. 172 

4.4.1 Segmentation attack ............................................................................................................................ 173 

4.4.2 Recognition attack ............................................................................................................................... 178 

4.5 CONCLUSION ................................................................................................................................................ 188 

CHAPTER 5 SECURITY-ENHANCING MODIFICATIONS ..................................................... 190 

5.1 INTRODUCTION ............................................................................................................................................. 190 

5.2 MODIFICATIONS USED IN THE TESTS .................................................................................................................. 191 

5.3 SELECTED PATTERN MATCHING ALGORITHMS ...................................................................................................... 194 

5.3.1 SIFT (1999) ........................................................................................................................................... 197 

5.3.2 FAST (2006) .......................................................................................................................................... 198 

5.3.3 SURF (2008) ......................................................................................................................................... 198 

5.3.4 BRIEF (2010) ......................................................................................................................................... 199 

5.3.5 ORB (2011) ........................................................................................................................................... 201 

5.3.6 BRISK (2011) ......................................................................................................................................... 202 

5.3.7 FREAK (2012)........................................................................................................................................ 203 

5.4 THE EFFECT OF DIFFERENT NOISE ON THE PERFORMANCE OF PATTERN MATCHING ALGORITHMS .................................... 204 

5.5 USER STUDY ................................................................................................................................................. 207 

5.5.1 Results of the user study ...................................................................................................................... 208 

5.6 CONCLUSION ................................................................................................................................................ 209 

CHAPTER 6 USABILITY-ENHANCING CONSIDERATIONS ................................................. 211 

6.1 INTRODUCTION ............................................................................................................................................. 211 

6.2 USER STUDY ................................................................................................................................................. 212 

6.2.1 Design of the user study ....................................................................................................................... 213 

6.2.2 Results of the experiment .................................................................................................................... 214 

6.3 CONCLUSION ................................................................................................................................................ 216 

CHAPTER 7 DISCUSSION AND CONCLUSION ........................................................................ 218 

BIBLIOGRAPHY ................................................................................................................................... 221 



ix 

APPENDIX A: DESCRIPTION OF MOUSE MOVEMENT FEATURES ..................................... 230 

 



x 

List of Tables 

Table 1: Different types of CAPTCHAs. .................................................................................................... 53 

Table 2: Attacks on CAPTCHAs. ............................................................................................................... 53 

Table 3: Major vulnerabilities of current CAPTCHAs. .............................................................................. 54 

Table 4: A subjective assessment of the vulnerabilities of current CAPTCHAs. ....................................... 56 

Table 5: Examples of mono-script homoglyphs. ........................................................................................ 96 

Table 6: Examples of complex-script homoglyphs. .................................................................................... 96 

Table 7: Examples of NCD values between some characters. .................................................................. 106 

Table 8: Frequency of the number of homoglyphs at NCD threshold=0.3. .............................................. 106 

Table 9: Mean solution time of a test. ....................................................................................................... 129 

Table 10: Incorrectly matched characters. ................................................................................................ 130 

Table 11: Examples of distinguishable characters. ................................................................................... 130 

Table 12: Examples of simple-shaped characters. .................................................................................... 130 

Table 13: Similar characters distinguished correctly. ............................................................................... 131 

Table 14: Users’ responses to the survey following the CAPTCHA. ....................................................... 138 

Table 15: User success rates. .................................................................................................................... 151 

Table 16: User solution times in seconds. ................................................................................................. 151 

Table 17: Solution time and accuracy of expert and non-expert users. .................................................... 152 

Table 18: Users’ responses to the survey following the CAPTCHA. ....................................................... 152 

Table 19: Features extracted form users’ mouse movement data. ............................................................ 156 

Table 20: Pre-processing attacks on existing CAPTCHAs. ...................................................................... 160 

Table 21: Segmentation attacks on existing CAPTCHAs. ........................................................................ 160 

Table 22: Recognition attacks on existing CAPTCHAs. .......................................................................... 162 

Table 23: Attacks on existing CAPTCHAs. ............................................................................................. 162 

Table 24: The results of applying SURF on monochromatic images of 100 CAPTCHAs. ...................... 181 

Table 25: The probability of 1, 2, 3 or 4 correct matches in a test (for 100 tests). ................................... 182 

Table 26: Results of applying SURF on images segmented by k-means.................................................. 184 

Table 27: Results of applying the cross-correlation algorithm on images segmented by color palette. ... 187 

Table 28: Results of applying a cross-correlation algorithm on images segmented by k-means. ............ 188 

Table 29: Results of the security analysis of the base CAPTCHA. .......................................................... 189 

Table 30: Object recognition methods. ..................................................................................................... 195 

Table 31: Probability of success in correctly matching a character using different pattern recognition 

algorithms. ................................................................................................................................................ 205 

Table 32: Ranking of noise types based on their impact on the performance of matching algorithms. ... 205 

Table 33: Factors tested in the user study. ................................................................................................ 207 

Table 34: The effect of different noise/distortion types on accuracy and solution time. .......................... 208 

Table 35: Pairwise comparison test for solution time. .............................................................................. 209 

Table 36: Factors tested in the user study. ................................................................................................ 213 

Table 37: The effect of familiarity of test characters on accuracy and solution time. .............................. 214 

Table 38: Pair-wise comparison test for solution time.............................................................................. 214 

Table 39: The effect of learning on the accuracy and solution time. ........................................................ 215 

Table 40: Regression results for solution time. ......................................................................................... 216 

Table 41: Speed in different regions of mouse movements. ..................................................................... 234 



xi 

List of Figures 

Figure 1: Steps of an attack on MSN CAPTCHA [69]. .............................................................................. 38 

Figure 2: The proposed CAPTCHA. ........................................................................................................... 65 

Figure 3: The proposed CAPTCHA. ........................................................................................................... 77 

Figure 4: The proposed CAPTCHA in the palette mode. ........................................................................... 79 

Figure 5: The proposed CAPTCHA after matching one character. ............................................................ 79 

Figure 6: Zoomed test and keyboard. .......................................................................................................... 80 

Figure 7: Various glyphs displaying the character ‘a’. ............................................................................... 85 

Figure 8: Relations between characters and glyphs in Unicode Standard. ................................................. 86 

Figure 9: Ideographic variations of Unicode characters. ............................................................................ 86 

Figure 10: Characters with context-sensitive glyphs. ................................................................................. 87 

Figure 11: Representation of character 'A' by some standard fonts. ........................................................... 88 

Figure 12: Representing letter ‘A’ with various abstract fonts. .................................................................. 88 

Figure 13: Different glyphs for Chinese ideograph ‘字’. ............................................................................ 90 

Figure 14: Some different glyphs for Arabic character ‘FEH’. .................................................................. 90 

Figure 15: The coverage of each Unicode font of the modern script characters [127]. .............................. 93 

Figure 16: Examples of characters removed to increase usability. ............................................................. 94 

Figure 17: Examples of homoglyphs in the Unicode [127]. ....................................................................... 97 

Figure 18: Positions of Homoglyph and Anti-homoglyph in the similarity spectrum [127]. ..................... 98 

Figure 19: Histograms of NCD values calculated by different 1-D compressors [127]. .......................... 102 

Figure 20: Histograms of NCD values calculated by different 2-D compressors [127]. .......................... 103 

Figure 21: The histogram of the pair-wise NCD calculation over all characters in our set [127]. ........... 105 

Figure 22: Cumulative distribution function of pair-wise NCD calculations [127]. ................................ 105 

Figure 23: CDF of results with 0<NCD≤0.75 [127]. ................................................................................ 106 

Figure 24: Three first iterations of “random point set selection” algorithm used in this CAPTCHA. ..... 115 

Figure 25: The first background of the proposed CAPTCHA. ................................................................. 119 

Figure 26: Background of the proposed CAPTCHA. ............................................................................... 119 

Figure 27: Examples of similarity between background components and characters or parts of the 

characters. ................................................................................................................................................. 120 

Figure 28: Demonstration of the ability to traverse major colors in HSB by changing hue. .................... 124 

Figure 29: Solution time histogram. ......................................................................................................... 129 

Figure 30: Characters that users are less inclined to solve. ....................................................................... 132 

Figure 31: Average time for different solving orders. .............................................................................. 132 

Figure 32: Average time of different solving orders. ................................................................................ 133 

Figure 33: Defining a categorical variable for location. ........................................................................... 134 

Figure 34: Average search time for characters of different colors. ........................................................... 136 

Figure 35: The percentage frequency of characters in each order for the four highest-occurring alphabets.

 .................................................................................................................................................................. 136 

Figure 36: Drag and drop operations in the proposed CAPTCHA. .......................................................... 146 

Figure 37: SURF applied to a sample test with no additional noise. ........................................................ 167 

Figure 38: SURF applied to a test with added character segment and a slightly stretched character match. 

The character is incorrectly matched with its segment. ............................................................................ 167 

Figure 39: The effect of including homoglyphs in a test on the accuracy of SURF. ................................ 168 



xii 

Figure 40: SURF applied to a test containing curved noise components. ................................................ 169 

Figure 41: SURF applied to a monochrome image of the proposed CAPTCHA. .................................... 170 

Figure 42: Cross correlation applied to a monochrome image of the proposed CAPTCHA. ................... 171 

Figure 43: Gradients of a color in background noise become similar to a character’s color. ................... 173 

Figure 44: The proposed CAPTCHA........................................................................................................ 174 

Figure 45: Histogram of the H component of the CAPTCHA image in Figure 44. ................................. 175 

Figure 46: An example of a monochromatic image produced by color histogram. .................................. 176 

Figure 47: An image segmented by k-means clustering algorithm. .......................................................... 177 

Figure 48: The results of applying SURF on four monochrome images. ................................................. 181 

Figure 49: The result of applying SURF on images segmented by K-means segmentation or color 

histogram. ................................................................................................................................................. 183 

Figure 50: The histogram of number of character parts in our selected set of Unicode characters. ......... 185 

Figure 51: The result of applying a normalized cross-correlation matching algorithm on a monochrome 

image segmented by color palette. ............................................................................................................ 185 

Figure 52: The result of applying a normalized cross correlation algorithm on images segmented by color 

histogram or k-means. ............................................................................................................................... 188 

Figure 53: Security-enhancing modifications. .......................................................................................... 192 

Figure 54: Increasing the amount of background curved noise. ............................................................... 194 

Figure 55: The histogram of movement speed for human users. .............................................................. 232 

Figure 56: The median speed of movements in each direction. ................................................................ 232 

Figure 57: Histogram of length of pauses. ................................................................................................ 232 

Figure 58: Mouse movement directions. ................................................................................................... 232 



xiii 

List of Abbreviations 

AI  Artificial Intelligence 

BRIEF  Binary Robust Independent Elementary Features 

BRISK  Binary Robust Invariant Scalable Keypoint 

CAPTCHA Completely Automated Public Turing test to tell Computers and Humans Apart 

CDF  Cumulative Distribution Function 

CIE-LAB Commission Internationale de l'éclairage – LAB color space 

CJK  Chinese-Japanese-Korean 

DnD  Drag and Drop 

EV  Expected Value 

FAST  Features from Accelerated Segment Test 

FREAK Fast Retina Keypoint 

HSB  Hue-Saturation-Brightness color space 

IM  Instant Messenger 

NCD  Normalized Compression Distance 

NID  Normalized Information Distance 

OCR  Optical Character Recognition 

ORB  Oriented FAST and Rotated BRIEF 

RBI  Rotating Bars Interaction 

RGB  Red-Green-Blue color space 

SD  Standard Deviation 

SIFT  Scale Invariant Feature Transform 

SURF  Speeded-Up Robust Features 

UCS  Universal Character Set 

   

  



1 

Introduction 

Almost two and a half decades after the invention of the World Wide Web in 1990, 40% of 

the world’s population has an Internet connection,
1
 yet the web is still in its infancy. People and 

businesses around the world are increasingly relying on the Internet to gain access to resources 

that require high levels of security, such as conducting monetary transactions or gaining access 

to sensitive personal or financial information. Due to their high processing power, machines have 

the ability to use techniques that help them gain illegitimate access to such resources on the web. 

The first CAPTCHA was developed in 2000 as a type of challenge-response test that can 

distinguish human users from machines or robots in order to inhibit their access to such 

resources. 

Today, different classes of CAPTCHAs have been developed to address this ever-increasing 

need for security. However, with improvements in artificial intelligence algorithms, the security 

of many of these CAPTCHAs has been compromised and most of them exhibit significant 

vulnerabilities. 

In this thesis, we identify and categorize the major issues and vulnerabilities of existing 

CAPTCHAs through an extensive literature review, and use the resulting security themes to 

inform us in the development of a more secure CAPTCHA. 

We propose, develop, and test a new CAPTCHA that addresses these vulnerabilities in order 

to achieve higher security by interweaving Unicode, color, intelligent interactivity, and a virtual 

keyboard. We also extensively use randomization to prevent the formation of machine-detectable 

patterns in this CAPTCHA. Through multiple security tests and several user studies, we assess 

                                                           
1
 http://www.internetlivestats.com/internet-users/ 
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the security and usability of this CAPTCHA and answer several questions regarding the impact 

of some design factors on the CAPTCHA’s usability and security. Eventually, we develop and 

test further modifications that can be used to enhance and customize the CAPTCHA’s security 

and/or usability for different applications.  

Our work in this thesis presents the following contributions to the existing literature on 

CAPTCHAs:  

 We document, classify, and analyze several types of vulnerabilities that plague 

existing CAPTCHAs and paint a picture of the overall security status of existing 

CAPTCHAs by showing how major CAPTCHAs exhibit many of these 

vulnerabilities, any one of which may be sufficient for breaking them. Our findings 

highlight the need to develop more secure CAPTCHAs through taking a 

multipronged approach to CAPTCHA security. 

 We propose, develop, and test the idea of a CAPTCHA which incorporates a multi-

layered security mechanism. Our work provides a comprehensive benchmark against 

which future multi-layered CAPTCHAs can assess themselves in terms of security 

and usability. This paves the way for the further development and growth of a new 

class of CAPTCHAs that exhibit resistance against several classes of attacks. 

 We document the first utilization of Unicode as a unique repertoire for automatic 

CAPTCHA generation which addresses two major limitations in CAPTCHA 

development: 1) the limitation of text-based CAPTCHAs to characters of a specific 

script such as Latin, and 2) the challenge of image-based CAPTCHAs in creating a 

suitable image database. To the best of our knowledge, our work is the first 

comprehensive analysis of Unicode as a source for CAPTCHA elements. We provide 
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a thorough analysis of Unicode’s strengths and weaknesses for this type of 

application and provide insights on how it can be used in the development of more 

secure CAPTCHAs by capitalizing on the idea of homoglyphs and a method for 

defining homoglyphs using the NCD similarity metric. The use of Unicode requires 

the use of a virtual keyboard for character input which further enhances security. 

 Our work provides insights on how human interactions can be used to strike a double 

whammy on attacking algorithms by improving security while diversifying the risk of 

the CAPTCHA being broken across two challenges. This is achieved by requiring 

users to intelligently interact with dynamic elements within the CAPTCHA in order 

to submit their solutions. This structure allows the first challenge to naturally flow 

into the second one without introducing any disruption or discontinuity into the 

solution process. 

 In the development of the interactive component of our proposed CAPTCHA, we 

conduct a comprehensive study of human mouse movement and document the 

empirical distribution of several unique mouse-related characteristics. Our analysis 

suggests that any CAPTCHA can be further strengthened by tracking a user’s mouse 

movements and differentiating unsuspecting robots that fail to exhibit human mouse 

movement characteristics. 

 Our user studies document several findings concerning the impact of contextual 

factors on human users’ solution accuracy and solving time. These findings shed 

light on how user performance in solving the proposed CAPTCHA is affected by 

factors such as different noise types, character color and location, alphabet, 
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familiarity with scripts, and practice. These behavioral insights can be used in the 

development of future CAPTCHAs. 

 To the best of our knowledge, our work provides the first thorough analysis of the 

pros and cons of using color in developing CAPTCHAs and provides several ideas 

on how color can be effectively used without compromising security.  

 In our CAPTCHA’s security analysis, in most cases, we go beyond the common 

random guess success probability estimations and explicitly test the resistance of our 

CAPTCHA against several major pattern recognition algorithms along with very 

conservative assumptions on how intelligently these algorithms make final matching 

decisions. 

Our proposed CAPTCHA achieves a high level of security against several forms of attacks 

by interweaving Unicode, color, CAPTCHA dynamism, human interaction and several forms of 

randomization. Our CAPTCHA’s solution accuracy is comparable to the major CAPTCHAs in 

use today. Our user studies indicate that humans can comfortably solve this CAPTCHA, which is 

a sign of its intuitive design and task simplicity for human users.  

In  Chapter 1 of this thesis, we review the literature on CAPTCHAs and delineate the major 

security issues that existing CAPTCHAs face. We follow this discussion in  Chapter 2 by 

introducing our proposed CAPTCHA and describing how it addresses the identified 

vulnerabilities. In this chapter, we conduct our first user studies to elicit information on the 

CAPTCHA’s usability. In  Chapter 3, we extend our base CAPTCHA’s interactivity task to 

include a second challenge which further strengthens the CAPTCHA and turns it into an 

interactive game. We also assess the impact of this added interactivity on the CAPTCHA’s 

security and usability. In  Chapter 4, we analyze the security of our base CAPTCHA, i.e., without 
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the added interactive game. In  Chapter 5 and  Chapter 6, we propose and test additional 

provisions to further enhance the CAPTCHA’s security and usability in order to customize it for 

applications that require still higher security or usability. We conclude this thesis in  Chapter 7 

with a discussion of our main results. 

 

Publications based on this work include: 

-  Chapter 1 of this dissertation is derived from: 

o N. Roshanbin and J. Miller, “A survey and analysis of current CAPTCHA 

approaches,” J. Web Engineering, vol. 12, no. 1, pp. 1-40, 2013. 

- Sections  2.5 and  2.6 are derived from: 

o N. Roshanbin and J. Miller, “Finding Homoglyphs - A Step towards Detecting 

Unicode-Based Visual Spoofing Attacks,” in Web Information System 

Engineering - WISE, 2011, pp. 1-14. 

 

- The majority of  Chapter 2 is derived from an article submitted for publication: 

 

o N. Roshanbin and J. Miller, “ADAMAS: Interweaving Unicode and Color to 

Enhance CAPTCHA Security,” J. Future Generation Computer Systems, 

submitted for publication. 

-  Chapter 3 and the appendix of this thesis has been submitted for publication: 

o N. Roshanbin and J. Miller, “Enhancing CAPTCHA security using interactivity, 

dynamism, and mouse movement patterns,” International Journal of Information 

Security, submitted for publication. 

- An article has been submitted for publication which uses material from Chapter 5: 

o N. Roshanbin and J. Miller, “A comparative study of the performance of local 

feature-based pattern recognition algorithms,” J. Pattern Recognition, submitted 

for publication. 

  

http://link.springer.com/book/10.1007/978-3-642-24434-6
http://link.springer.com/book/10.1007/978-3-642-24434-6
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Chapter 1 An Overview of Existing CAPTCHA Systems 

1.1 Introduction 

A CAPTCHA (Completely Automated Public Turing Test to Tell Computers and Humans 

Apart) is a test that attempts to distinguish human users from computers or robots. Such tests are 

usually based on hard, open artificial intelligence problems such as the recognition of distorted 

text. The idea of a CAPTCHA comes from the “Turing test” [1]. While a Turing test is designed 

to act as a measure of progress for AI and aims to assess whether a machine can exhibit 

intelligent behaviour that is indistinguishable from humans, a CAPTCHA aims to distinguish 

machines from humans and acts as a security mechanism. Hence, a CAPTCHA is sometimes 

referred to as a “reverse Turing test”.  

CAPTCHA algorithms must have two characteristics. First, the P for Public in the 

CAPTCHA acronym means that the algorithm used to design the CAPTCHA must be publicly 

available. This condition was established to demonstrate that breaking the CAPTCHA requires 

solving a complex artificial intelligence problem rather than having access to the CAPTCHA’s 

algorithm [1].  Second, different instances of a CAPTCHA need to be substantially different; 

otherwise, they might be recorded, solved by humans, and then used to answer future challenges. 

Hence, they should be generated pseudo- randomly from a very large space of distinct challenges 

[2]. 

Using a CAPTCHA as a security mechanism can prevent malicious programs from gaining 

illegitimate access to resources such as signing up for thousands of accounts, posting hundreds of 

comments in weblogs and so on. Some common types of robot program (a.k.a. bot) abuses 

include [3]: 
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- Voting bots can cast thousands of votes masquerading as humans in online polls. 

- Account registration bots can sign up for thousands of accounts with different types of 

service providers; 

- Email spam bots can automatically send out thousands of spam messages; 

- Weblog bots can post comments in weblogs pointing both readers and search engines to 

irrelevant sites; 

- Search engine bots can automatically register web pages to raise their rankings in a 

search engine; 

- Chat room bots [4]. 

The applications of CAPTCHAs as a security mechanism are not limited to the above cases 

and new applications will emerge as novel security threats come into existence by virtue of the 

increasing processing power of machines. The remainder of this chapter is organized as follows. 

Section  1.2 provides an overview of several CAPTCHAs which have appeared in the literature. 

Section  1.3 describes mechanisms or methods to break the existing CAPTCHAs. Sections  1.4 

and  1.5, respectively, discuss the robustness and the usability of these CAPTCHAs. Finally, in 

Section  1.6, based on the discussions in previous sections, existing CAPTCHA types, attack 

types and CAPTCHA vulnerabilities are summarized. 

1.2 Current CAPTCHAs 

In general, CAPTCHA methods can be divided into five groups [5]:  

- Text-based CAPTCHAs, 

- Image-based CAPTCHAs, 

- Audio-based CAPTCHAs, 

- Motion-based CAPTCHAs, and 

- Hybrid CAPTCHAs. 
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In text-based systems, distorted word characters are rendered as an image and presented to 

users. Then, the users are asked to type the answer that requires identifying all characters in the 

correct order. Because the image contains visual effects, it is difficult for a computer to 

recognize the words. Text-based CAPTCHAs have the weakness of being deciphered by OCR 

software. In order to overcome this weakness, other types of CAPTCHAs have been introduced. 

Image-based CAPTCHAs usually take advantage of the superiority of humans over computer 

vision systems in identifying object types in an image. Although it is more convenient for human 

to solve image-based rather than text-based CAPTCHAs, the latter requires a large database of 

images which is hard to prepare automatically.  

An audio-based CAPTCHA picks a string, renders it to a sound clip and presents it to users 

who are asked to recognize the contents of the audio clip. According to a large scale study on the 

usability of CAPTCHAs, audio-based CAPTCHAs are more problematic than other types [6]. 

Another category is motion-based CAPTCHAs in which a movie or animation is presented to the 

users and they are asked to recognize an action, animated word or image in the movie. This 

CAPTCHA is convenient for users. In addition, since the required processing time in this 

CAPTCHA is relatively high, it is more secure. However, the high loading time can be a 

disadvantage from a usability viewpoint.  Another disadvantage is the requirement of a large 

database of animations. Finally, we selected the term “hybrid CAPTCHA” for a CAPTCHA that 

is a combination of different types or a CAPTCHA that was designed for special purposes. 

The remainder of this section introduces current CAPTCHAs that appear in the literature. 

The order of their introduction is not the same as the chronological order of their development. 

Introducing a CAPTCHA in a specific group does not mean that it does not have any common 

features with other groups. Occasionally, a CAPTCHA might belong to more than one category.  
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Some of the introduced CAPTCHAs are highly developed and used in real world 

applications, others are just ideas briefly sketched out by their authors. Regardless of their 

maturity, we present the basic idea behind each CAPTCHA in an effort to illustrate the wide 

variety of ideas and directions researchers are actively pursuing. Later sections will address the 

contribution, usability and robustness of these systems. Clearly, CAPTCHAs that have not been 

developed and are at the idea stage will receive less attention in these later sections than their 

fully developed counterparts.   

1.2.1 Text-based CAPTCHAs 

A text-based CAPTCHA is a distorted image of a sequence of characters on which different 

types of degradation, background clutter and color mixtures are applied to make it more 

challenging for attackers. We will introduce current text-based CAPTCHAs in six sub-groups: 

- CAPTCHAs with “English words” as their CAPTCHA text, 

- CAPTCHAs with “random strings” as their CAPTCHA text, 

- CAPTCHAs based on handwritten text, 

- CAPTCHAs based on linguistic knowledge, 

- CAPTCHAs that require user interaction, 

- Non-English CAPTCHAs. 

CAPTCHAs with “English words” as their CAPTCHA text: In some CAPTCHA 

systems, such as Gimpy, EZ-Gimpy, CAPTCHAservice.org, PessimalPrint and reCAPTCHA, 

the CAPTCHA image contains English word(s). 

Gimpy: This CAPTCHA was developed in collaboration with Yahoo! with the aim of 

protecting chat rooms from spammers to make them unable to post classified ads and write 

scripts to generate free e-mail addresses. Gimpy picks seven words from a dictionary and renders 



10 

a distorted image containing those words. Users are required to type three of the shown words in 

order to gain entry to the service [7]. 

EZ-Gimpy: This CAPTCHA, from Carnegie Mellon University, works as follows. First, a 

word is chosen from a dictionary. In the next step, the word is rendered to an image using 

various fonts and different types of distortions such as adding black or white lines, background 

grids and gradients, linear and non-linear deformations, blurring and pixel noise. Then, the user 

is asked to type the word [8].  

CAPTCHAservice.org: In this CAPTCHA, each challenge is a six-letter English word 

chosen from a set of 6000 words. The distortion method used is random horizontal and vertical 

shearing [9]. 

PessimalPrint: PessimalPrint concentrates on degradations, such as adding noise to or 

blurring the images to defeat OCR techniques; the designers of this CAPTCHA argue that under 

the conditions of inferior image quality, there is a significant gap in pattern recognition ability 

between humans and machines [2]. This CAPTCHA works as follows. First of all, a word is 

pseudo-randomly selected from a fixed list containing 5-to-8-letter English words. Then, it is 

rendered with a typeface (from a fixed list of 5 fonts) and a fixed font size (size=8). Finally, a set 

of image degradations including x-scaling, y-scaling, skewness, blurriness and noise additions 

are applied to the image.  

reCAPTCHA: This CAPTCHA [10] selects its words from old printed material or scanned 

text that cannot be recognized by OCR programs. This strategy not only increases the security of 

the CAPTCHA, but also uses the solutions provided by human users to decipher non-digital text. 

This CAPTCHA shows two words to the user; one that OCRs were not able to decipher and 

another ‘control’ word with a known answer. If the user enters the control word correctly, he/she 
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is assumed to be a human and his/her answer to the other word is considered as a correct answer. 

If a specific number of users’ answers to an unknown word match, that word becomes a control 

word. This type of CAPTCHA, in which there is no specific answer to the question asked from 

the user, is referred to as ‘collaborative filtering CAPTCHA’ [11]. 

CAPTCHAs with “random strings” as their CAPTCHA text: using English words in 

some current CAPTCHAs makes them vulnerable to dictionary attacks. The solution for this 

issue is to use random strings instead of words. This technique is utilized by MSN CAPTCHA, 

Yahoo!, Ticketmaster, Google, etc.:  

Hotmail or MSN CAPTCHAs [12]: This CAPTCHA, used in the Hotmail email service 

registration, selects eight English characters (upper case letters and digits); then, after applying 

local and global warping, renders the characters with dark blue color on a light gray background. 

In the next step, three types of arcs are randomly added to make segmentation difficult. The arcs 

include: “Very thick arcs” (the same as the characters) of foreground color that do not intersect 

characters, “Thick arcs” of foreground color that intersect characters , and “Thin arcs” of 

background color that cut characters and remove some of their pixels. 

Yahoo! CAPTCHA (Yahoo! version2): Starting in August 2004, Yahoo! introduced its 

second generation CAPTCHA. Its characteristics include using a string of characters instead of 

English words, containing only black and white colors, using both letters and digits, and having 

connected lines and arcs as clutter. [13].  

Ticketmaster: www.ticketmaster.com, which is a well-known ticket sales and distribution 

website, uses a CAPTCHA characterized by crisscrossing lines at random angles [13].  

Google/Gmail: The specifications of this CAPTCHA, used by Gmail.com, include: using 

only image warping for character distortion, having only two colors (one for foreground and the 
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other for background), locating characters close to each other and following a curved baseline 

[13]. 

BaffleText [14]: This CAPTCHA has its roots in Gestalt theory. While computers are not 

good at recognizing images occluded or interfered by random shapes, humans can distinguish an 

entire shape or image regardless of its incomplete information according to Gestalt theory [15].  

According to the Gestalt laws of perception, the human brain interprets images in their 

entirety before perceiving their individual parts. Based on this theory, what a human sees when 

looking at an image is an effect of the whole image, which is more than the sum of its parts. 

Gestalt principles include proximity, similarity, symmetry, continuity, closure, figure and ground 

[15, 16]. Proximity refers to how elements located close together tend to be perceived as a group. 

Similarity occurs when similar objects are grouped together. Symmetry refers to the tendency to 

group objects according to their symmetry and meaning. Continuity occurs when an eye moves 

over one object and continues to another. Closure occurs when some shape information is 

missing, but it can be perceived by the human brain’s ability to fill in the missing information. 

Figure & ground refers to how the human eye differentiates an object from its surroundings. The 

object is perceived as figure; and the surrounding area is perceived as ground.  

Based on the closure principle of the Gestalt theory, if some portions of characters in a 

CAPTCHA test are removed, humans are good at inferring the whole picture from only partial 

information, while machines are not.  BaffleText takes advantage of this ability of the human 

brain and uses random masks to obliterate parts of test characters to make a stronger CAPTCHA. 

This CAPTCHA chooses non-English pronounceable character strings (instead of English 

words), selects a font type, produces a mask image (by selecting a mask shape and radius) and a 
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random mask operation (addition, subtraction and difference) and combines this mask with the 

character-string image [14].  

ScatterType: ScatterType CAPTCHA selects its challenge word from a set of 15,000 

English-like nonsense words. Then the algorithm applies a font (from 100 different font types) to 

it. The image of each character is fragmented using horizontal and vertical cuts and fragments 

are forced to drift apart until it is difficult to resemble them into characters. In order to achieve 

the human legibility, some characters with highest confusability (‘q’,’c’,’I’,’o’,’u’) are removed 

[17].  

Other examples of text-based CAPTCHAs with random strings as their CAPTCHA text 

include eBay [18], PHP-class[19]  and MegaUpload [20] CAPTCHAs.  

Sequenced tagged CAPTCHA [21]: In this CAPTCHA, all characters are tagged with 

numbers and the user is asked to enter the characters based on the logical ordering of their tags. 

This strategy adds a new layer of security to the CAPTCHA. Variants of this CAPTCHA include 

characters as base text tagged by numbers, numbers as base text tagged by letters and a hybrid 

scheme [22]. 

CAPTCHAs based on handwritten text: While most current text-based CAPTCHAs use 

machine-printed text, which makes them vulnerable to pattern recognition attacks, there are 

CAPTCHAs that use handwritten text in their challenges. An example is Handwritten 

CAPTCHA. 

Handwritten CAPTCHA [16]: This CAPTCHA is based on distorted handwritten text. The 

developers of this CAPTCHA discuss that according to Gestalt laws of perception and the Geon 

theory of pattern recognition, the interpretation of distorted handwritten text is easy and reliable 

for humans but difficult for automated programs. Gestalt theory, argues that humans are able to 
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infer the whole picture from partial information [15] which helps them to recognize distorted 

images. According to the Geon theory, humans recognize objects by separating them into geons 

(simple forms such as cylinders, cones and wedges). In human perception of occluded images of 

words, decomposing a word into known and unknown visual elements allows users to recognize 

characters by using rules such as: “words contain specific visual elements”, “combination of 

letters follows specific rules” and “words convey meaning” to recognize the entire word [16].  

The designers of this CAPTCHA investigated the effects of different transformations 

including overlapping, adding occlusions, splitting the image in parts and displacing the parts, 

changing word orientation, etc. on the usability and security of their CAPTCHA. They designed 

an algorithm to generate cursive English handwritten text synthetically. They used existing 

character images and performed auto-scaling, automatic baseline determination, ligature 

parameterization, ligature joining, skeleton perturbation and skeleton thickening to generate 

synthetic handwritten words [23].  

CAPTCHAs based on linguistic knowledge: Some current CAPTCHA systems combine 

an OCR problem with linguistic knowledge in order to strengthen their tests. Examples of such 

CAPTCHAs include semCAPTCHA, odd-words-out, number-puzzle-text CAPTCHA, SS-

CAPTCHA and text-domain CAPTCHA: 

SemCAPTCHA [24]:  In this CAPTCHA, three words, which are names of animals, are 

displayed to the user; and the user is asked to click on the one which belongs to a different 

category from the other two (mammals, reptiles, etc.). The three words are graphically similar, 

but semantically dissimilar. 

‘Odd-words-out’ and ‘Number-puzzle-text’ CAPTCHAs: These two CAPTCHAs have been 

proposed by CAPTCHAservice.org. “odd-words-out CAPTCHA” presents a list of words to the 

http://en.wikipedia.org/wiki/Geon_(psychology)
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user who is asked to select the words that are not related to the general category of the list. 

“Number-puzzle-text CAPTCHA” provides the user with a textual description of a number and 

the user is asked to enter the number [9].  

‘Strangeness in sentences’ CAPTCHA: This CAPTCHA [25] displays a list of sentences to 

the user including natural and wrong sentences. The human user is able to detect natural 

sentences. Natural sentences are collected from newspapers, magazines and books. Wrong 

sentences are created by getting a machine translator to translate a natural sentence from a 

mother-tongue language into a non-mother-tongue language and retranslate the result to the 

mother-tongue language (e.g. Japanese → English → Japanese). This translation strategy usually 

produces wrong sentences which are strange for human users.  

Text-domain CAPTCHA: In this CAPTCHA, a list of sentences is shown to a user who is 

required to find the sentences that are meaningful replacements of each other [26]. Many of the 

answers might be semantically correct, but contextually incorrect. Deciding which sentences are 

meaningful alternatives based on the context is much easier for a human than a computer. 

CAPTCHAs that require user interaction: Requiring users interaction with the computer 

while solving a CAPTCHA can improve the robustness of the CAPTCHA. In this type of 

CAPTCHA, a user is required to enter the answers using the mouse or other physical devices 

instead of keyboard. This type of text-based CAPTCHAs is a sub-category of interactive 

CAPTCHAs which are more extensively discussed in Section  2.2. Drag-n-Drop CAPTCHA, 

Physical CAPTCHA and iCAPTCHA are examples of this type of CAPTCHA which we briefly 

introduce here: 
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Drag-and-drop CAPTCHA [27]: This CAPTCHA uses mouse actions to differentiate 

between computers and humans. In this CAPTCHA, the test is shown to the users and they are 

asked to drag and drop character blocks into their respective blank blocks sequentially.  

Physical CAPTCHA: Golle and Ducheneaut [28] proposed a physical hardware-based 

CAPTCHA test to differentiate between human game players and computers based on the fact 

that only humans are able to interact with the physical world (e.g. pressing a button, tapping on a 

touchscreen, or moving a joystick). Since different games receive their inputs from various 

hardware (e.g. keyboard, joystick, etc.) and there is not a general input device, the designers of 

this CAPTCHA decided to develop a new cheaper generic hardware only for human verification 

which is called a “CAPTCHA token”. This token, which comes in combination with a game, 

consists of a keypad, a screen and a CPU.  

iCAPTCHA [29]: This CAPTCHA is an interactive CAPTCHA designed to resist third party 

human attacks. In this CAPTCHA, the user has to submit the solution step by step when 

prompted by the CAPTCHA. This iterative back and forth traffic between client and server 

increases the timing difference between a third party human solver and a real user which helps to 

detect attacks.  

Non-English CAPTCHAs: Besides English CAPTCHAs, some CAPTCHAs have been 

developed in other languages. One reason for producing localized CAPTCHAs is the prevalence 

of attacks against current English CAPTCHAs. Another reason is that people are more 

comfortable with solving tests in their own languages. An example is the Arabic CAPTCHA: 

Arabic CAPTCHA: Khan et al. [30] proposed an Arabic CAPTCHA to be employed in 21 

countries that use the Arabic alphabet. This CAPTCHA exploits the weakness of Arabic OCR 

systems in segmentation, which results from special characteristics of the Arabic language. 
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These characteristics include dependency of the shapes of the letters on their positions in the 

word, the existence of a variety of diacritics in Arabic and different number of dots for letters as 

well as different positions of dots (many Arabic characters have the same shapes but a different 

number of dots at different locations). This CAPTCHA picks 4 to 9 Arabic letters, randomly 

selects a font, and adds noise and background clutter which might be confused with dots and 

diacritics. Other techniques used to strengthen this CAPTCHA system include adding a shadow 

of the word, character overlapping, and changing the location of the word in the image. A similar 

Persian-Arabic CAPTCHA had been designed by Shirali-Shahreza et al. [31].  

1.2.2 Image-based CAPTCHAs 

In this type of CAPTCHA, an image is displayed to the users and they are asked a question 

about the contents of the image. A variety of current image-based CAPTCHAs are discussed in 

this section in 6 sub-groups: 

- Object detection CAPTCHAs: based on detecting a certain object among other objects, 

- Subject detection CAPTCHAs: based on detecting the common characteristic or the 

subject of all images, 

- Part detection CAPTCHAs: based on detecting a specific part of the test image, 

- Swapping task CAPTCHAs: based on swapping the misplaced parts of the test image, 

- Orientation task CAPTCHAs: based on fixing the orientation of disoriented objects, 

- 3D CAPTCHAs. 

 

Object detection CAPTCHAs: based on detecting a certain object between other 

objects: In this group of image-based CAPTCHAs, the user is asked to distinguish a certain 

object between n objects. Examples of this group include Collage CAPTCHA, Asirra, and 

Imagination. 
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Collage CAPTCHA: Collage CAPTCHA [32] selects pictures of six different objects, applies 

distortion effects such as rotation to the images and then merges them to create a single image. 

This image is presented to users and they are asked to click on a certain picture. For example, an 

image containing an airplane, a car, an apple, an orange, a pineapple, and a ball are displayed, 

and the user is asked to click on the image of the car. A similar CAPTCHA is proposed in [33] 

with the only difference that [33] provides a multilingual user interface.  

Asirra: This CAPTCHA [34] asks users to identify cats in a set of 12 images of cats and 

dogs.  

Imagination [35]: Imagination is an image-based CAPTCHA in which the test contains 8 

different images located in 8 random orthogonal partitions of a rectangular area. Partitioning and 

dithering techniques are used to cut the original image tiling and create many false boundaries, 

which makes segmentation difficult for computers. In the click step, a user is asked to click on 

the center of one of the 8 images. In annotate step, the chosen image is distorted and displayed to 

the user to be annotated. The designers of this CAPTCHA have studied the effect of applying a 

variety of distortions (such as changing luminance, quantization level, dithering levels) on 

human and machine recognition [36].  

Subject detection CAPTCHAs: based on detecting the common characteristic or the 

subject of all images: In another group of image-based CAPTCHAs including PIX, Bongo, and 

activity recognition CAPTCHA, a user is asked to distinguish a particular characteristic which is 

common across all shown objects: 

PIX: In this CAPTCHA, a library of pictures with different subjects is prepared. A number 

of these pictures from within a single category or subject are selected and presented to the user; 

and the user is asked to select a phrase expressing the common subject of these pictures. For 
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example if the pictures presented are a globe, volleyball, planet and baseball, the common 

subject would be “ball” [12]. 

Bongo: This CAPTCHA uses two sets of images; each set has some particular 

characteristics. For example, one set is boldface, while the other is not. The system then presents 

a single image to the users and asks them to specify the set to which the image belongs. Because 

the number of possible solutions is small, this CAPTCHA is not highly robust to brute-force 

guessing. However, strategies such as cascaded multiple Bongo CAPTCHAs can improve the 

security of this CAPTCHA [1].  

Activity recognition CAPTCHA: Vimina et al. [37] designed a CAPTCHA in which three 

distorted images of a common activity are displayed to the user. The user is required to detect the 

activity and annotate it from a list of activities.  

 Part detection CAPTCHAs: based on detecting a specific part of the test image: 

Another type of CAPTCHA asks users to detect and click on a specific part of the test image. 

Implicit CAPTCHA, drawing CAPTCHA, Line CAPTCHA, and Artifacial are of this type:  

Implicit CAPTCHA [38]: This CAPTCHA asks a user to click on a specific part of the 

image. For example, the user is required to click on the mountain climber’s glasses.  

Drawing CAPTCHA: Drawing CAPTCHA [39] displays numerous dots on a screen to the 

users and asks them to connect dots with a certain shape to each other. The designers of this 

CAPTCHA argue that computers have difficulty in recognizing the targets from the noise; 

however, it is easy for a human user to identify the special dots and connect them to each other. 

An advantage of this CAPTCHA is that it does not require any special knowledge or ability.  
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Line CAPTCHA: In this system [40], a blurred or randomly segmented line is presented to 

the user who is asked to drag the mouse along the line.  

Artifacial: This CAPTCHA is based on human face recognition [41]. In this CAPTCHA, a 

distorted face embedded in a background that includes face-like clutter is shown to the user. The 

user must detect the face and click on the eye corners and mouth corners. 

Swapping task CAPTCHAs: based on swapping the misplaced parts of the test image: 

Some CAPTCHAs ask users to exchange misplaced blocks of the image to reproduce an original 

image. “Exchanging image blocks CAPTCHA” and Jigsaw puzzle CAPTCHA are examples of 

this group: 

Exchanging-image-blocks CAPTCHA:  Liao [42] proposed a CAPTCHA based on swapping 

the contents of two misplaced non-overlapping regions in an image.  

Jigsaw puzzle CAPTCHA: Gao [43] designed a CAPTCHA using jigsaw puzzles in which 

the user is required to solve a puzzle by swapping the two misplaced pieces.  

 Orientation task CAPTCHAs: based on fixing the orientation of disoriented objects: In 

this group of CAPTCHAs, such as Image Flip CAPTCHA, What’s up CAPTCHA and Sketcha, 

users are required to detect the correct orientation of the objects in the test image: 

Image Flip CAPTCHA [44]: This CAPTCHA displays an image composed of several sub-

images to the user. The user has to detect all non-flipped images and click on them.  

What’s up CAPTCHA: This CAPTCHA, proposed by  Gossweiler et al. [45] asks users to 

detect the orientation of the randomly-rotated test image and use a slider to rotate the image to its 

upright position.  
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Sketcha [46]: Sketcha is another orientation-based CAPTCHA that shows the users a set of 

images which are line drawings of 3D models. The user must detect the upright orientation of 

each image. Detecting orientation in some images including symmetric images, and images that 

are typically oriented upside down is difficult (or impossible) for human users. Hence, the 

designers of this CAPTCHA applied a filter to remove these groups of images from the database 

of the CAPTCHA. The filtering process is as follows: in a user study, each user is shown some 

test images. If a certain number of users answer an image inconsistently, that image is considered 

as a difficult image and removed from the database. 

Sub-image orientation CAPTCHA: Kim et al. [47] proposed a CAPTCHA based on the 

orientation of sub-images. The designers of this CAPTCHA argue that while a whole-size photo 

contains semantic cues such as sky, grass and dark brown ground that help a machine to detect 

image orientation, random sub-images do not include meaningful objects that a computer 

program can easily recognize. In this CAPTCHA, a number of random blocks of an image are 

cropped, rotated and shown to the user who is asked to find their correct orientations.  

3D CAPTCHAs: Working with 3D images instead of 2D ones can reduce the probability of 

pattern recognition and database attacks. This strategy is used in “2D CAPTCHA from 3D 

models”, Spamfizzle and 3D CAPTCHA: 

2D CAPTCHA from 3D models: This CAPTCHA, designed by Hoque et al. [48], has a 

database which is populated with several 3D models. To create a new test, this CAPTCHA 

selects a 3D model, applies different distortions and lighting effects on it and transforms it to a 

2D image. This image is displayed to the user to be identified. Since infinite number of 2D 

images can be gained from a 3D model, the image database for this CAPTCHA is very large.  
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Spamfizzle [49]: In this CAPTCHA, 3D objects are designed manually and their attributes 

and behaviors are described and recorded. To produce a new test, the CAPTCHA generation 

algorithm creates a 3D image by combining different objects and labeling the attributes of each 

object. The image is displayed to the user who is asked to enter the labels that correspond to a list 

of attributes.  

3D CAPTCHA: Imsamai and Phimoltares [50] propose a 3D CAPTCHA based on the idea 

that recognizing a sequence of 3D characters is easy for the human, but difficult for computers. 

This CAPTCHA adds rotation, overlapping, noise, scaling, font variation and background texture 

and special characters to the image to make it stronger.  

1.2.3 Audio-based CAPTCHAs 

Audio-based CAPTCHAs are usually used as a complement for text-based CAPTCHAs. 

Many popular websites such as eBay, Yahoo! and Microsoft use both visual and audio 

CAPTCHAs [51]. An audio CAPTCHA generally picks a random sequence of letters or 

numbers; renders them into a sound clip; includes some level of distortion; and then presents the 

recording to the users. The user is asked to type the contents of the recording [1]. In one type of 

audio CAPTCHAs, known as spoken CAPTCHA, the users are required to utter the response 

instead of typing it. This feature makes this CAPTCHA also suitable for blind users [52].  

Including noise in audio-based CAPTCHAs can improve their security. Chan [53] discusses 

that adding background noise to sound CAPTCHAs decreases the accuracy rate of a speech 

recognizer more than that of a human. Sauer et al. [54] adds silence to the sound in order to 

discourage checksum/signature based attacks. Kochanski et al. [55] uses 18 different sets of 

distortion to sound in order to make the problem difficult for machines. However, According to 

Bursztein et al. [51], among various types of noise that can be incorporated in an audio-based 
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CAPTCHA, semantic noise, i.e. a noise with similar characteristics of a spoken signal, is the 

most effective noise in improving security. 

1.2.4 Motion-based CAPTCHAs 

In this type of CAPTCHA, a movie or animation is shown to the users and they are asked a 

question about the contents of the clip. Answering the question usually requires recognizing an 

action, animated string or an image in the clip. Examples of motion-based CAPTCHAs include 

NUCAPTCHA, HelloCAPTCHA, animation CAPTCHA, and 3D animation CAPTCHA.  

NUCAPTCHA: In this CAPTCHA [56], a string is animated from right to left and the user is 

asked to type the last word.  

HelloCAPTCHA: A test in HelloCAPTCHA [57] consists of six letters or digits displayed in 

an animated GIF image and the user is required to type the characters.  

Animation CAPTCHA: In this CAPTCHA [58], a few animated objects are shown to the user 

who is required to detect and click on one of the objects. The movement of objects along a 

random path, rather than having a static image, makes a CAPTCHA more secure against random 

guessing or segmentation attacks.  

3D animation CAPTCHA: This CAPTCHA [59] selects three English letters or digits, 

renders the string to an image in which character area is covered by ‘1’s and background area is 

covered by ‘0’s. In the next step, the algorithm adds a third dimension to the image using a 

sinusoidal function and applies waves to this 3D animation. This CAPTCHA also changes colors 

randomly during the presentation of a test.  
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1.2.5 Hybrid CAPTCHAs 

This section provides examples of CAPTCHAs that combine text and multimedia in their 

systems. Moreover, CAPTCHAs designed for special purposes such as smartphones or for 

people with disabilities are discussed in this section. 

Dynamic CAPTCHAs: While most existing CAPTCHA systems use one or two pre-

defined types of CAPTCHA, e.g. text-based, image-based, etc., a dynamic CAPTCHA selects a 

type of CAPTCHA among different available CAPTCHA types based on the information the 

user entered in the first steps of registration or the information provided by the user’s web 

browser. An example of this group of CAPTCHAs is Dynamic CAPTCHA.  

Dynamic CAPTCHA [60]: This CAPTCHA selects a type of CAPTCHA based on the 

limitations of a user’s device (in entering characters or numbers) or a user’s restrictions and 

disabilities (such as blindness), the native language of the user, etc.  

CAPTCHAs with multiple challenges: Asking users to pass multiple challenges, probably 

of different types, instead of a single test improves robustness. ‘Multiple challenge-response 

system’ [61] is an example of this type of CAPTCHA. 

Multiple challenge-response system: Longe et al. [61] designed a CAPTCHA in which the 

user has to solve multiple challenges instead of a single test. The challenges in this CAPTCHA 

include: a mathematical test and an image CAPTCHA. The mathematical test consists of 

alphanumeric characters and symbols; the user is expected to distinguish numbers and add them 

together. The image CAPTCHA is a distorted image of a random string of characters and digits. 

Multi-type CAPTCHAs: A CAPTCHA can be a mixture of different types of CAPTCHA; 

for example a combination of text- and image-based CAPTCHAs. Question-based CAPTCHA 

and tree-based handwritten CAPTCHA are examples of this CAPTCHA group. 
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 Question-based CAPTCHA: This CAPTCHA is a hybrid CAPTCHA proposed by Shirali-

Shahreza [62]. In this CAPTCHA, the user is shown a test which is a mathematical question 

created by a combination of text and images; then they are asked to enter the answer. 

Tree-based handwritten CAPTCHA: This CAPTCHA, which is a combination of text and 

graphics, uses the human’s ability to read handwritten text and understand tree structure to create 

a CAPTCHA. In this CAPTCHA, a synthetic handwritten tool creates the words, some random 

transformations are applied to them, and then, they are combined with a randomly generated tree 

structure and random test questions. The distorted handwritten words constitute the nodes of the 

tree and the random symbols are located in the middle of the branches. A random question such 

as “which word is connected to center by a line marked with a circle?” is asked from the users. It 

is easy for humans but difficult for computers to answer such a question [63]. 

CAPTCHAs designed for smartphones or other mobile devices: The rise in the 

popularity of smartphones and using them for browsing the Internet highlights the need to design 

new CAPTCHA systems that consider the special characteristics of mobile devices. These 

characteristics include the presence of a touch screen and the difficulty in using the keyboard, 

etc. CAPTCHAs developed to be used on smartphones are usually not required to be as robust as 

those designed for PCs because of the lack of powerful processors and small memories. 

Examples of this group of CAPTCHA include CAPTCHA zoo and Highlighting CAPTCHA. 

CAPTCHA Zoo: This CAPTCHA [64], which is designed for mobile devices, is based on the 

fact that humans are superior to machines in recognizing similar objects in images. In this 

CAPTCHA, the challenge image contains two visually similar types of animals: target animals 

and noise animals. Different colors, lighting, rotation and overlapping are applied to the image. 

Then the user is asked to recognize the target animals. 
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Highlighting CAPTCHA: In this system, a random string on a noisy background is shown on 

the screen of the mobile device and the user is asked to highlight the characters with a stylus 

[12].  

CAPTCHAs designed for people with disabilities: Examples of this group of CAPTCHA 

include ‘Localized CAPTCHA for linguistically-challenged individuals’, ‘Image/audio 

CAPTCHA’ and ‘a CAPTCHA for hearing-impaired people’. 

Localized CAPTCHA for linguistically-challenged individuals: This CAPTCHA makes a 

bank of names of different objects; then chooses six of them and searches and finds Yahoo! 

images for these six names; shows the user one image for each name. Afterwards, this 

CAPTCHA selects one name from the six alternatives, says it (using speech) to the user and 

requests the user to click on the related image [65]. The designers argue that this CAPTCHA is 

easy for a human because it is appropriate for all ages, there is no need for typing abilities, it is in 

the user’s native language; hence, no English language knowledge is required.  

Image/audio CAPTCHA [66]: This CAPTCHA combines pictures of objects with sounds 

associated with those objects. Since the audio is related to the image, this type of CAPTCHA can 

be useful for people with vision or hearing impairments. Another CAPTCHA, designed for blind 

people, contains a simple mathematical problem which is created and converted to speech using 

a text-to-speech system. The user is asked to listen to the sound and answer the question [67].  

CAPTCHA for hearing-impaired people [68]: This CAPTCHA presents a word to the user 

using sign language and asks the user to recognize the word and choose its name from a list of 

words. 
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1.3 Breaking CAPTCHAs 

In this section, we will explore attempts to break the CAPTCHAs presented in Section  1.2. 

However, many of the presented CAPTCHAs are no more than an idea and hence do not provide 

sufficient details with regard to their realization to allow an analysis of their robustness.  This 

limitation also applies to Sections  1.4 and  1.5 where we discuss the robustness and usability of 

CAPTCHAs. Hence, the remainder of this chapter will focus on those systems that have actually 

been implemented.  

1.3.1 Algorithmic approaches to break CAPTCHAs 

The general process in attacking CAPTCHAs is composed of three steps: pre-processing, 

segmentation, and recognition. The purpose of the first step is to eliminate background noise. In 

the second step, the location of each object is found and in the third step, each object is 

recognized. Research suggests that segmentation is more difficult than recognition for machines 

[69]. Therefore, a CAPTCHA, which is designed to be segmentation-resistant, is less vulnerable 

to attacks. 

In this section, general segmentation and recognition attacks are discussed and then, 

examples of specific attacks against current CAPTCHAs are explained. As mentioned before, the 

majority of available CAPTCHAs are text-based CAPTCHAs and most attacks have been 

designed against this type of CAPTCHA. Hence, most strategies and attacks discussed in this 

section are related to text-based CAPTCHAs. 

Pre-processing attacks 

This step is used to separate foreground from the background, remove background patterns, 

and eliminate noise as much as possible. Background noise includes background mesh, thin or 

thick arcs, etc. Noise removal can be performed by exploiting the difference between color, size, 
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shape, location, or motion patterns of noise components and target objects. Examples of 

strategies used in the pre-processing step are explained in this subsection. 

Background noise removal based on the color difference between the noise and targets 

A distinction between the color of foreground and background noise can be exploited to 

detect noise and remove it [70]. 

Background noise removal based on the difference between the size, shape, or locations of targets 

and noise 

Any pattern in the size, shape, or location of the noise can help remove them. For example, 

noise components that are smaller (i.e. have a smaller pixel count), line-shaped, and closer to 

boundaries than the characters, can be identified more easily.  

 Morphological image processing (erosion, dilation, opening, closing, [71, 72] and 

skeletonization [73]): This method has been widely used to remove thin arcs or other background 

noise with different sizes and shapes than the targets. For example, after binarization
2
 of the 

image, the vertical and horizontal line pixels that do not have neighboring pixels are considered 

as background mesh pixels and can be removed [72]. 

Vertical and horizontal histograms: This strategy can be used to detect any types of arcs in 

the image. For example, if in the x-histogram of an image, consecutive columns have only a 

limited number of foreground pixels; it is very likely that those columns belong to an arc. The 

same concept is true for a y-histogram [69].  

Neural networks: Neural network methods can also be used to distinguish noises that have a 

specific shape [74]. 

                                                           
2
 Converting the image into a black and white image using thresholding. 
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Background noise removal based on different moving patterns of the noise and targets 

In some animated CAPTCHAs, for usability purposes, there is a distinction between moving 

patterns of noise components and targets. For example, characters may be displayed at certain 

fixed locations for a longer time compared to the noise components to get the human attention 

[75]. The shorter display period of noise helps an attacker to find the noise and remove it. 

Segmentation attacks 

Most current segmentation attacks use information about the positioning, color, size, moving 

patterns or other features of target objects to segment them. In this subsection, well-known 

segmentation attacks such as color-filling, vertical histogram and snake segmentation as well as 

less general methods designed to segment specific CAPTCHAs are briefly explained. Generally, 

a combination of these methods is utilized to break a CAPTCHA. 

Segmentation based on the location of target objects 

Information about the location of the target objects, e.g. whether they are connected to each 

other, located in certain positions of the image, or arranged horizontally or vertically, can help an 

attacker to segment them. A few examples of this type of attack are introduced in this subsection. 

Color filling segmentation: This approach segments all the objects by finding connected 

components. In order to find a connected component, the algorithm at first detects a foreground 

pixel, and then traces all of its foreground neighbors until all pixels in this connected component 

are traversed [69]. 

Simple segmentation: If the number of characters in a test and their widths are constant, the 

whole test image can be divided into parts of the same width, each part being a character. This 

strategy can also be used in combination with other segmentation techniques (for example, when 



30 

a histogram is not able to completely segment the characters and instead, returns “chunks of 

characters”) [69].   

Vertical segmentation: Using simple vertical histograms ([69] and [76]), or 

complex/innovative versions of them [73] to segment an image into its characters. A threshold 

can be used; histogram bins having values of less than the threshold show the space between 

characters (segmentation lines). This threshold can be decided statically or dynamically [77].  

Projection [78]: This method is similar to the vertical histogram. Horizontal projection of the 

first and the last character of a CAPTCHA test can help recognize and segment those characters 

since they only have one neighbor. Sometimes vertical-layered projection can help recognize and 

extract the characters as well. For example, a character that does not have many pixels in the 

upper layer and does have a thin layer of pixels in lower level can be an ‘L’.  

Vertical slicing [70]: This attack is based on two vulnerabilities: 1) the test image contains 

only two colors; one for foreground and the other for background; 2) the letters are not vertically 

overlapped. A vertical slicing process traverses pixels from top to bottom and from left to right. 

Finding the first pixel with foreground color stops the search and determines the first vertical 

segmentation line. The process then continues to find the next vertical segmentation lines and 

segment all characters. 

Snake segmentation [70]: This type of segmentation is developed to segment CAPTCHAs 

whose letters may overlap vertically. A snake moves from top to button and tries not to touch the 

letters; it can move in four directions (Up, Right, Left, Down) when required. 

Middle-axis point separation [79]: The middle-axis points are the white background pixels 

that are horizontally located in the center of two disconnected black foreground pixels. 
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Intersecting lines which are formed by connecting these points together can be used to segment 

characters.  

Drawing splitter lines parallel to the angle of the test image [80]: This attack is designed to 

segment characters in a CAPTCHA with a skewed image of characters. In this attack, 

segmentation lines are drawn parallel to the angle of the test image or to the side surface of the 

characters.  

Segmentation based on the features of target objects 

The distinction between features of noise and target objects is the basis for the approaches 

introduced in this subsection. 

Loop detection [78]: In many text-based CAPTCHAs, contrary to the characters, background 

noise does not contain loops. The relative positioning of detected loops can help computer 

programs segment the characters. For example, two loops that are located in the same horizontal 

place probably belong to an ‘8’ or a ‘B’. Also, the probable character-connection loops can be 

detected using this method.  

Edge detection [81]: Edge detection algorithms are used to detect boundaries (sharp intensity 

changes in the image) of objects to segment them. In some image-based CAPTCHAs, e.g. 

Imagination [35], the pictures of several images are embedded in a single picture. If the 

boundary of images is not concealed appropriately, an attacker can use edge detection algorithms 

to segment them. 

Interest points density evaluation [82]: This method was used against a CAPTCHA that has 

text as noise in background. Noise text was upright while test characters were rotated, distorted 

and overlapped. In this method, an attacker draws a bounding box around each connected 
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component and finds interest points of each bounding box by the SIFT (Scale Invariant Feature 

Transform) algorithm. The density of interest points was more in test characters since they were 

deformed. This method could help the segmentation of target text from background noise text. 

Segmentation based on color information  

The color difference between the foreground and background or between the objects can be 

another clue for an algorithm trying to segment a CAPTCHA. We describe some examples of 

these approaches here. 

Extracting the characters by their colors [75]: If each character in the test has a distinct color 

which does not appear in the background as well, the characters can be segmented by their 

colors.  

Thresholding [83]: This method is based on separating foreground and background color 

based on a threshold value for color. Pixels with values beyond this threshold (lower or higher) 

are removed as background noise. 

Segmentation based on motion information  

Although animated CAPTCHAs are developed to make segmentation harder for an attacker, 

motion information can sometimes help attackers distinguish target objects from noise. Examples 

of such attacks are introduced in this subsection. 

Using motion tracking (optical flow) to segment characters [82]: In motion CAPTCHAs, 

where characters rotate over time, tracking the frames of animation and finding groups of points 

that move together, helps find the characters.  

Using a pixel delay map to extract the characters [75, 84]: In some motion CAPTCHAs, 

target characters are displayed for a longer period of time in a certain location before they move. 
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This is because they need to be emphasized to get human attention, which can also help an 

attacker who tracks animation frames to segment the characters.  

Using a catching line to extract the characters [75]: This attack is designed against a 

CAPTCHA whose characters jump or spring vertically. In this CAPTCHA, the entire character 

can be easily identified when the highest pixel of the character touches a horizontal line located 

below the upper image boundary. The attacker uses this feature to find the area which 

encompasses the whole character image.  

Extracting the characters by frame selection [75]: In contrast with static CAPTCHAs that 

have only one image, animation CAPTCHAs have many frames. An attacker can analyze 

different frames of the animation and select the “best” frame to process. For example, frames in 

which characters do not overlap with each other or with the boundaries. 

Recognition attacks 

After segmenting objects of a test, a recognition step is required to detect each object. These 

types of attacks, which include object recognition attacks, pixel-count, dictionary and database 

attacks are discussed in this subsection. 

Machine learning object recognition methods 

A wide range of artificial intelligence object recognition algorithms including OCR systems 

[75, 85] and classifiers [73, 81, 86] can be used to recognize objects based on their features. 

Another machine learning method used for character recognition is context shape matching [87]. 

This method is based on “description over relative positions”. The context shape vector of one 

point in the object is a log-polar histogram (2D histogram of distance and angle) of that point 

relative to the other points of the object. In this method, an object is described as a set of context 
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shape vectors of a selected group of its points. Comparing this set with those of known templates 

(i.e., characters) helps recognize the test character. 

Pixel-count attack 

 This attack is applicable to CAPTCHA systems in which each character has a constant pixel 

count and the pixel count of each character is different from that of other characters. In this 

attack, after segmentation, the number of foreground pixels of each segment is counted and 

compared with a previously determined pixel count of the objects used in the CAPTCHA to 

identify the object/letter in each segment [76]. For letters with the same pixel counts, the 

algorithm uses a simple geometric analysis to differentiate them. For example, to distinguish 

between a “P” and a “V”, the algorithm draws a vertical line in the middle of the normalized 

letter. If the line cuts through the letter in only one point, the character is a “V”; otherwise, it is a 

“P”. The same process is performed for other similar cases.  

Dictionary attack  

Using only the words of a specific dictionary in a CAPTCHA limits the number of possible 

strings. A dictionary attack against such a CAPTCHA searches the whole dictionary to solve the 

test. Dictionary attacks can also be used in combination with other attacks. For example, when 

the vertical histogram is not able to segment all of the characters of a test because of overlaps 

between them, the dictionary is searched for all possible candidates. The word with the same 

pixel-count as the challenge word is selected as the right answer [76].  

Database attack  

A database attack is a type of attack in which the entire database of objects used in a 

CAPTCHA is gradually collected and used to solve the challenge. Every time a challenge is 
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displayed, a portion of the database is uncovered and by solving enough challenges, the attacker 

would have access to the whole database [34]. 

Attacks on current CAPTCHAs 

There are several image processing attacks designed against different existing CAPTCHA 

schemes. We provide examples of these attacks in chronological order: Mori and Malik [87] 

have broken the EZ-Gimpy (92% success) and Gimpy (33% success) CAPTCHAs with object 

recognition in 2003. In 2004, Chellapilla and Simard designed an attack against a number of 

CAPTCHAs using machine learning algorithms [72]. Moy et al. also developed distortion 

estimation techniques to break gimpy-r (78% success) and EZ-Gimpy (99% success) [88]. In 

2007, Yan and El Ahmad proposed methods to break CAPTCHAservice.org CAPTCHAs (94% 

success) [70]. Golle [86] proposed a machine learning attack (10.3% success) on Asirra 

CAPTCHA in 2008. In the same year, Yan and El Ahmad designed an attack against Microsoft’s 

CAPTCHA (60% success). In 2009, Decaptcha was designed to break the eBay audio 

CAPTCHA (75% success) by looking at voice energy spikes [89].  In the same year, Wilkins 

proposed an attack on reCAPTCHA (17.5% success) [90]. In 2010 more attacks against 

CAPTCHAs were performed. Another attack against reCAPTCHA was designed (11.8% 

success) [91]. MegaUpload CAPTCHA was broken (78% success) by El Ahmad and Yan using 

a segmentation attack. Huang et al. attacked CAPTCHAs with line cluttering and character 

warping by proposing a new segmentation algorithm (75% success) [79]. Two e-banking 

CAPTCHAs were attacked using color segmentation and pattern recognition algorithms 

proposed by Li et al. [71]. Milde attacked reCAPTCHA (11.6% success) using a holistic shape 

context word recognition algorithm [74]. Attacks against Imagination (4.95% success) and 

ArtiFacial (18% success) were developed by Zhu et al. [81] in the same year. More audio 
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CAPTCHAs, i.e. eBay, Authorize, Yahoo! and Microsoft Audio CAPTCHAs, were broken by 

Bursztein et al. [51] (45.5%-89% success). In 2012, Lorenzi et al. [92] attacked PIX and Asirra 

CAPTCHAs (respectively, 83.1%, 74.7% success) using neural networks. Yahoo CAPTCHA 

was attacked by Gan et al. [78] (54.7% success); and, Chandavale and Sapkal proposed an attack 

against text-based CAPTCHAs with connected or unconnected characters (85% success) [77]. 

Another attack on reCAPTCHA was designed by Perez et al. [73] (22.8% success rate). A 3D 

CAPTCHA called Teabag was attacked by Nguyen et al. [80] (76% success); and Lin et al. 

proposed an attack on drawing CAPTCHA (success 75%) [64]. Since 2012, breaking animated 

CAPTCHAs has started. Bursztein proposed an attack against NuCAPTCHA (83% success) 

[82]. Nguyen et al. used simple techniques to break HelloCAPTCHA (16%-100% success) [75] 

and some other animated CAPTCHAs (18%-100% success rate) [84]. In 2013, Nakaguro et al. 

proposed a multiple quadratic snakes model to attack against line-noise CAPTCHAs (73% 

success) [93]. In 2014, Goodfellow et al. broke reCAPTCHA using neural networks (99.8% 

success) [94]. The extent of attacks on CAPTCHAs and their high success rates highlight the 

need for developing more secure CAPTCHAs. 

Now, we will explore some examples of the above attacks in more detail. 

 

Attacks on current text-based CAPTCHAs 

Attacks on EZ-Gimpy CAPTCHA: EZ-Gimpy CAPTCHA, which consists of an English 

word on a noisy background, has been vulnerable to several attacks. Chellapilla and Simard [72] 

discussed that the background of this CAPTCHA, which can be categorized into three different 

types of ‘no mesh’, ‘black mesh’ and ‘white mesh’, can be removed by simple pre-processing 

algorithms. One of the weaknesses of this CAPTCHA, which is its use of a word, has made this 
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CAPTCHA vulnerable to an attack designed by Mori and Malik. This attack uses shape context 

matching to identify the entire test word (rather than individual characters) with a success rate of 

92% [87]. Their attack’s lack of reliance on detecting individual letters of a test reduces the 

complexity of the attack. Another attack on EZ-Gimpy based on detecting the whole word 

instead of its characters has been proposed by Moy et al. [88]. The designers of this attack took 

advantage of the small set of template images used in this CAPTCHA to break it with a success 

rate of 99%. In this attack, the attackers collected the small set of template images and solved 

tests by comparing the challenge image with each of the templates to find the most correlated 

image.  

An attack against Ticketmaster CAPTCHA: The general process of the attack is the same as 

EZ-Gimpy [72]. However, because of the crisscrossing lines used in the Ticketmaster 

CAPTCHA, a dilution and erosion step is added in order to remove every thin line in the image. 

This attack can break Ticketmaster CAPTCHA with a success rate of 4.9%. 

An attack on MSN CAPTCHA: The steps of a segmentation attack on this CAPTCHA 

designed by Yan and Ahmad [69] are summarized in Figure 1. In this CAPTCHA, the little 

overlap between characters or lack thereof allows vertical histogram and color-filling 

segmentation attacks to detect connected components (two first steps in Figure 1). In the third 

step, the different shape, location and pixel-count of arcs compared to those of characters helps 

remove the arcs. Finally, knowing the fact that each MSN CAPTCHA contains exactly 8 

characters and that the width of each test is approximately constant and the direction of the test is 

always horizontal, the output of a previous step which is in the form of chunks of connected 

characters can be divided into pieces of the same width to separate characters. The success rate 

of this attack is 60%. 
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Vertical histogram → Color-filling segmentation → 

Thick arc removal 

(based on the 

difference between 

pixel count, shape and 

location of the arcs and 

those of characters) 

→ 

Detaching characters that are still 

connected (by dividing each 

chunk into parts of the same 

width knowing that the width of 

a test and the number of 

characters in a test are fixed) 

Figure 1: Steps of an attack on MSN CAPTCHA [69]. 

 

An attack on CAPTCHAservice.org [70]: To segment the characters, the designers of this 

attack used two flaws of this CAPTCHA, i.e. using distinct colors for foreground and 

background and having non-connected characters. After segmentation, the fact that each 

character in this CAPTCHA had a specific pixel-count helped attackers recognize characters by a 

pixel-count attack. Finally, in cases that two characters of a test had the same pixel-count, and 

could not be distinguished by a pixel-count attack, a dictionary attack was used to solve the test. 

The success rate of this attack was 94%.  

Attacks against reCAPTCHA: While reCAPTCHA challenges are selected from old books 

and newspaper text that cannot be recognized by OCR programs, they might be vulnerable to 

attacks after a pre-processing step. Two main weaknesses of reCAPTCHA are using English 

words and allowing one error in answering tests. Beede [91] proposed an algorithm to remove 

reCAPTCHA’s curvature and sharpen the characters. After applying this pre-processing step, 

OCR can solve this CAPTCHA with a success rate of 11.8%. Wilkins [90] applied a variety of 

erode/dilate matrices on every CAPTCHA word before OCRing, collected the results given by 

OCR and selected the longest result with a non-trivial count as the correct answer. The success 

rate of this attack was 17.5%. The success rate increased slightly after the designers of 

reCAPTCHA improved its usability by eliminating the horizontal line running through the 
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challenge word. Nevertheless, more recently this CAPTCHA was broken with a success rate of 

99.8% using neural networks [94]. 

 

Attacks on current image-based CAPTCHAs 

Examples of attacked image-based CAPTCHAs include Drawing CAPTCHA [39], 

ArtiFacial [41], IMAGINATION [35]; and Asirra [34]. Most segmentation attacks on image-

based CAPTCHAs use the vulnerability that the added noise is not similar to the foreground 

objects. For example, in Drawing CAPTCHA, the difference between the size of diamond-shape 

target dots and that of clutter dots was the basis of an attack designed by Lin et al. [64] with a 

success rate of 75%. Another example is an attack on ArtiFacial in which removing some parts 

of noise that did not have the features of a human face made segmentation easier [81] (success 

rate=18%). Another flaw of a CAPTCHA that makes segmentation less costly is having minimal 

solution requirements. For example, Imagination only requires a user to click on the center of 

one of several pictures provided by the test. Finding the boundaries of only one object, even in a 

noisy image with many false boundaries is not very difficult for an attacker. Based on this 

weakness, Zhu et al. attacked Imagination with a success rate of 4.95% [81].  

Most recognition attacks on image-based CAPTCHAs use image classifiers to recognize 

images. For example, Golle [86] used a combination of color and texture features to distinguish 

dog and cat images in Asirra CAPTCHA. This attack had a success rate of 10.3%. 

 

Attacks on current audio-based CAPTCHAs 

Audio CAPTCHAs are relatively weaker than visual CAPTCHAs. The reason is probably 

that the human visual system constitutes a larger portion of the brain as opposed to the human 
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audio processing system. Bursztein et al. [51] proposed an attack on eBay, Authorize, Yahoo! 

and Microsoft Audio CAPTCHAs with success rates of 82%, 89%, 45.5% and 49%, 

respectively. This attack segments the digits using a low-pass RMS (Root Mean Square) filter 

that eliminates regular and constant background noises and leaves peaks corresponding to the 

digits. After segmentation, classifiers have been used to recognize digits. The most important 

weakness of these CAPTCHAs was the difference between background noise and foreground 

signals. ReCAPTCHA that includes semantic noise, a noise with similar characteristics of a 

spoken digit, was more resistant against this attack. 

 

Attacks on current motion-based CAPTCHAs 

Attacking motion CAPTCHAs can be both harder and easier than image-based or text-based 

CAPTCHAs. It can be harder because in motion CAPTCHAs, segmentation and recognition, 

performed by the processing of the frames and by motion tracking, is more complex. It can be 

easier because the segmentation phase can be more accurate when multiple copies (frames) of 

the same CAPTCHA are available. The basis of most attacks on motion CAPTCHAs is to extract 

important information from the animation frames and reduce the animation to a traditional text-

based CAPTCHA. Based on this strategy, Bursztein [82] and Nguyen et al. [75] designed attacks 

on NUCAPTCHA and HelloCAPTCHA respectively. The success rate of the first attack was 

83% and for the second one, the success rate was between 16% and 100%. The vulnerabilities of 

these CAPTCHAs, including having discriminative features between text and the noise, the fixed 

number and position of the characters, inappropriate use of colors, the constant number and the 

delay of the frames, guided the attacks. These attacks show that resistance against segmentation 

in video CAPTCHAs, if not well designed, can be equivalent or less than text-based 
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CAPTCHAs. One strategy to improve the security of motion CAPTCHAs, suggested by 

Bursztein [82], is to use a confusing moving background. 

1.3.2 Random guessing attacks 

In a random guessing attack, also referred to as blind guessing or no-effort attack, an attacker 

tries to break a CAPTCHA by guessing the answer. In text-based CAPTCHAs, given the 

character set size, c, the probability of solving an n-character CAPTCHA challenge by blind 

guessing is    ⁄  
 
[95]. In an image-based CAPTCHA that asks a user to detect an object 

between n candidate objects, the likelihood of a correct guess is   ⁄ . Weaknesses of a 

CAPTCHA that can make it vulnerable to this attack include using a small input space, having a 

small number of candidate objects in a test, and imposing no limits on the number of attempts to 

solve a test.   

1.3.3 Using social engineering to break CAPTCHAs 

Using cheap third party humans is a way to break CAPTCHAs. Kang et al. [96] designed a 

CAPTCHA phishing attack that is a form of social engineering attack. They deployed a 

CAPTCHA phishing interface on a webpage (called CAPTCHA carrier) and selected some high-

traffic website as phishing areas to publish their phishing messages. The phishing carrier and 

phishing area can be two different webpages. Alternatively, the phishing carrier can be integrated 

into the phishing area using Adobe Flash [97]. Since people are less willing to click an unknown 

hyperlink, the second approach has been more successful. 

Troung et al. [29] designed another attack called “Instant Messenger CAPTCHA attack”. 

The major components of this attack are an attack script and an IM connector. The first 

component scrapes CAPTCHA images and uses the IM connector to send them to the third party 
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humans who solve the tests. Since instant messengers allow real-time communication between 

participants, the attack cannot be detected using timeout values. 

 

1.4 Robustness of CAPTCHAs 

A good CAPTCHA must be both easy-to-solve for humans and strong enough to resist 

attacks. Designing CAPTCHAs that fulfil both usability and robustness criteria is difficult. The 

key point to design such a CAPTCHA is to exploit the gap in the recognition abilities between 

humans and computers. 

A CAPTCHA method is strong if no automated computer program can solve its challenges 

with a success rate of higher than 0.01% [98]. The security of a particular CAPTCHA test can be 

analyzed by investigating its resistance to attacks that might potentially be used to break it. We 

divide our review of the factors that affect the robustness of CAPTCHAs into the five following 

subsections and discuss each one in detail: 

- Segmentation resistance, 

- Recognition Resistance, 

- Random guessing resistance, 

- Security against third party human solver attacks; and 

- Other security measures. 

Most techniques are related to text-based CAPTCHAs because this type of CAPTCHA has 

been studied more than others. Many of the strategies might be mentioned in one category, but 

be applicable to other categories as well. 
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1.4.1 Segmentation resistance 

A major determinant of CAPTCHA robustness is its resistance against segmentation 

attempts. Prior studies show that machine learning algorithms are better at solving recognition 

problems than segmentation problems [72]. Examples of strategies to improve the segmentation-

resistance of a CAPTCHA include applying degradations, text distortions, background clutter, 

making false boundaries, appropriate use of colors, and randomness and dynamism in the 

presentation of CAPTCHAs. These strategies are discussed in this section. 

Applying degradations: One common strategy to increase the security of a CAPTCHA is 

applying degradations to the test image. Examples of degradations are character fragmentation, 

masking degradations, crowding letters together, and the addition of arcs: 

Character fragmentation: Making horizontal and vertical fragments in characters or using 

thinned images to break characters into isolated portions makes a CAPTCHA more resistant 

against  segmentation [17].  It can also reduce the success rate of a pixel-count attack.  

Masking degradations: Using masks to degrade a CAPTCHA test can improve security [14]. 

Crowding letters together: Different ways to apply this strategy include using condensed 

fonts with narrower than usual aspect ratios or italic fonts whose rectilinear bounding boxes 

overlap their neighbors or thickened fonts that cause characters to merge together. Another 

strategy is to juxtapose characters in any direction (rather than the x direction only) [13, 69]. 

Addition of arcs: These arcs may or may not intersect with the original characters. If they 

intersect with characters, they can make segmentation difficult; and if they do not intersect, the 

arcs can still baffle attacking algorithms since they might be confused with character parts [12]. 

Text distortions: Another strategy to increase the CAPTCHAs’ resistance to segmentation 

is applying text distortions [13] including warping, scaling, translation, and rotation:  
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- Global warping: character-level elastic deformations applied to all the characters of a 

challenge together which can foil template-matching algorithms,  

- local warping: small ripples, waves, and elastic deformations applied to each character 

independently which can foil feature-based algorithms,  

- Scaling: stretching or compressing the text in the x or y direction,  

- Translation: moving the text either up or down and left or right,  

- Rotation. 

 

Background clutter: Different types of clutter used to increase the security include blurring, 

gridlines, mesh, patterns and arcs for visual CAPTCHAs and background noise for audio-based 

CAPTCHAs. Applying a variety of background clutter in different tests makes it more difficult 

to extract foreground from the background using pre-processing algorithms. However, many 

types of degradations, if not applied properly, might reduce usability while having no positive 

effect on robustness [99]. For example, the effects of blurring, thresholding and salt-and-pepper 

noise can be removed by many current OCR systems [14]. Any noise that does not resemble 

challenge text/image/audio is not a good clutter [51]. A good idea is to use shapes similar to test 

images as background clutter.  

Making false boundaries: In an image-based CAPTCHA that contains a number of objects, 

an attacker can use a boundary detector to segment the objects. Creating false boundaries 

between objects when designing a CAPTCHA can solve this problem [35]. 

Appropriate use of colors: Using multiple colors for the background and foreground, and 

including some foreground colors into the background and vice versa is another technique to 

make segmentation more difficult. Using two colors, one for background and the other for 
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foreground or using different colors for adjacent characters helps attackers to separate them 

easily [83].  

Randomness and dynamism in the presentation of CAPTCHA test: Using detectable 

patterns in positioning CAPTCHAs’ characters allows automated systems to find “where each 

character is” and facilitates their attempts in solving the challenge. The ideal situation is to 

remove every pattern and use randomness in the presentation of CAPTCHA as far as possible to 

confuse the machine. For a text-based CAPTCHA, random positioning of the characters, 

randomly using different fonts and font sizes, or features of other languages such as different 

writing directions, cursive features and diacritics and random number of characters can improve 

robustness [95]. For image-based CAPTCHAs, random positioning of the images, boxes with 

varying shapes and random background elements might be appropriate. For animated 

CAPTCHAs, using a random number of frames, a random frame delay and random movement 

paths can reduce the probability of segmentation attacks [58, 75]. 

 

In summary, the strategies to make segmentation harder include: 

- Applying degradations (character fragmentation, character overlapping, masking 

operations, additional arcs connected to the letters with the same width as letters),  

- Adding background clutter (arcs, images similar to foreground objects, using a variety of 

clutter for different tests), 

- Using colors appropriately,  

- Making false boundaries, 

- Incorporating randomness and dynamism in CAPTCHA design and presentation 

(position, direction, size and dimensions of the test image, text length, frame count, frame 

delay).  
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1.4.2 Recognition resistance 

In order to make a CAPTCHA secure, strategies need to be considered in order to make it 

resistant against recognition attacks. Such techniques are discussed in this section: 

Using random strings instead of words: Using non-English character strings instead of 

English words in a text-based CAPTCHA can reduce the success probability of dictionary 

attacks. Inserting special characters will also confuse OCR systems [100]. 

Making it impossible to distinguish a character by counting its pixels: In text-based 

CAPTCHAs, making all characters have approximately the same pixel count or making 

characters have a very different pixel count in different challenges defeats pixel-count attacks 

[76]. 

Using different fonts: Using different fonts can defeat pattern recognition attacks. Another 

suggestion is using handwritten text since humans are superior to machines in recognizing 

handwritten text [16]. 

Selecting the words, sentences or images that cannot be recognized by current 

recognition systems: In a text-based CAPTCHA, before selecting an image as a test image, a 

good strategy is to make sure that current popular OCR systems cannot solve it (reCAPTCHA 

[10] implements this strategy). In CAPTCHAs that use sentences instead of words, the source of 

sentences is usually old books or newspapers and it pays to make sure that sentences are not 

available on the web [25].  

Using a large database: This technique improves a CAPTCHA’s security by making 

random-guess and database attacks less successful. There are different ways to increase the size 

of database of an image-based CAPTCHA. For example, using image collections of other picture 

providers [34] or enticing people to label a collection of images while playing a game [101]. 
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Using visually similar but semantically dissimilar characters/images/audio: Similarity 

can confuse pattern recognition programs. When two objects are visually similar, it is much 

easier for a human to recognize the slight difference between them than it is for a computer 

program [64]. 

Removing or deforming features to defeat pattern-matching programs: an image/text 

detection tool uses pattern matching to recognize objects. Removing or deforming objects’ 

features can confuse those programs. For example, sky, grass, or the direction of a ‘text’ can be 

clues showing image direction. To remove such clues for an attacker that needs to detect an 

image’s direction, one can use a sub-image that consists of fewer clues than the whole image 

[47]. Another approach is to use global transformations and feature deformations [16].  

In summary, some strategies that make recognition more difficult for machines include: 

- Using random strings instead of words,  

- Making characters have the same pixel count, 

- Using different fonts, 

- Selecting words or images that cannot be recognized by current recognition systems, 

- Using a large database, 

- Using visually-similar but semantically-dissimilar characters/images/audio in tests, and 

- Removing or deforming objects’ features. 

1.4.3 Random guessing resistance 

In text-based CAPTCHAs, having a large character set will reduce the chance of blind 

guessing. In many current image-based CAPTCHAs, a test has only a few potential answers 

which makes random guessing attacks easier for robots. Another strategy is to use mouse actions 

instead of the keyboard to select the correct answer, For example, if the test utilizes a 200×200 

image and displays 6 potential objects, then the user needs to select a number between 1 and 6, 
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the probability of blind guessing will be 1/6 (or 0.17); however, if she is required to click near 

the center of the correct answer, e.g. inside a radius of 4 pixels from the center, the success rate 

of blind guessing will be 
    

       
 (or 0.0075) [35]. 

1.4.4 Security against third party human solver attacks 

While no security measure is without its shortcomings, some techniques to obstruct third 

party attacks include: 

- Limiting the number of attempts to solve a CAPTCHA test [90], 

- Limiting the time of the validity of a CAPTCHA [90], 

- Detecting IP addresses that give successive incorrect answers [89],  

- Measuring solution time which might be different for a legitimate user and a third party 

human [29].  

- Making the CAPTCHA image meaningful only on the protected web site [29]. 

1.4.5 Other security measures 

Other strategies to improve the robustness of CAPTCHA systems are discussed in this 

section. Most of them try to highlight the gap between human and machine abilities in solving 

problems and recognizing objects. These strategies include: 

- Asking users to answer a logical question that requires human thinking [62]. 

- Using 3D images or characters based on the fact that humans are better than machines at 

recognizing 3D objects [50]. 

- Using structures that humans recognize better than machines such as trees [63]. 

- Combining text and graphics in the tests: most recognition tools are domain specific; they 

work exclusively with graphics or text. This strategy can confuse those tools [62]. 

- Requiring more human interaction, e.g. using mouse clicks, dropdown lists or drag and 

drop for answering CAPTCHA tests will reduce the risk of blind guessing attacks [102].  
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1.5 Usability of CAPTCHAs 

In the development of a CAPTCHA, achieving a balance between usability and security is 

difficult. This section discusses usability issues that may be considered in the design of 

CAPTCHAs. Some of these considerations are generic and can help every CAPTCHA to be 

more usable, some of them are specific strategies which work for specific types of CAPTCHAs. 

In this section, the usability issues of CAPTCHAs will be discussed under three dimensions: 

- Distortion,  

- Content, 

- Presentation. 

1.5.1  Distortion 

The method and level of the distortion should be selected very carefully since many types of 

distortions not only make CAPTCHAs less usable, but can also compromise security if the 

system would have to ignore some of the users’ mistakes or allow multiple attempts for failed 

tests [83]. Examples of clutter that confuse humans and do not improve security in text-based 

CAPTCHAs include: 

- Every background noise that is not similar to foreground objects (e.g. EZ-Gimpy [8]), 

- Arcs thinner than the characters (e.g. Yahoo! v.2.0 [13]), 

- Arcs with the same size and shape as the characters (e.g. MSN [83]) 

In contrast with the above examples,  in CAPTCHA zoo [64] noise elements are similar to 

the target objects. This CAPTCHA confuses machines, but is still usable.  

In audio-based CAPTCHAs, sounds are distorted by background noise. It can affect usability 

in such a way that characters might be confused with each other. For example the user might not 

be able to tell ‘v’ and ‘b’ apart [103]. 
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1.5.2 Content  

An important consideration in selecting the contents of a CAPTCHA should be their impact 

on the CAPTCHA’s usability. Important points about the contents of a text-based CAPTCHA 

include: 

- The size of the character set: Although a large character set improves security, it might 

have negative effects on usability since a bigger character set implies a higher number of 

unknown characters and visually similar characters [104]. 

- Using random strings or words in CAPTCHAs: Using random strings makes the 

CAPTCHA more difficult for humans, while it increases robustness [83]. 

- The length of the string: While long strings increase robustness by reducing the success 

rate of random guessing, they decrease usability [83]. 

- Using a sequence of characters that might be visually similar to another character (e.g. 

‘cl’ and ‘d’) might confuse users [83]. 

 

Generally, the designer of a CAPTCHA can consider the following points about the contents 

of the CAPTCHA to make it more usable: 

- Being not offensive [83], 

- Being independent of a certain language, age or knowledge level [39] (dependency on a 

certain language is one of the characteristics of audio-based CAPTCHAs), 

- Being suitable for all people including those with disabilities [60],   

- Being usable not only on PCs, but also on smartphones [64], 

- Bringing other social benefits such as helping to read and digitize old scripts 

(reCAPTCHA [10]), finding homes for pets (Asirra [34]), etc. 

- Selecting a type of CAPTCHA among different available CAPTCHA systems based on 

the user’s information [60]. 
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1.5.3 Presentation 

The presentation of a CAPTCHA and its user interface should be designed to enhance 

usability. 

In text-based CAPTCHAs, font type, font size and image size affect CAPTCHA usability. In 

some fonts, some characters might be similar and not easily distinguishable by humans. Large 

font sizes are usually more convenient for human users since they improve visibility [83]. 

In image-based CAPTCHAs, the size of the CAPTCHA image is a factor that affects 

usability. Small images reduce server processing time, accelerate the download process and 

occupy less space on a webpage [105]. On the other hand, large images are more visible and thus 

easier for humans to respond to; they also reduce the probability of blind guessing and improve 

security. The size of the image should be decided in a way that strikes a balance between 

usability and robustness.  

In audio-based CAPTCHAs, the presentation of the CAPTCHA does not generally affect the 

usability. However, Bigham and Cavender [103] discussed that most current audio CAPTCHAs 

are frustrating for blind users who use screen readers to access the CAPTCHA. The reason is that 

using navigation elements to listen to and answer the CAPTCHA distracts them and forces them 

to miss the beginning of the CAPTCHA. Improving the CAPTCHA interface to solve this issue 

can increase the usability of audio-based CAPTCHAs for blind users.  

In motion-based CAPTCHAs, the load time can be changed according to the limitations of 

the user’s network to enhance usability. This can be achieved by changing the animation quality, 

the dimensions, or by converting it to grayscale [106]. 

Other strategies to improve the usability of CAPTCHAs through presentation include: 
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- Appropriate use of colors: color can facilitate human recognition and confuse OCR 

systems. However, colors should be used properly in order not to cause negative impacts 

on security or usability [107].  

- CAPTCHAs’ user interface: In different CAPTCHA systems, the users are asked to enter 

their answers by different methods such as typing the answer, selecting from a dropdown 

list, clicking the answer or dragging and dropping answers to boxes. While the most 

common method is typing, mouse interaction methods are more usable since they 

simplify and accelerate the answering process. These methods improve robustness as well 

[102]. 

- Partial credit algorithm [34]: Another strategy to enhance usability is to give users partial 

credit which means if they solve a test almost correctly (e.g. 7/8), they are considered as 

‘human users’ and are shown another test. By passing the second test almost correctly the 

user is identified as a human and gets access to the protected resource. It is a two-step 

algorithm that means two almost-correct answers are required. Converting it to a one-step 

algorithm, which requires only one almost-correct answer (as can be seen in 

reCAPTCHA [10]), would cause security problems.  

1.6 Conclusion 

In the development of most human-interaction centric security mechanisms, a trade-off 

between security and usability is required. A strategy that increases the security in many cases 

reduces the usability and vice versa. In the evolution of CAPTCHAs, the weaknesses and 

limitations of many text-based CAPTCHAs have made them vulnerable to attacks. On the other 

hand, attempts to increase their security have often made them difficult for humans. Hence, 

CAPTCHA developers have been trying to explore alternative models to design more usable and 

secure CAPTCHAs. Image-based, audio-based, motion-based and hybrid CAPTCHAs were 

proposed a long time ago to overcome the restrictions of text-based CAPTCHAs. The drawback 

of these types of CAPTCHA is that preparing a substantially large database of images, audio 

files or animation clips that does not require human intervention for categorization or labeling is 



53 

close to impossible. These limitations make many of them vulnerable to attacks. To reduce the 

effects of these limitations, a new generation of CAPTCHAs, namely interactive CAPTCHAs, 

has been developed to increase the complexity of traditional CAPTCHAs for attackers. 

Interactive CAPTCHAs involve more human intervention in their tests. They use mouse actions 

such as clicking or drag and drop to elicit a form of response that is easier to produce for humans 

and more difficult for robots. They offer a more enjoyable and user-friendly human verification 

system. In addition, they improve security by adding new layers of complexity required to attack 

them. Hence, interactive CAPTCHAs seem to be the most promising CAPTCHA type. 

In this chapter, we have introduced different types of CAPTCHAs (Table 1) and attacks 

against them. Many attacks, especially on non-text-based CAPTCHAs, are CAPTCHA specific. 

However, some of the most well-known strategies in attacking CAPTCHAs are summarized in 

Table 2. We have also investigated the weaknesses of current CAPTCHAs that make them 

vulnerable to these attacks. Table 3 summarizes these weaknesses. 

 

Table 1: Different types of CAPTCHAs. 
Text-based  “English words” CAPTCHAs 

“Random strings” CAPTCHAs 

Handwritten text CAPTCHAs 

Linguistic knowledge CAPTCHAs 

Interactive Text-based CAPTCHAs  

Non-English CAPTCHAs 

Image-based  Object detection CAPTCHAs 

Subject detection CAPTCHAs 

Part detection CAPTCHAs 

Swapping task CAPTCHAs 

Orientation task CAPTCHAs 

3D CAPTCHAs 

Audio-based   

Motion-based   

Hybrid  Dynamic CAPTCHAs 

CAPTCHAs with multiple challenges 

Multi-type CAPTCHAs 

CAPTCHAs for smartphones 

CAPTCHAs for people with disability 
 

Table 2: Attacks on CAPTCHAs. 

Pre-

processing 

Noise removal based on noise/target color difference  

Noise removal based on different size, shape, or 

location of noise and targets  

Noise removal based on different moving patterns of 

noise and targets 

Segmentation 

attacks 

Segmentation based on the location of target objects 

Segmentation based on the features of target objects 

Segmentation based on color information 

Segmentation based on motion information 

Recognition 

attacks 

Object recognition  

Pixel-count attack 

Dictionary attack 

Database attack 

Random guessing 

Social engineering attacks 
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Table 3: Major vulnerabilities of current CAPTCHAs. 
V

u
ln

e
ra

b
il

it
y
  

so
u

r
ce

 

Vulnerability Description Possible attacks 

Examples of 

CAPTCHAs with 

this vulnerability 

Examples of 

CAPTCHAs 

addressing this 

vulnerability 

In
p

u
t 

sp
a

c
e Small input space E.g. Latin alphabet 

Recognition attacks, 

Random guessing 

Google [13], 

BaffleText [14] 

Asirra [34], Sketcha 

[46] 

Using limited variations 

of each object 

E.g. limited number of 

fonts; or limited voices in 

audio CAPTCHAs 

Object recognition, pixel-

count attacks 

Authorize audio 

[51] 

ScatterType [17] , 

eBay Audio [51] 

S
im

il
a
r
 

o
b

je
c
ts

 Only dissimilar objects 

in a test 

Dissimilar in terms of 

shape, size, etc. 

Object recognition, pixel-

count  

Drawing 

CAPTCHA [39] 

reCAPTCHA audio 

[51]  

Different pixel count of 

objects 

E.g. each character has a 

unique pixel-count 
Pixel-count attacks 

CAPTCHAservice 

[9] 

Handwritten 

CAPTCHA [16] 

K
ey

b
o

a
r
d

 

Using physical keyboard 

as the input device  

Causes all the limitations 

of a small input space 

Recognition attacks, 

Random guessing 

Most text-based 

CAPTCHAs 
Drag-n-Drop [27] 

R
a

n
d

o
m

n
e
ss

 

Constant number of 

objects in a test 

The number of objects is 

known for attackers 

Segmentation, random 

guessing 
Collage [32] Image Flip [44] 

Constant size of each 

object 

Each object’s size or 

with/length ratio is known 

Segmentation, 

Random guessing 

CAPTCHAservice 

[9] 
Imagination [35] 

Constant position of the 

objects 

E.g. characters located on a 

horizontal line, in the 

middle of the image 

Segmentation, 

Random guessing 
Collage [32] 

Tree-based 

handwritten [63] 

Constant direction of the 

objects 

E.g. horizontal, from left to 

right 

Simple segmentation, 

Vertical histogram 

Most text-based 

CAPTCHAs 

Non text-based 

CAPTCHAs 

Non-random strings 
Using words instead of 

random strings 
Dictionary attacks Gimpy [7]  Google [13] 

C
o

lo
r Inappropriate use of 

colors 

Distinct colors in 

foreground and 

background, or giving 

information by color 

Segmentation-

preprocessing 

MSN [12],  

Ticketmaster  [13] 
Imagination [35] 

N
o

is
e 

a
n

d
 d

is
to

r
ti

o
n

s 

Not having noise 
Background noise, mesh, 

arcs, … 
Segmentation attacks 

CAPTCHAservice 

[9] 

Ticketmaster [13], 

yahoo! audio [51] 

Noise dissimilar to test 

objects 

Dissimilar in terms of 

color, shape, location, … 

Pre-processing, 

Segmentation attacks 

Ticketmaster [13], 

Yahoo! audio [51] 
CAPTCHA zoo [64] 

Having no object 

distortion 

Text/image/audio 

distortions 
Object recognition  Collage [32] 

CAPTCHAservice 

[9], MSN [12]   

Non-fragmented objects 

Non-fragmented 

characters, images without 

false boundaries 

Segmentation attacks 
CAPTCHAservice 

[9] 

ScatterType [17], 

BaffleText [14] 

Not-connected objects 

Non-connected characters, 

images with obvious 

boundaries 

Segmentation attacks, 

Object recognition attack 
Ticketmaster [13] Google [13] 

D
e
si

g
n

 

Having minimal solution 

requirements 

E.g. allowing errors in 

answering tests; or 

requiring selection of just 

one (of N) object 

voluntarily  

Segmentation, 

Object recognition,  

Random guessing 

Imagination [35] Google [13] 

No restrictions on 

‘download limit’ or 

‘error limit’ 

No limit on the number of 

CAPTCHAs that can be 

downloaded, or submitted 

with an incorrect response 

Social Engineering attacks eBay audio [89] Asirra [34] 
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To conclude this chapter we subjectively counted the vulnerabilities of some major 

CAPTCHAs to paint a picture of the security issues that many of these CAPTCHAs face. We 

summarize these assessments in Table 4 where an assignment of “1” in a cell signifies that the 

CAPTCHA in that row might suffer from the vulnerability specified in the particular column. 

We give equal weights to the vulnerabilities and add up the vulnerabilities to show the extent of 

vulnerabilities for each CAPTCHA. In reality, some of these vulnerabilities might compromise 

security more severely than others. Nevertheless, this simple analysis supports our thesis that 

there remains a need for more secure CAPTCHAs that could be used in applications that need a 

tighter control of access to valuable resources. In the next chapter, we discuss these 

vulnerabilities in the development of our proposed CAPTCHA. 
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Table 4: A subjective assessment of the vulnerabilities of current CAPTCHAs. 
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CAPTCHA 

Text-

based 

English 

word  

Ez-Gimpy 1  1  1    1 1 1  1      1    7 

Gimpy 1  1  1    1 1         1    6 

CAPTCHAservice 1  1 1 1 1   1 1  1       1    9 

Pessimalprint 1  1  1    1 1   1      1    7 

reCAPTCHA 1  1  1    1 1   1      1    7 

Random 

string  

MSN 1  1  1    1  1  1      1    7 

Yahoo v2.0 1  1  1    1    1      1    6 

TicketMaster 1  1  1    1  1  1      1    7 

Google 1  1  1    1   1       1    6 

ScatterType 1  1  1    1          1    5 

Sequenced tagged 1  1  1    1    1      1    6 

Handwritten CAPTCHA 1  1  1    1 1   1      1    7 

Linguistic 

knowledge 

semCAPTCHA 1  1  1 1   1 1         1 1  1 9 

Odd words out 1    1     1  1   1    1 1  1 8 

Number-puzzle text 1    1     1  1   1    1 1   7 

Strangeness in sentences     1          1    1 1  1 5 

Text-domain     1          1    1 1  1 5 

Non-English Arabic CAPTCHA 1  1  1    1    1      1    6 

Image-

based 

Object 

detection 

Collage      1  1    1      1    1 5 

Asirra      1  1          1    1 4 

Imagination      1            1 1  1 1 5 

Subject 

detection 

PIX            1      1 1 1   4 

Bongo 1       1    1          1 4 

Activity recognition      1 1 1          1 1   1 6 

Part 

detection 

Implicit CAPTCHA                 1 1 1    3 

Line CAPTCHA           1  1          2 

Artifacial             1         1 2 

Swapping 

task 

Exchanging blocks      1           1 1    1 4 

Jigsaw puzzle      1           1 1    1 4 

Orientation 

task 

Image flip             1    1 1     3 

What’s up                  1    1 2 

Sketcha            1      1     2 
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CAPTCHA 

Sub-image orientation                 1 1     2 

3D  

2D CAPTCHA from 3D 

models 
                 1    1 2 

3D CAPTCHA 1  1  1     1   1      1    6 

Motion-based 

NUCAPTCHA 1  1  1    1  1  1   1   1    8 

Hello CAPTCHA 1  1  1    1  1  1   1   1    8 

Animation CAPTCHA           1  1     1 1   1 5 

3D Animation 

CAPTCHA 
1  1  1 1   1    1          6 

Hybrid 

Question-based 

CAPTCHA 
1  1  1    1         1 1    6 

Tree-based handwritten     1        1  1    1    4 

Interactive 

Drag and drop 1  1      1   1       1    5 

3D Drag and Drop 1  1      1  1        1    5 

iCAPTCHA 1  1      1  1  1      1    6 

Drawing CAPTCHA 1            1          2 

Wordpress 

KeyCAPTCHA 
                1 1     2 

PlayThru                 1 1     2 

ClickSpell 1  1      1    1      1    5 

3D CAPTCHA                 1 1     2 

CAPTCHA zoo             1     1    1 3 
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Chapter 2 The Proposed CAPTCHA 

2.1 Introduction 

In the development of most human-interaction-centric security mechanisms, a tradeoff 

between security and usability is required. A strategy that increases the security in many cases 

reduces the usability and vice versa. For example, a password can be very long (e.g. 120 

characters); while it is very complex for an attacker to break such a long password; it might be 

difficult for a human user to memorize it. CAPTCHAs are no exception and there are approaches 

to make a CAPTCHA extremely secure so that no computer program can solve the test. 

However, applying these techniques without usability concerns can make it extremely difficult 

for humans to solve the challenge. Hence, an end goal in designing a CAPTCHA is to make it 

complex for machines and yet easy to understand and solve for human beings. 

 The first generation of CAPTCHAs was text-based. Due to the weaknesses and limitations 

of many text-based CAPTCHAs, they have been vulnerable to attacks that use image processing, 

pattern recognition and machine learning algorithms. Although distorting the text and/or adding 

visual noise can make the CAPTCHA stronger, they reduce usability. Hence, CAPTCHA 

developers are trying to explore alternative models to design more secure CAPTCHAs that are 

still easy to solve for human beings. Image-based and audio-based CAPTCHAs were proposed a 

long time ago to overcome the restrictions of text-based CAPTCHAs. The drawback of these 

types of CAPTCHA is that preparing a substantially large database of images or audio files that 

does not require human intervention for categorization or labeling is close to impossible. These 

limitations make many of them vulnerable to attacks [81, 86]. To address these limitations, new 

generation CAPTCHAs including animated and interactive CAPTCHAs have been developed to 

go beyond the security offered by traditional CAPTCHAs. 
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In non-interactive animated CAPTCHAs, the information needed to solve a CAPTCHA can 

be obtained from all frames of an animation. A user is required to observe the whole animation 

to be able to solve the CAPTCHA. A main weakness of these CAPTCHAs is that many of them 

cannot be automatically generated and may be limited by the number of produced animations. 

Interactive CAPTCHAs involve more human interaction in their tests. Since this type of 

CAPTCHA is more intuitive and more appealing for human users and since simulating human 

interactions by attackers adds new layers of complexity to a CAPTCHA, interactive CAPTCHAs 

seem to offer a promising approach in designing CAPTCHAs. 

Although the new generation of CAPTCHAs seeks to reduce many of the limitations by 

trying to exploit the gap between the abilities of machines and humans in recognizing objects or 

interacting with a computer, disregarding core security/usability considerations can make any 

animated, dynamic or interactive CAPTCHA less secure/usable. For example, NuCAPTCHA – 

with its target characters concealed in animation – has been successfully attacked because of the 

existence of discriminative features between its target text and the background [82]. 

Consequently, in order to achieve high security, multiple sources of vulnerability should be 

addressed in CAPTCHA design. Within an interactive CAPTCHA design, minimizing 

discriminative features to a tolerable level for human users, randomizing size, location and the 

number of objects required to be detected, appropriate use of color, proper design of background 

noise and using a sufficiently large input space are some strategies to improve the security of 

every CAPTCHA.  

We designed our proposed CAPTCHA to be an interactive CAPTCHA. We utilize Unicode 

as the input set of our CAPTCHA; the large size of this input space improves the security and 

provides the resource required for automatic generation of CAPTCHAs. In addition, we included 
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similar Unicode glyphs in this CAPTCHA that can confuse attackers. We designed a virtual 

graphical keyboard to be used instead of a physical keyboard in order to require more human 

interaction in solving tests. Moreover, a background is designed with elements that further 

increase the security. In designing the elements of this CAPTCHA, we aimed to achieve higher 

levels of security by making the CAPTCHA increasingly complex for machines while 

maintaining its intuitiveness for human users. Eventually, our analyses show that the proposed 

CAPTCHA is substantially secure, has a solving accuracy comparable to most existing 

CAPTCHAs, but takes longer to solve due to the processes required for solving the CAPTCHA 

and submitting the solution. We also discuss modifications that can further enhance the 

CAPTCHA’s security or its usability as needed. 

The remainder of this chapter is as follows. In Section  2.2, we discuss interactive 

CAPTCHAs as the basis of our CAPTCHA. Section  2.3 provides an overview of our approach 

and briefly describes strategies we proposed and implemented to improve the security and 

usability of the CAPTCHA. These strategies are explained in more detail in Sections  2.5 to  2.8. 

Section  2.5 describes how our proposed CAPTCHA uses Unicode. In Section  2.6, we discuss 

how we take advantage of the similarity among Unicode characters to enhance security. Our 

CAPTCHA’s virtual keyboard and color representations are discussed in Section  2.7 and  2.8, 

respectively. Section  2.9 explains the designed user studies and their results and Section  2.10 

concludes the chapter. 

2.2 Interactive CAPTCHAs 

Interactive CAPTCHAs involve considerable human intervention in their tests. They mainly 

use mouse actions such as clicking or drag and drop to elicit a form of intelligent response that is 

easier to produce for humans and more difficult for machines. Contrary to text-based 
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CAPTCHAs, interactive CAPTCHAs offer a more enjoyable user-friendly human verification 

system [108]. They can be designed in the form of simple games or puzzles making them more 

intuitive and more appealing than non-interactive ones. By engaging users, interactive 

CAPTCHAs make the passage of time less perceivable which is a meritorious advantage as it 

can lead to less user dissatisfaction. Moreover, their higher reliance on mouse actions is more 

aligned with the way human users browse the web
3
. In addition to usability, interaction can 

improve robustness.  

Interactivity in CAPTCHAs enhances security by taking advantage of a human’s ability to 

readily create intelligent patterns of interaction that are computationally intensive for computers 

to emulate. Requiring intelligent interactions substantially reduces the risk of blind guessing 

attacks. Moreover, depending on the complexity of the interaction rules, several levels of 

interaction might need to be simulated in order to break an interactive CAPTCHA. Furthermore, 

user interaction can be tracked and recorded in order to make a better decision of whether the 

user is a real human or a machine. The potential for achieving both high security and high 

usability gives interactive CAPTCHAs a promising outlook in the evolution and development of 

secure CAPTCHAs. 

Examples of interactive CAPTCHAs include Drawing CAPTCHA [39], 3D drag and drop 

CAPTCHA [102], WordPress KeyCAPTCHA [112], Ince et al. 3D CAPTCHA [113], PlayThru 

[114], ClickSpell [115] and 3D CAPTCHA [116]. In Drawing CAPTCHA, the user has to find 

three dots that are different from the others and connect them to each other by drawing lines [39]. 

                                                           
3
 During web navigation, people usually use the keyboard only for typing. For other tasks, such as selecting menu 

options, following hyperlinks and selecting targets, they prefer to use positioning devices, e.g. a mouse [109, 110]. 

One reason for users’ unwillingness to switch between input devices is the time loss to travel between devices. For 

example, a pointing task can be performed in 1,100 ms, while a simple movement from the mouse to the keyboard 

and back takes approximately 800 ms [109, 111]. 
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3D Drag-n-Drop CAPTCHA asks users to drag and drop a rotated version of Latin characters to 

their respective blocks as they appear in the image [102]. WordPress KeyCAPTCHA requires 

users to assemble an image [112]. Ince et al. [113] introduced another 3D CAPTCHA that asks 

users to enter each character shown on the faces of a cube to the input boxes of the same color. 

In PlayThru, users have to win a simple drag and drop game to solve the CAPTCHA. In 

Clickspell, a user has to click on the letters of a word scattered randomly in the CAPTCHA 

image. The image is covered with another image – to increase the security – and the user clicks 

on the letters via a moving mask [115]. Finally, 3D CAPTCHA, which is designed based on 

spatial perspective and human imagination, asks a user to rotate a 3D model and find the correct 

position of rotation [116]. 

Interacting with computer input devices is relatively easy for human users. Computer robots 

generally lack the type of coordinated information acquisition, processing and production 

capabilities that human beings enjoy and, hence, require more sophisticated algorithms to solve 

interactive CAPTCHAs [27, 102]. Even if computer programs can generate fake mouse events, 

they will still have to overcome the challenge of producing such mouse events in a meaningful 

way. Depending on the nature of the interaction, it can be complex for algorithms to decide 

where and when to generate what types of mouse events in real time. On the other hand, it is 

easier and more attractive for human users to use mouse
4
 actions to solve a test. They might find 

it easier since it eliminates the need to physically move their hand away from the mouse as it is 

the usual input device used when people are browsing the web. Hence, using an input device, 

such as mouse, that allows for more complex type of human-computer interaction is intuitively 

                                                           
4
 We are comparing the mouse only with the keyboard. Since many existing computer systems are still not equipped 

with touchscreens or other input devices and the most common input devices are still the mouse and keyboard, in 

this comparison we only consider the mouse and the keyboard. 
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appealing for users and practically challenging for robot programs that try to break a CAPTCHA. 

Simulating typically complex patterns of mouse interactions is evidently more challenging for 

attackers.  

The above arguments rest on the fact that all CAPTCHA information is known to the 

machine. When these data are somehow concealed from the machine, another layer of 

complexity is added to the CAPTCHA. The machine not only has to have an algorithm for 

simulating the required interactivity, but it also faces the challenge of detecting informational 

elements required for solving the CAPTCHA.   

It is interesting to note that the added advantage of concealing CAPTCHA information 

requires interactivity in order to work effectively. The concealed information could be revealed 

to the users as a response to an action that the user engages in, such as moving the mouse or 

clicking or drag and drop. 

As a result, using human interactions adds dynamism to the system in two dimensions, 

namely in both the information acquisition and solution submission. The amount of information 

concealing could vary from invisibility to partial visibility. For example, in Ince et al. 3D 

CAPTCHA [117], only two sides of the cube are visible at any given time and observing the 

other sides requires more interaction; or in ClickSpell [115], only by moving the mouse cursor 

can a person see the original image. In these two examples of invisibility, gaining access to 

information requires intelligent interactions, which is easy for humans but complex and 

expensive for machines. Our CAPTCHA entails both interactivity and partial information 

concealment.  

Despite the evident benefits of interactivity provisions in CAPTCHA design, there are some 

restrictions in designing interactive CAPTCHAs. Firstly, the amount of interaction should be 
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small and the time required for it should be short. While more interaction makes the CAPTCHA 

more secure, it also tires human users and can encourage them to give up. Although interactions 

bring more fun to CAPTCHA and appeals to the users even if the test takes a little longer than a 

typing-based CAPTCHA, the interaction amount should not be higher than a threshold that 

ensures a sufficient amount of security. Hence, finding a middle ground for the amount of 

required interaction is important. We have to incorporate a level of interaction that makes the 

tests difficult enough for attackers and precludes people from stopping to use the CAPTCHA. 

2.3 Overview of our approach 

In this section, we will briefly review the vulnerabilities of traditional CAPTCHAs and 

delineate how our proposed CAPTCHA overcomes these weaknesses. 

2.3.1 Major vulnerabilities of current CAPTCHAs  

The vulnerabilities of existing CAPTCHAs were thoroughly reviewed in the previous 

chapter. We quickly enumerate them here: 

Small-size input set: Many current CAPTCHAs have small input spaces that make object 

recognition or blind guessing easy for attackers. 

Non-similar known objects: Most existing CAPTCHAs use visually-dissimilar elements in 

their tests. It is more straightforward for a computer program to distinguish between “dissimilar” 

characters from a known set.  

Receiving input from a physical keyboard: Current CAPTCHAs receive their input from a 

standard keyboard. In the physical keyboard, the number of keys is limited and known. This 

restriction significantly reduces the set size of usable characters in a CAPTCHA and increases its 

probability of being solved by an attacker. 
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Non-randomness in the presentation: The existence of fixed and predictable patterns in the 

presentation of CAPTCHA elements makes them vulnerable to segmentation attacks.  

Improper use of colors: Using colors in a way that creates a detectable distinction between 

foreground text and background facilitates text extraction for attackers [83]. 

Lack of proper degradations: The level and type of the distortions have not been decided 

properly in many current CAPTCHAs. 

Simultaneously addressing these vulnerabilities can significantly enhance CAPTCHA 

security. 

2.3.2 An overview of our approach 

The proposed CAPTCHA aims to reduce or eliminate the above-mentioned flaws of current 

CAPTCHAs. Figure 2 displays the proposed CAPTCHA. This CAPTCHA is composed of a test 

(left rectangle) and a keyboard (right rectangle).   

 
Figure 2: The proposed CAPTCHA. 
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The user is asked to find the correct match for each Unicode character of the test area in the 

keyboard. The user can use zooming facilities or the color palette to reduce the complexity of the 

noisy background and detect the characters more easily. Strategies that are applied in designing 

this CAPTCHA that seek to reduce the mentioned vulnerabilities include: 

- Using Unicode as a large input space, 

- Including a number of objects similar to each test character in the keyboard, 

- Using a virtual keyboard instead of a physical keyboard, 

- Incorporating randomness in the design including random size, number and position of 

the test and keyboard characters.  

- Using a color scheme which uses foreground/text colors in the background as well. 

These approaches are discussed in the remainder of this section. 

Input Space 

One important factor that affects the security of a CAPTCHA is the size of its input space. 

Most current CAPTCHAs have been created based upon very small input spaces. In all types of 

CAPTCHAs including text-based, image-based, audio-based and motion-based CAPTCHAs, a 

small input space reduces the security by allowing easier database attacks, automatic object 

recognition or blind guessing attacks. With a small input space, database attacks can be more 

successful. For example, every time a challenge is displayed, a portion of the input space can be 

revealed and by solving enough challenges, an attacker can uncover the entire database. A small 

input space makes pattern matching algorithms less costly and considering the small size of the 

input set, an attacker does not have to find a perfect match. In addition, in a small space, the 

likelihood of objects having more distinguishable features such as a one-to-one correspondence 

between pixel counts and specific characters is higher which makes object recognition more 

promising. Even if pattern recognition is not successful in detecting some objects, there is a high 
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chance of recovering them by a blind guess. With a small input space, the process of recognition 

(even by random guessing) can be performed exhaustively. 

Almost no text-based CAPTCHA has considered using a larger input space. This 

unwillingness to incorporate larger character sets in CAPTCHAs might stem from two groups of 

complications: a) CAPTCHA design implications b) user experience implications. An overview 

of these implications is in order.  

A standard keyboard, which is the main input device for the majority of text-based 

CAPTCHAs, does not readily support a large number of characters. It only supports Latin 

characters – or only a few selected character sets at any time. Using a larger character space 

would require CAPTCHA designers to plan additional character input provisions for the users. 

Aside from the additional difficulties that a virtual keyboard design would pose, designers face 

spatial and technical restrictions. Traditionally, CAPTCHAs have been designed to take up a 

limited amount of space on web pages and add as little extra load to browsers as possible. 

Avoiding the use of larger character sets might be an example of “thinking within the box of 

limitations” instead of planning workarounds that could take advantage of the added flexibility 

offered by a large character set.  

The technical implications of using a larger character set might have dissuaded designers 

from adopting them but it could not single-handedly have stopped them from doing so. Perhaps a 

major concern in adopting these extensions lies in designers’ prediction of negative user 

reactions. Users’ unfamiliarity with languages other than their own, and perhaps English, which 

is an international language, might have inhibited the adoption of larger character sets. Using 

unfamiliar input spaces would lead to higher cognitive loads on CAPTCHA solvers which could 

cause dissatisfaction or discomfort for them. Prior research indicates that human beings evade 
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full information processing in decision making by resorting to simplifying strategies that take 

advantage of a subset of the available information [118]. These strategies benefit from a person’s 

attention to information that is more salient, familiar or available. In a similar vein, CAPTCHA 

users experience lower cognitive loads in solving tests whose elements include or resemble their 

known character sets [104]. 

Researchers have adopted a number of workarounds to rid themselves of the limitations of a 

small character set. For example, one group of CAPTCHAs developed to address this issue tends 

to broaden their input space by asking the user to input a word instead of a sequence of 

characters ([9], [1] and [17]). This strategy was adopted to shift the input space from the limited 

Latin character sets to the broader set of English words. However, this purpose is defeated when 

an attacker breaks the word apart into its characters. In this case, the breakdown re-transforms 

the problem to one with a small character set. In other words, instead of exploiting one large 

space, this group of CAPTCHAs is in fact using a series of small spaces. This approach also 

increases the chance of dictionary attacks.  

The limitations of text-based CAPTCHAs have encouraged the development of image-based 

CAPTCHAs. In these CAPTCHAs, however, a small image repository increases the possibility 

of database attacks. An attack in which the entire image database is gradually revealed is called a 

database attack. In order to defeat this attack, the database should be substantial in size. The 

supporters of image-based CAPTCHAs believe that in contrast to text-based CAPTCHAs that 

have a small input space, image-based CAPTCHAs can enjoy a large amount of images coming 

from public or private databases through the Internet. However, populating the database is a 

major issue with all image-based CAPTCHAs.  
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An important problem with using images is that the CAPTCHA-producing algorithm does 

not know the meaning of each image unless it is separately provided by a human. Consequently, 

unlike text CAPTCHAs which can use any random combination of characters in their challenges, 

descriptive information for images in image CAPTCHAs must be provided by a human. Mining 

public image search engines cannot solve this problem as a substantial portion of retrieved 

images might have irrelevant labels. Such mining attempts could produce small sets of correctly-

labeled images. Attackers can take advantage of the small size of such databases and reconstruct 

the whole database by spending a fixed amount of time and effort. Hence, using human 

intervention in building the database is inevitable. Labeling the name or category of each image 

by a human produces extra initial costs in terms of both time and money. In the case of using 

publicly available images, a human is required to check if the existing image labels are correct, if 

the image is not offensive, if the image is not vague or irrelevant, etc. Moreover, there may be 

legal issues in using the crawled images directly. When legal issues in using web images do not 

exist, Von Ahn and Dabbish [101] propose a strategy to collect a large set of categorized images 

with less manual work by enticing people to label images while playing a game. However, 

designing a popular game and attracting people to play the game takes significant effort and 

tends to be costly. It is not clear how much time is required to populate a sufficiently large 

database of images by this method. Another drawback is that many images resulted from online 

search might be hard to label or categorize by game players. Therefore, with image-based 

CAPTCHAs, manual work is ultimately required to remove abstract or unclear images and label 

the clear ones. Another approach to gain access to a large database of categorized images is to 

request and procure them from websites that already have large image datasets. For example, 

SEMAGE uses e-commerce services to build its CAPTCHA image database [119] and ASIRRA 
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has formed a partnership with petfinder.com to have access to their images [34]. ASIRRA’s 

growing database, containing more than three million images at the time of this CAPTCHA’s 

introduction, is a very large set. However, each of the three million images, and any other image 

that is added to the database has to be categorized manually.  

In summary, we address the problem that text-based CAPTCHAs have a small input space 

that limits their amount of achievable security. This problem is partly due to limitations such as 

the limited number of character slots on standard keyboards and assignment of few character-sets 

to any given keyboard by the user. On the other hand, the limitations of image-based 

CAPTCHAs in terms of database size do not make them an easily-implementable and cost-

effective candidate to adequately address the security risks posed by small input spaces.  

According to the above arguments, the lack of a large input space that can be produced 

automatically is still an issue. Unicode, with a potential capacity of over 1 million characters and 

currently approximately 110,000 encoded characters, is our solution for this problem. Using a 

variety of fonts and font variations (size, style, weight, width, etc.) to represent Unicode 

characters makes the input space even larger. For example, if each character can be displayed by 

10 fonts and 4 font variations can be applied, the size of the input space will be 4,400,000. In this 

large input space, every element is referable and retrievable without requiring human 

intervention.  

An important advantage of Unicode as a CAPTCHA’s input space is that Unicode can 

produce objects automatically. This is in contrast with many current image-based CAPTCHAs 

that require human effort to label or categorize their images [34]. It does not matter if we look at 

the Unicode as a set of characters or as a set of images; what matters is that its elements can be 
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produced automatically. We believe that this very large input space can be utilized in creating a 

strong CAPTCHA. 

Using such a spacious input set will highly reduce the likelihood of the challenge being 

solved by either pattern recognition algorithms or random guessing. For example, if a 

CAPTCHA’s character set is the 26-letter English alphabet, it takes a typical computer 26
6
= 

308915776 pattern comparisons or blind guesses to solve a 6-letter challenge.  If, on the other 

hand, the character set is Unicode with approximately 110000 encoded characters, it is much 

more difficult and pattern recognition or blind guessing can hardly help since 110000
6
 = 1.7 x 

10
30 

comparisons need to be made. Having an extensive character set will also inhibit pixel-count 

attacks because many characters will have the same number of pixels. While improving the 

security, using Unicode as the input space of a CAPTCHA might compromise its usability. 

From a usability viewpoint, people are more comfortable with familiar characters [104] and 

the existence of unfamiliar characters in this CAPTCHA could potentially cause some 

complications for users. However, in this CAPTCHA, the users do not have to recognize a 

character and its linguistic meaning: they only need to match some shapes. Moreover, design 

considerations that might make solving the CAPTCHA easier or even more entertaining can 

reduce the complications for users. 

One of the implications of having Unicode as the input space is the need for a virtual 

keyboard. Since the standard physical keyboard covers only Latin characters and it can be 

configured to map only one language at a time, it cannot be used as an input device for the whole 

Unicode space. See Section  2.7 for discussion. Also, see Section  2.5 for a detailed discussion on 

our approach using Unicode characters. 
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Known distinguishable objects 

One of the weaknesses of current CAPTCHAs is that their tests include objects that are 

dissimilar and can be discriminated. Dissimilarity of the objects makes tests easier for both 

humans and computers. In text-based CAPTCHAs, the small input space of Latin characters 

implies dealing with known distinguishable characters; this increases the probability of pattern 

recognition algorithms being successful. In other types of CAPTCHAs, dissimilar items can be 

distinguished more easily since they have features that are more different. Hence, dissimilarity 

between elements can be considered as a source of vulnerability for CAPTCHAs. 

Instead of using “dissimilar” objects in challenges, which can be differentiated more easily 

by computer programs using pattern recognition algorithms or pixel count attacks, a designer can 

employ “similar” objects. Similarity can confuse pattern recognition programs. When two 

images are visually similar, it is much easier for humans to recognize the slight difference 

between them than it is for a computer program [64]. Differentiating between similar objects 

with similar features require more advanced algorithms which makes attacks more expensive and 

ineffective. A few CAPTCHAs have tried to use this strategy in their tests. For example, 

CAPTCHA Zoo [64] selects two visually similar kinds of animals and displays them and asks 

users to identify animals of one group. Another example is semCAPTCHA [24] that includes 

three words which are graphically similar (e.g. of the same length) and semantically different. 

The user is asked to select the one which is less related to the other two.  

The problem with these CAPTCHAs is that, due to the size restrictions of their input dataset, 

the number of similar objects/group of objects is limited, and often the similarity of 

objects/groups is required to be decided manually. Unicode, containing a large number of similar 

characters solves this problem for us. In fact, Unicode not only gives us an automatically-
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generated large input space, but also provides us with many similar objects. An example of 

similar objects in the Unicode is  and   which are two different Hiragana characters. 

Although including similar objects in tests leads to stronger CAPTCHAs, solving such tests 

is also more challenging for humans. When there are similar elements in a test, more human 

attention is required to distinguish them. Hence, the number of similar objects in a CAPTCHA 

should be limited. Here again is a tradeoff between security and usability. A few homoglyphs 

can be used in a CAPTCHA to increase security, but the number of homoglyphs should not be 

too many to avoid confusing the human solvers. In our CAPTCHA keyboard, we include 

between 3 and 5 homoglyphs from the pool of homoglyphs available for all 6 to 8 test characters. 

See Section  2.6 for a detailed explanation of how our proposed CAPTCHA uses similar objects. 

Virtual keyboard 

Physical keyboards have been the main character input device since the advent of modern 

computers. Despite the general ease of use that standard keyboards afford computer users, their 

adoption for solving CAPTCHAs has introduced a major design constraint, namely, the 

limitation of the input space to the one offered by the keyboard. This constraint has led to the 

development of most CAPTCHAs as keyboard-dependent puzzles. As a result, most current 

CAPTCHAs rely on standard physical keyboards for their input. It is conceivable that removing 

this constraint from the CAPTCHA design process opens new avenues for developing more 

secure CAPTCHAs. Virtual keyboards offer the required flexibility to remove this design 

constraint. 

A limited known set of characters, as offered by a standard keyboard, is a major weakness in 

CAPTCHA design. Probabilistically speaking, a CAPTCHA relying on a limited set of input 

characters is more vulnerable to most types of attacks than a CAPTCHA that does not face this 



74 

limitation. Moving from a standard physical keyboard to a virtual keyboard is in fact moving 

from a limited number of known keys to the possibility to use a more diverse set of both known 

and unknown keys. This possibility materializes when we resort to Unicode as the character set 

of our CAPTCHA. Using any large input space, such as Unicode, necessitates provisions for an 

input device that can handle a large number of input characters.  Using a virtual keyboard can 

help address this problem. Moreover, virtual keyboards add further improvements to overall 

CAPTCHA security. 

Using virtual keyboards instead of a physical keyboard in a CAPTCHA adds extra burden on 

any algorithm trying to break it [120]. A virtual keyboard is an image which is a (potentially 

varying) part of the screen; a high computational complexity is required to process a robust 

virtual keyboard and segment the characters. In order to break the keyboard, attackers will have 

to capture the screen and try to analyze the screenshot. From a usability viewpoint, a virtual 

keyboard does not put extra load on the user. In fact, it is even easier for some users to use the 

mouse to input information by a virtual keyboard rather than typing on a standard keyboard. 

In our proposed CAPTCHA, we employ strategies that can make a virtual keyboard more 

secure. These strategies include randomizing the number of keyboard characters, their sizes and 

their positions and having a background with appropriate noise to impede segmentation. 

Furthermore, we use similar characters to make recognition harder for machines. A detailed 

discussion on the design of the proposed CAPTCHA’s virtual keyboard is provided in 

Section  2.7. 

Randomness in the presentation of CAPTCHA test 

A major vulnerability of CAPTCHAs arises from the use of fixed detectable patterns in their 

design. Increasing the amount of randomness can confuse machines and complicate 
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segmentation of the CAPTCHA. In text-based CAPTCHAs, the regular rectangular boxes that 

most current CAPTCHAs use can be replaced with more irregular shapes. Characters can be 

juxtaposed in any direction or they can be positioned randomly to make segmentation harder. 

The number of characters can also vary from one challenge to another [95]. For image-based 

CAPTCHAs, random positioning of the images, different-shaped boxes and random background 

dimensions and for animated CAPTCHAs, the random number of frames and random frame 

delay [106] can reduce the vulnerability to segmentation attacks. 

The proposed CAPTCHA extensively uses randomization to select characters (see 

Section   2.5 for more details), their count, size, location and color in both the test and keyboard 

(details are discussed in Section  2.7 ), the number of homoglyphs and their selection in the 

keyboard (explained in Section   2.6) and the design of test and keyboard backgrounds 

(Section  2.8). 

Color representation 

An important topic in CAPTCHA design is color representation. Applying color to 

CAPTCHA tests to paint characters or to design the background can improve security since both 

OCR programs and segmentation algorithms perform poorly while dealing with color images. 

However, inappropriate use of colors can have negative effects on both security and usability. In 

the proposed CAPTCHA, we employ strategies in using colors to strike a balance between 

usability and security to the extent possible. In this CAPTCHA, multiple colors are used in both 

the background and foreground of the test and keyboard. We use the same colors in both 

background and foreground to preclude an attacker from telling them apart. To increase 

randomness, the number of colors and their hue are selected randomly. Section  2.8 discusses 

color representation in the proposed CAPTCHA in more detail. 
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Applying degradations properly 

One strategy to produce robust CAPTCHAs is to apply appropriate degradations to the test. 

As mentioned earlier in  Chapter 1, various distortions are proposed to degrade text-based 

CAPTCHAs including blurring, adding random noise, interference by random-shape masks [14], 

background clutter such as grids and gradients [13]; random shearing, adding intersecting or non-

intersecting arcs; and crowding letters together to remove white spaces between them [13]. 

Similarly, for image-based CAPTCHAs, degradations such as overlapping different images of a 

test to hide their boundaries, creating false boundaries [35], inserting background noise which is 

similar to test objects have been proposed. For audio-based CAPTCHAs, adding noise such as 

white noise, sine waves, cracks, and voices similar to foreground sound is suggested [51]. 

However, it should be noted that adding distortions directly affects the usability of a CAPTCHA. 

Recognizing objects in an over-distorted test is difficult or impossible for humans. Hence, it 

is very important to determine what distortion method should be applied to the test. Sometimes 

distortions not only reduce human recognition, but they also do not improve the robustness of the 

system. Such distortions can be removed by simple image processing methods [83].  

In the proposed CAPTCHA, the availability of background noise which can be similar to 

some of the Unicode characters in terms of shape, color, location, etc. can potentially baffle 

attackers. In order to improve the usability and to help human users to recognize target objects in 

the noisy background, they are provided with zooming and color-filtering tools. Section  2.8 

provides more details about degradations in the proposed CAPTCHA.   
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An example of the proposed CAPTCHA system in action 

This section illustrates a step by step example of a test in the proposed CAPTCHA system. 

Figure 3 displays a screenshot of the proposed CAPTCHA. As the figure shows, in this test, the 

user has to match 6 characters; and she can withdraw at any time if she wishes to. 

 
Figure 3: The proposed CAPTCHA. 

 

When the user finds a character in the test (left rectangle) and identifies its match in the 

keyboard (right rectangle), she can click them in any order, in order to match them. When two 

characters are matched, regardless of its correctness, the number above the test will reduce by 1, 

indicating that a match has been received by the CAPTCHA.  

The user can also choose to use the color palette by clicking on or dragging the color chooser 

handle on the palette (See Figure 4). When the color chooser is located on a specific color on the 

color palette, all colors in the test and keyboard except for the chosen color will be filtered out. 
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The color chooser can be dragged to the left and right to actively change the chosen filter color to 

the most current one and apply the relevant filter.  

To enhance security, we aim to communicate the least amount of information about the 

outcome of a mouse click or a matching attempt. Our visible counter drops by one whenever two 

clicks from the test and the keyboard are received in any order regardless of whether a character 

or pure background noise has been clicked. In order to avoid user confusion about the location of 

their last click, the CAPTCHA shows a dashed circle (as seen in Figure 4) around the pixel that 

is clicked. This strategy helps the users remember which object they are trying to match. It also 

helps them confirm a click and readily know the direction of the movement for the next click. 

For example, in Figure 4, the user has first clicked on the left rectangle, which has revealed a 

dashed circle around the click location. After the user provides the second click on the right 

rectangle, the dashed circle is replaced with two same-color solid circles around the location of 

two clicks (at the start and end of the matching) indicating that a pair of matching clicks has been 

received and the counter drops by one (Figure 5). In the case of multiple consequent clicks on the 

same rectangle, the last click is always considered. In addition, the solid circles for each matched 

pair have a different color to allow users to readily identify previously matched pairs.  

As a result of the above provisions, showing circles around click points or changing the 

counter after a pair of clicks does not convey any information about the presence of a character 

in the clicked region, but helps users remember where they last clicked and how many more 

matches they are required to achieve.  

The user can also choose to use the zooming and panning tools (mouse scroll, drag and drop, 

or buttons under the test and keyboard) in order to find characters (see Figure 6 for an 

illustration).  
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Figure 4: The proposed CAPTCHA in the palette mode. 

 

 

 

 
Figure 5: The proposed CAPTCHA after matching one character. 

 

 



80 

 

 
Figure 6: Zoomed test and keyboard. 

 

2.4 Interactivity 

The proposed CAPTCHA requires human interaction in answering the tests. This interaction 

takes the form of mouse actions to solve the CAPTCHA and using two sets of solution aids, i.e. a 

color palette and zooming facilities.  

Interactivity enhances the security of a CAPTCHA by requiring seemingly random actions 

that need to be intelligently determined. Simulating mouse actions is not as easy for attackers as 

it is for humans and it adds an extra level of difficulty that challenges attacking algorithms [27, 

102]. In fact, while the interactions themselves might not be hard to emulate for a machine, 

learning the exact parameters that govern the interaction can be computationally intensive. The 

complexity further increases when the data for inferring the suitable actions are concealed and 

require more intelligent actions to be unveiled. Concealed information could be revealed in 
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response to an action by the user, such as moving the mouse or clicking. The proposed 

CAPTCHA uses both these possibilities and requires calculated mouse actions to learn about the 

solution and to submit it. Given the high level of information camouflaging in the proposed 

CAPTCHA, two interactive solution aids, i.e. a color palette and zooming facilities, are provided 

which will be explained in the remainder of this section. 

- Color palette: 

Providing a color palette, that allows the user to see the CAPTCHA in one color at a time, 

facilitates its solution for both humans and attackers but substantially more so for humans. The 

palette gives the human users clues to see the characters more easily in a noisy colorful 

background. On the other hand, it allows computer programs to capture a less noisy version of 

the image that contains target characters. However, the benefit that a machine gets is much 

smaller than the benefit experienced by the human. The reason is that if the palette is not 

available, a computer program is able to segment the different colors of an image; hence, the 

palette just slightly reduces the complexity for attackers. The ability of attackers to segment the 

colors might seem to undermine the security of our proposed CAPTCHA. However, our 

CAPTCHA relies on multiple layers of complication, with color being only one. Even after 

successful color segmentation of the CAPTCHA by a potential attacker, which is by itself a 

computationally intensive task, the existence of homoglyphs from Unicode in the segmented 

image is a non-trivial obstacle. Moreover, even after color segmentation, the background 

contains noise elements that match the target characters in color and are difficult to distinguish. 

In addition, if the attacker wants to simulate palette clicks, the simulation will increase the 

complexity of the attack. In short, although the palette makes the problem slightly simpler for the 

machine, it makes the problem highly manageable for humans. 
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- Zooming facilities: 

Zooming and panning facilities improve CAPTCHA usability by enabling users to magnify 

the CAPTCHA image for better observation. There are situations in which the users might be 

confused about whether they have recognized a character correctly or not. In such situations, the 

users can use zooming and panning facilities to ensure their selections are correct. The confusion 

can occur because of the unfamiliarity of the characters, the contrast between foreground and 

background colors, and most importantly, because of the existence of homoglyphs. Increasing 

the size of the image helps the users ensure that this is a character by finding its match more 

easily. Another confusing situation is when a part of a character is located on an area of the 

background that has a similar color. Again, magnifying the image makes distinguishing the 

character easier in this situation. Zooming can also be useful when deciding between existing 

homoglyphs. Distinguishing homoglyphs on a noisy background can potentially be difficult for 

the users, especially when the homoglyphs have a small size. Enlarging the characters helps the 

users see the details of similar characters (e.g. their diacritics) and distinguish them more easily.  

Zooming, while improving usability, does not make the problem easier for attackers since it 

does not reduce the complexity of the image which is being processed by the machine. Machines 

might not use this facility at all because zooming addresses a deficiency in human vision and 

provides little direct benefit to machines understanding of the image, if any. 

- Mouse (click, select): 

Mouse actions allow users to interact with the proposed CAPTCHA in order to select the 

target characters and their corresponding match, to use zooming facilities and the color palette. 

Our CAPTCHA’s use of the Unicode, randomized character locations, and matching target 

characters with their counterparts necessitates the use of mouse actions. As a result, in their 
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simplest application, mouse actions are imposed by the design of our CAPTCHA. However, they 

can be further utilized to increase security in addition to the basic function of providing a means 

for interactivity. 

In the basic use of mouse actions, users can match the characters using mouse clicks; they 

click on related characters as a proof that they have located the target character and its match. 

They can also use mouse click, scroll and drag to zoom or pan the test or keyboard images or to 

apply color masks using the color palette. Mouse actions can also be used in implementing 

further security measures by requiring more intelligent mouse interactions for solving the 

CAPTCHA. 

2.5 Unicode 

As discussed in Section  2.3, a large input space could potentially improve CAPTCHA 

security and we proposed using Unicode as this input space. The Unicode Standard is the 

universal character encoding standard used for the representation of text which provides a 

consistent way to encode multilingual plain text. Unicode covers all of the written languages of 

the world. It includes characters, punctuation marks, mathematical symbols, technical symbols, 

arrows, diacritics, etc. Unicode has become the dominant scheme for text processing in most 

operating systems, applications’ input methods, web pages and email, etc. Using Unicode has 

had a dramatic growth and has exceeded all other encoding standards [121].  

Unicode assigns a unique value (code point) and a name to each character. Unicode 

characters, which are assigned code points from 0x000000 to 0x10FFFF, are organized into 

blocks. Each block is a group of related characters within the Unicode space. Blocks have 

various sizes. For example its Chinese-Japanese-Korean (CJK) block contains many thousands 

of code points while the Cyrillic block has only 256 characters.  
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The potential capacity of the Unicode character set is over 1 million characters (1,114,111 

characters). As of Unicode 6.0.0, 249,031 (22.4%) of these code points are assigned; including 

109,449 encoded characters; 137,468 reserved for private use; 2,048 for surrogates and 66 

designated non-characters. 865,081 (77.6%) are unassigned [122]. The Unicode space is 

growing; there are languages in the world whose alphabet has yet to be included in Unicode. In 

Unicode 6.1.0, 732 new characters have been assigned.  

This large space size coupled with the added advantage that each object or character within 

Unicode is basically a referable, retrievable and recognizable object provides a versatile database 

from which CAPTCHAs can be constructed. This latter feature of the Unicode is an obvious 

advantage over large image databases that require human intervention for labeling or classifying. 

With these characteristics, Unicode presents itself as a suitable candidate for the input space of a 

CAPTCHA.  

This large input space can improve the security of a CAPTCHA by making object 

recognition or blind guessing attacks more effortful for an attacker. In general, if the size of the 

character set of a text-based CAPTCHA is c and the number of characters in the test is n, the 

probability of solving the challenge by blind guessing will be    ⁄  [95]. For CAPTCHAs 

comprised of 6 characters that are limited to the Latin character set, the probability of a correct 

random guess will be 3×10
-9

 while it will be 6×10
-31

 for the same CAPTCHA using Unicode as 

its input space.  

The large object database provided by Unicode can lead to improved CAPTCHA security 

when used properly. However, a larger input space would translate into user unfamiliarity with a 

substantial percentage of the characters used in a CAPTCHA. This situation could potentially 

pose complications as human users might be less comfortable in solving CAPTCHAs with 
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unfamiliar characters [104]. Nevertheless, this complication can be turned into an opportunity if 

solving the CAPTCHA can be turned into an entertaining experience. It is conceivable that users 

become engaged when dealing with unfamiliar experiences. Two of the properties that make a 

task engaging are the existence of a challenge and the need for problem solving [123]. Both of 

these properties exist in our CAPTCHA. Consequently, the security benefits of using a large 

input space can be reaped without a large toll on usability. A review of some important aspects 

of Unicode and their application in our CAPTCHA is in order. 

2.5.1 Glyphs and characters 

The elements of the Unicode standard are characters. However, the visual representation of a 

character, i.e. its glyph, is not specified by the Unicode standard. In other words, Unicode does 

not deal with the rendering of characters on any type of media such as monitors and printers. To 

illustrate this point, the character designated as “Latin small letter A” and some of its possible 

glyphs are displayed in Figure 7. What Unicode knows about this character is merely a numerical 

code point “0061” and an identifier (Latin Small letter A); a rendering system is responsible for 

drawing this character as ‘ ’, ‘ ’, ‘ ’, etc. When we press the key assigned to ‘a’ on the 

keyboard, we specify its code point; but what we see on the display is the representation of that 

code point by the rendering system. 

Character Glyphs 

Latin small letter A (U+0061)        

Figure 7: Various glyphs displaying the character ‘a’. 

 

The relationship between characters and glyphs is not as straightforward as one might 

expect. For example, there is no one-to-one correspondence between glyphs and characters. This 

point is illustrated in Figure 8. In order to draw one character, one or more glyphs might be 

required (row 1) depending on what font is being used. On the other hand, a sequence of 
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characters might be represented with a single glyph (rows 2 and 3) in one font and with multiple 

glyphs in another font. 

 

Figure 8: Relations between characters and glyphs in Unicode Standard. 

 

Since in most cases several glyphs exist for each character, the total number of input 

elements, i.e. glyphs, offered by the different renderings of Unicode characters is substantially 

higher than the total number of Unicode characters, especially when character variations and 

context-sensitive glyphs, as well as the existence of different fonts are taken into account. We 

briefly examine the first two considerations here and deal with font variations in the next section. 

Many Unicode characters, especially CJK characters, have variations which are often merely 

stylistic and extend the number of available glyphs far beyond that of the character space. These 

variations are registered in ‘Ideographic variation databases’ of the Unicode standard [124] and 

have their own variation selector code points. Figure 9 shows representative glyphs for two CJK 

characters. These variations further increase the size of our input space when using Unicode.  

 
Character Representative glyphs 

U+3689 (Profit) 
   

 

U+34DE (Engrave) 
    

Figure 9: Ideographic variations of Unicode characters.  

 

Furthermore, some scripts use context-sensitive glyphs for most characters. In such scripts, a 

character’s shape in a word depends on its location within the word and its surrounding 

characters. For example, in Arabic, many characters have four different forms: initial, medial, 

final and isolated depending on whether the character is the initial character in a word, the 

 Character sequence Single glyph representation Multiple glyph representation 

1 
   

2 
   

3 
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medial or final character or an isolated character. Figure 10 shows the different glyphs of the 

same Arabic or Mongolian character as it would appear at different locations within a word. 

Character 
Different glyphs based on the context 

initial medial final isplated 

(U+06D5 : Arabic letter AE) 
    

 (U+1820 : Mongolian letter A)     

Figure 10: Characters with context-sensitive glyphs. 

 

In sum, when we use Unicode as our input space, besides having access to the large database 

of Unicode characters (i.e., numbers and definitions), we will have a larger repository of glyphs 

(i.e., images, representation of characters) from which our CAPTCHAs can be constructed. 

Although ideographic variations and characters’ context-based glyphs for some writing systems 

increase the number of possible glyphs available via Unicode, the existence of different fonts can 

further broaden the possible representations throughout the entire Unicode space. 

2.5.2 Fonts 

A font is composed of a set of glyphs used to display or print characters of text. In fact, a 

font performs a mapping from characters to glyphs. The number of glyphs and characters in a 

font is not the same; which means there is not a one-to-one isomorphic mapping between 

characters and glyphs. The number of glyphs in a font is greater  than the number of 

characters. The reason is that different classes of printing, various books, journals or electronic 

resources require alternate forms of letters that differ in a graphical sense but not in a character 

sense. It is the responsibility of font designers rather than encoding systems to design different 

glyphs of characters and include them in a font.  

It is important to understand the distinction between a font and a typeface. Although they are 

used synonymously, they are technically different. A typeface or font family is a group of related 

fonts which vary only in weight, orientation, width, etc., but not in design. A font is a collection 



88 

of glyphs with one specific weight, style, variant and stretch. For example, “Times” is a typeface 

that includes TimesRegular, TimesBold, TimesItalic, TimesOblique, TimesBoldItalic and 

TimesBoldOblique fonts. 

Considering different variations of each property of a font, a typical character can be 

represented in lots of different ways. Figure 11 displays a letter ‘A’ written using a variety of 

typefaces. 

 

A A A A A A A A A A A A A A A A A 

A A A A A A A A A A A A A A A A A 

A A A A A A A A A A A A A A A A A 

A A A A A A A A A A A A A A A A A 

A A A A A A A A A A A A A A A A A 

A A A A A A A A A A A A  A A A A 

A A A A A A A A A A A A A A A A A 
Figure 11: Representation of character 'A' by some standard fonts. 

 
 

           

           

           

           

           

           
Figure 12: Representing letter ‘A’ with various abstract fonts. 
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On a typical Windows 7 machine, there are 257 font families [125]. Considering all 257 font 

families, three font weights (on average) and three font styles, there are roughly 2300 ways for 

showing a single letter. For all the 26 Latin characters, this number would be around 60,000. In 

addition to the fonts provided by operating systems, there is unlimited number of user-defined 

fonts. Figure 12 displays some examples of letter ‘A’ with a variety of abstract fonts. 

Unicode fonts 

The continuous evolution of Unicode and its increasing coverage of characters and 

languages motivate font designers to design a font which maintains a single theme for all 

different symbols and alphabets and provides a standardized set of glyphs for all Unicode 

characters. By designing such a font, while keeping the critical differences between disparate 

alphabets, all noncritical discrepancies amongst them are minimized and they are tuned to work 

together. However, developing such a font faces its own challenges. It takes much time and 

effort to design a font for the entire Unicode space. Moreover, font designers who are expert in 

one language might not appropriately render designs in a different language. Furthermore, some 

designers believe that harmonization increases the possibility of confusion by reducing 

distinctive differences between scripts [126].  

Currently, there is no single Unicode font that covers all the characters of Unicode. “GNU 

Unifont” covers the whole Basic Multilingual Plane. A limited number of fonts tend to cover a 

very large range of Unicode characters and support many Unicode blocks. Such fonts include: 

“GNU Unifont”, “Code2000”, “Code2001”, “Everson Mano”, “Arial Unicode MS” and “Lucida 

Sans Unicode”. The Unicode consortium’s suggestion for computer users is to install the fonts 

for the scripts they generally use as well as a few large-coverage Unicode fonts.  
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Previously, we talked about the large number of possible ways to show Latin characters 

using different variations of fonts. This number is quite higher for Unicode characters. Unicode 

Standard 6.1.0 contains more than 110,000 encoded characters. Using only Unicode fonts and 

considering variations of each font, such as weight and style, these characters can be displayed in 

millions of different ways. In addition to Unicode fonts, myriads of fonts have been designed for 

each script. Regarding the huge number of available font-families and alterations of each font, 

billions of glyphs exist to display Unicode characters. In Figure 13 and Figure 14, different 

glyphs for Chinese ideograph ‘ ’, which means ‘word’, and Arabic letter ‘FEH’ are displayed. 

 

 
 

   

 
  

 

 

 
 

 
 

 

 

 

    

 

 

 

 

 

 

 

 

 

 

 

 

  

 

    

 

 

 

 

 

 

 
 

  

  
 

 
 

 

  

 

  
    

 

 
 

 

 

 

 

 

 
 

 

 

 

 

 

 

 

  

 

  

  

 

 

 

  

 

 

 

 

 

 

 

 
 

 

 

 

  
 

 

 

 

Figure 13: Different glyphs for Chinese ideograph ‘字’. 

 

              

              

              

              

              

              

              

Figure 14: Some different glyphs for Arabic character ‘FEH’. 
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To sum up, as demonstrated by the above arguments, fonts and font variations can 

additionally extend our input space to include many more different glyphs
5
. However, despite 

this diversity, it is important not to use multiple fonts of the same script in the same CAPTCHA 

due to their high similarity which could confuse human users. For example, if the glyphs shown 

in Figure 14 were used in the same CAPTCHA, many of them could be perceived as identical or 

close to identical. Hence, in order to effectively use the diversity offered by the myriad of fonts 

available for a script, a CAPTCHA can use any single one of them but no more. 

In the current version of our CAPTCHA, we have selected a group of approximately 6,200 

characters from Modern scripts
6
 excluding Hangul scripts. Hangul scripts were excluded due to 

their large size (11400 characters) in order to reduce the computational time for a number of 

measures, e.g. similarity measures. Covering 40 different scripts of Unicode, our character set is 

representative of a variety of modern languages. It covers European scripts such as Armenian, 

Coptic, Cyrillic; African scripts such as Ethiopic; Middle Eastern languages such as Arabic and 

Hebrew; South Asian Scripts such as Limbu and Devanagari; Southeast Asian scripts such as 

Myanmar and Thai; Central Asian scripts such as Mongolian and Tibetan; Philippine scripts such 

as Hanunoo; East Asian languages such as Japanese and Yi; and American scripts such as 

Cherokee and Unified Canadian Aboriginal Syllables. With such a variety, our CAPTCHA input 

space is a smaller version of Unicode. Extending this subset to a larger one can be readily 

achieved [127]. 

                                                           
5
 Other text-based CAPTCHAs can also extend their input space by using various fonts and font variations. 

However, since the original input space of most existing CAPTCHAs is usually glyphs of a specific script (usually 

Latin), it is not very difficult to make OCR systems that are trained to detect the characters of that specific script 

rendered by a variety of fonts (For English, there already exists many OCR programs that support a large number of 

fonts). 

6
 Unicode scripts include Modern scripts and Ancient scripts which are not in customary use. 
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In this version of our CAPTCHA, we use a small set of fonts to render the approximately 

6,200 different objects in our object pool. We render each chosen character with a single font to 

prevent the inclusion of identical glyphs of different fonts from the same script in the same 

CAPTCHA. The smallest possible set is “GNU Unifont” which can singly represent all modern 

scripts. However, since its glyphs are not smooth and continuous, we decided to use this font 

whenever a character was not available in other used fonts. For example 'GUJARATI LETTER 

AA' can be represented by “GNU Unifont” as  whereas in “Code 2000” it has the smoother 

shape . Based on this argument, a small set of fonts needs to be defined that can in 

combination render the whole character set. 

In order to select a set of fonts to render the chosen character set in the proposed CAPTCHA, 

we examined a comprehensive collection of Unicode fonts including: "Code2000", "Arial 

Unicode MS", "Everson Mono", "Code2001", "Lucida Sans Unicode", "Microsoft Sans Serif", 

"Times New Roman", "Tahoma", "Arial", "Bitstream Cyberbit", "Cardo", "CaslonRoman", 

"Charis SIL", "Chrysanthi Unicode", "ClearlyU", "DejaVu Sans", "Doulos SIL", "Free Serif", 

"Junicode", "Linux Libertine", "Lucida Grande", "TITUS Cyberbit Basic", "Free Mono", 

"Gentium Regular", "New Gulim", "Y.OzFontN", "Microsoft JhengHei", "sun-extA", "GNU 

Unifont" and tried to render the characters of modern scripts with each one. The results showed 

that, ranking after “GNU Unicode” that was able to render the whole 6200 glyphs, “Code 2000” 

represented approximately 5800 characters. Figure 15 shows how many characters each Unicode 

font can render [128].  

We used “Code 2000” as our primary font due to its smoothness and its relatively high 

coverage of our character space. From the remaining 400 characters, there are about 200 

characters that can only be rendered by “GNU Unifont”; hence we included this font in our 
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selection, too. "Arial Unicode MS" and "Microsoft Sans Serif" have been selected because they 

can render more of the remaining characters. The final selected set of fonts comprises “Code 

2000”, "Arial Unicode MS", "Microsoft Sans Serif" and “GNU Unifont”. 

 

 

Figure 15: The coverage of each Unicode font of the modern script characters [127].  

  

In conclusion, Unicode, chosen as the proposed CAPTCHA’s input space, provides us with a 

large database of objects that can be generated automatically. We also have the option of creating 

a very large set of Unicode glyphs rendered by different fonts and font variations. While using 

different fonts and their variations can further enhance security, it would also substantially 

reduce if different fonts of the same script are used in the same CAPTCHA. This issue can be 

easily circumvented with the restriction to use no more than a single font for each script in the 

same CAPTCHA while allowing different CAPTCHAs to use different fonts of the same script.   

2.5.3 Selection of the characters of the test and the keyboard 

We selected modern scripts and rendered all of their characters using the previously 

described fonts. The subset selected for our CAPTCHA initially included characters with 
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features that made them look like the background noise. We removed these characters to 

improve usability. We performed our filtering operation in three steps: 

- Removing characters that are very small and with pixel counts that are less than a 

threshold (65 pixels). Such characters, e.g. punctuation marks, are hard to see in noisy 

backgrounds. Figure 16-a shows examples of removed characters. 

- Removing characters with a very high aspect ratio (9:1). Such characters resemble 

horizontal or vertical lines and might be confused with background noise. Figure 16-b 

shows examples of removed characters. 

- Visually inspecting the whole character set to see if there is any hard-to-solve characters 

that the above algorithms could not detect and remove. Figure 16-c displays examples of 

removed characters in this step. 

These three steps remove approximately 330 characters, which leads to 6200 characters 

being retained. 

 

      
 

 
    

 

 
    

 

a) characters with a small size  b) characters with a high aspect ratio  c) other hard characters 

Figure 16: Examples of characters removed to increase usability. 

 

To construct the CAPTCHA, we select 6-8 random characters from the remaining set of 

characters as our test characters. We make sure that no two characters are identical or 

homoglyphs
7
.  The algorithm of selecting test characters is as follows: 

- characterPool  all existing modern scripts’ characters after filtering 

- testCharacterSet  empty 

- testCharactersHomoglyphs  empty 

- number of test characters  a random number between 6 and 8 

- while (testCharacterSet.length < number of test characters) 

o select a random character from the characterPool (chi) 

o remove the selected character and its homoglyphs from the characterPool 

o Insert the selected character into testCharacterSet 

o testCharactersHomoglyphs[i] the selected character’s homoglyphs 

                                                           
7
 Details on homoglyphs are explained in Section  2.6. 
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The keyboard contains all test characters and a random number of their homoglyphs and 

other random characters. The algorithm of selecting keyboard characters is as follows: 

- keyboardCharacterSet  testCharacterSet 

- number of keyboard characters  a random number between 25 and 30 

- number of required homoglyphs  a random number between 3 and 5 

- while (number of selected homoglyphs < number of required homoglyphs) select a new homoglyph: 

o t 1 

o if (testCharactersHomoglyphs[t] contains any characters)  

 randomly select one character from testCharactersHomoglyphs[t] 

 remove the selected character from testCharactersHomoglyphs[t] 

 insert the selected character into keyboardCharacterSet 

o t  t + 1,  if (t> number of test characters) t 1 

- while (keyboardCharacterSet.length< number of keyboard characters) 

o select a random character from the characterPool (the pool after excluding test characters and their 

homoglyphs) 

o remove the selected character from the characterPool 

o Insert the selected character into keyboardCharacterSet 

 

 

The above algorithm creates a test of 6-8 characters. It also creates a keyboard of 25-30 

characters which includes the test characters as well as 3-5 homoglyphs per test character. 

2.6 Homoglyphs 

In our CAPTCHA system, we use homoglyphs of each test character in the virtual keyboard. 

With this strategy, even if attackers are able to segment the test characters successfully, which is 

difficult because of using a high level of dynamism and randomness in the presentations, they 

will still have to find the right glyph among a number of very similar glyphs in the keyboard, 

which is a simpler task for humans than it is for machines. 

2.6.1 Homoglyphs in Unicode 

There are many visually similar characters in the universal character set (UCS). Two 

homoglyphs can belong to the same script; For example, Latin lowercase ‘L’ and Latin 

uppercase ‘i’. Or they might be from multiple scripts. An example could be the Cyrillic letter ‘a’ 

and Latin ‘a’. Table 5 provides further examples of similar characters in one script. There are 

also similar characters across different languages. Some examples can be seen in Table 6.  
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Table 5: Examples of mono-script homoglyphs. 

    comment 

1 
A

m
h

ar
ic

  
 

 
 

(amharic ‘h’ with ‘Salis’ vowel) and  

(amharic ‘h’ with ‘Hamis’ vowel) 

2  
 

 
 

(amharic ‘l’ with ‘Rabe’ vowel) and 

(amharic ‘s’ with ‘Rabe’ vowel) 

3 

S
in

h
al

a   
U+0DB6 and U+0D9B 

4 
  

U+0D87 and U+0D88 

5 
  

U+0D94 and U+0D95 

6 

T
h

ai
 

  
U+0E05 and U+0E15 

7 

B
al

in
es

e 

  

U+1B28 (Balinese letter PA KAPAL) and 

U+1B58 (Balinese digit Eight) 

8 

C
JK

 

  

U+6236 and U+6238  

(Chinese ideographs meaning “family”) 

9 

A
ra

b
ic

 

  
U+0643 and  

U+06A9 have the same Initial and medial forms 

10 
 

 

U+0647 and U+06C1 have the same final forms 

11 
  

U+0623 (Arabic letter Alef with Hamza) and  

U+0672 (Arabic letter Alef with wavy Hamza) 

12 
  

U+06A9 (Arabic letter KEHEH) and  

U+06AA (Arabic letter swash KAF) 

13 

T
am

il
 

  
U+0B95 (Tamil letter Ka) and 

U+0BE7 (Tamil Digit one)  

14 

In
d

ia
n
 

  

U+A830 (North indic fraction one quarter) 

U+0964 (Devangari Danda) 

 

Table 6: Examples of complex-script homoglyphs. 

1 
  

U+2C69 (Latin Letter K with Descender) and 

U+049A (Cyrillic Letter K with Descender) 

2 
  

U+03C9 (Greek small letter Omega) and 

U+2375 (APL functional symbol Omega) 

3 
  

U+01A9 (Latin capital letter ESH) and 

U+03A3 (Greek capital letter SIGMA) 

4 
  

U+10382 (Ugaritic letter GAMLA) and 

U+103D1 (Old Persian number One) 

5 
  

U+09ED (Bengali digit Seven) and 

U+0669 (Arabic-Indic digit Nine) 

6 
  

U+054F (Armenian capital letter TIWN) and 

U+0053 (Latin capital letter S) 

7 
 

 
U+0C2C (Telugu letter BA) and 

U+0DC3 (Sinhala letter Dantaja Sayanna) 

8   
U+0C8E (Kannada letter E) and 

U+0DB0 (Sinhala letter Mahaapraana Dayanna) 

9   
U+0BB5 (Tamil letter VA) and 

U+0D16 (Malayalam letter KHA) 
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10 
  

U+A830 (North indic fraction one quarter) and 

U+A8CE (Saurashtra Danda), U+AA5D (Cham punctuation 

Danda), U+10A56 (Kharoshthi punctuation Danda), U+110C0 

(Kaithi Danda) 

11 
   

U+8FD1 (Glyphs of an ideograph meaning “near” in Chinese, 

Taiwanese; and Korean from left to right) 

12 

   
 

U+8352 (Glyphs of an ideograph meaning “wasteland” in Korean, 

Taiwanese, Chinese; and Vietnamese from left to right) 

 

Figure 17 represents some homoglyphs found for the Latin Letter ‘w’, the Arabic letter 

‘Yeh’ and the Latin letter ‘o’. Homoglyphs in these examples belong to different scripts (Latin, 

Greek, Coptic, Cyrillic, Armenian, NKO, Bengali, Gujarati, Tamil, Telugu, Kannada, 

Malayalam, Unified Canadian Aboriginal Syllables, Thai, Lao, Myanmar, Georgian, Hangul 

Jamo, Ethiopuc, Yi, Lisu, Phags-pa, Japanese, Deseret, etc).  

 

                  
0077 0175 026F 03C9 03CE 0461 051D 0561 0bf0 0baf 0CAC 0D27 0E1E 13B3 15EF 164E 1883 198D 

 
                 

1B20 1C03 1E81 1E83 1E85 1E87 1E89 1E98 1F60 1F61 1F62 1F63 1F64 1F65 1F7C 1F7D 1FA0 1FA1 

                  

1FA2 1FA3 1FA4 1FA5 1FF2 1FF3 1FF4 2CB1 2D0D A4B3 A4EA A86D A99E AA9D 10436 1D222  

                  
0626 063D 063E 0649 064a 06CD 06D0 06CE 0777 FBFD FE8A FEF2       

                  
00F2 00F3 00F4 00F6 014D 01A1 01D2 022F 03BF 03CC 04E7 0585 07CB 09F9 0AE6 0B66 0C66 0ED0 

                  
1090 101D 110B 12D0 1946 1A14 1A90 1BB0 1C40 1C5B 1ECD 1ECF 1F41 2D54 A4A8 A8D0 AA50 ABF0 

Figure 17: Examples of homoglyphs in the Unicode [127]. 

 

To utilize the similarity of Unicode characters in our CAPTCHA, we need to measure the 

degree of similarity between any two glyphs. 

2.6.2 Similarity measurement between glyphs 

There are many similar glyphs in Unicode space. However, the amount of similarity between 

two glyphs varies. Our main problem is the definition of similarity and dissimilarity between 

glyphs. If someone asks: “are these two images similar?”, there is no absolute answer for this 

question. Instead, a spectrum can show the degree of similarity between two images (Figure 18). 
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The concept of similarity is highly affected by human perception. What one person calls similar 

might be dissimilar from another person’s viewpoint. Therefore, specifying a boundary between 

similar and dissimilar is very difficult and changes from person to person [127]. 

Two images are considered completely dissimilar, if they are random with respect to each 

other; in other words, if we cannot describe one given the other [129]. Hence, we can define two 

glyphs as anti-homoglyphs (completely dissimilar) if they are random with regard to each other. 

This is the left-most point in the spectrum of Figure 18. In contrast, a homoglyph cannot be 

defined as a specific point in this spectrum. We can define it as a threshold. Glyphs having a 

degree of similarity more than that threshold are considered homoglyphs.  

 

 

Figure 18: Positions of Homoglyph and Anti-homoglyph in the similarity spectrum [127]. 

 

In order to measure similarity, we consider Unicode characters as images comprised of a 

string of bits and use an operationalization of the Normalized Compression Distance (NCD) 

metric to calculate similarity scores. This metric is based on the Kolmogorov Complexity theory 

[130]. 

The Kolmogorov complexity of an object  , denoted by      , is defined to be the length of 

the shortest program that can produce that object on a universal Turing machine. Kolmogorov 

Complexity theory provides a “viewpoint” on the random content within an object [130]. 

Kolmogorov defines a string random; if there is no program that can produce it with a length 

shorter than its own length. The conditional Kolmogorov complexity of a string   given a string 
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 , denoted by  ⟨ | ⟩, is defined as the length of a shortest program that prints   when   is 

executed.  

The information distance between   and   can be defined as: 

           {   |      |  } 
Equation 1 

 

       is the maximum length of the shortest program that prints   from   and   from   

[129]. Since similarity is a relative concept, the above definition needs to be normalized. For 

example, two strings of 10000 bits differ by 100 bits are considered relatively more similar than 

two strings of 100 bits that differ by 100 bits. The Normalized Information Distance (NID) 

between strings   and   is defined as [129]: 

        
   {   |       |   }

    {         }
 Equation 2 

NID is a valid distance metric. However, the Kolmogorov complexity function      is not 

computable; hence, it also does not have a practical implementation. Cilibrasi and Vitanyi [129] 

address this issue by replacing      with a practical data compressor function       and casting 

the metric in terms of this function to introduce the Normalized Compression Distance (NCD) 

metric [131]: 

          
         {         }

   {         }
 Equation 3 

In this definition,      gives the compressed length of a string using an arbitrary 

compression algorithm and    or yx represent strings produced by concatenating   and   strings 

in different orders.  

We used the above NCD definition to measure the degree of similarity between pairs of 

glyphs. According to Kolmogorov theory, two homoglyphs must be highly compressed using the 



100 

information from each other. However, two “anti-homoglyphs”, are random with respect to each 

other and hence cannot be compressed using information from each other.  

Challenges of realizing the NCD for glyphs 

The first step in calculating the NCD is to produce images of Unicode characters. Our 

images include glyphs of a group of approximately 6200 characters from Modern scripts (see 

Section  2.5.2 for details). To render the images, we need to decide the font face, the font size and 

the dimensions of images. In an ideal situation, the same font face should render all the glyphs. 

However, it is impossible to use a single font to render all the characters since there is no specific 

font covering the whole Unicode space. Therefore, the least possible number of fonts is utilized 

for this purpose (i.e., the four fonts as discussed in Section  2.5.2). In order to make two glyphs 

comparable, we fixed the font size and the dimensions of the images. While arbitrary, the 

dimensions were set to 1000 pixels to ensure that the compressors had sufficient information to 

achieve high compression rates where applicable. In addition, Unicode includes many 

complicated characters, especially in non-Latin scripts. The image representing such complex 

characters should have sufficient resolution to show all their details. 

The selection of a compressor, which is appropriate for our data, is another issue. The most 

important parameter in NCD estimation is to choose an optimized compression algorithm. The 

ideal compressor for our purpose is one that if employed in the NCD formula, can lead to NCD 

scores of close to zero in comparing each glyph with itself. Among compressors that have the 

above property, those with higher speed are more favorable as we are dealing with a large 

number of images. Having images (glyphs) as our inputs, we can use either a 1 or 2-Dimensional 

compressor. While 2-D compression algorithms treat glyphs as rectangular images, 1-D methods 

consider them as byte-streams. Dealing with an image as a string destroys the spatial 
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relationships between pixels. A 1-D compressor needs to linearize two-dimensional images into 

a one-dimensional object.  

Another important step in the measurement of NCD is concatenating two images. A 2-D 

compressor must decide the direction of concatenation, and how to concatenate when the images 

are of different sizes; a 1-D compressor just concatenates two strings.  

Different references use various compressors such as bzip2, gzip, PPMZ and JPEG2000 to 

measure NCD [131]. Cilibrasi [129] argues that “the NCD minorizes all similarity metrics based 

on features that are captured by the reference compressor involved”. Chen et al. discuss that 

although 1-Dimensional compression algorithms destroy the spatial relationships in an image, 

they produce better results than 2-D algorithms [131]. Because of this uncertainty, we performed 

an experiment to evaluate a cross-section of compressors for our problem. 

For linearization, we have used row-by-row scan of the image. Mortensen et al. compare 

several types of linearization (e.g., row-by-row, column-by-column, Hilbert-Peano and self-

describing context-based pixel ordering) and find that despite producing different NCD values, 

none of them uniformly outperforms the others [132]. We follow prior researchers in similar 

applications [131], [133] and use a row-by-row scan of the image for linearization. 

Design of experiment  

To select a suitable compressor, we used the NCD formula to calculate the similarity of each 

glyph with itself. A higher NCD value (for (image1, image2)) expresses more dissimilarity 

between them. To select a compressor, we performed an experiment – basically, NCD(imagei, 

imagei) where i is all the letters in our selected group. We ran this experiment several times for 

different 2-D compressors (PNG, GIF, JPEG and JPEG2000) and 1-D compressors (Gzip, Bzip2, 
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PPMD, Deflate and LZMA). While using 2D compressors, we considered both horizontal and 

vertical concatenation methods to calculate NCD.   

Figure 19 and Figure 20 show histograms of the results for a sample of 1-Dimensional and 2-

Dimensional compressors. In each graph in Figure 19 and Figure 20, the horizontal axis 

represents the range of NCD values and the vertical axis indicates the frequency of images 

having those NCD values when compared to themselves. Since in this experiment, the NCD 

value of each glyph against itself is measured, the best graph should have a peak around zero. 

Our results indicate that the NCD measures calculated with the LZMA compressor outperform 

other alternatives in recovering similarity scores in our application. Consequently, we chose 

LZMA as our chosen compressor. 

 
Figure 19: Histograms of NCD values calculated by different 1-D compressors [127]. 
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Figure 20: Histograms of NCD values calculated by different 2-D compressors [127]. 

 

 

Experimental Results 

We calculate the NCD values between each character and all other characters in our Unicode 

subset, which amounts to more than 19,000,000 pairwise comparisons. Figure 21 is a histogram 

of these results. Some example character pairs and their corresponding NCD values are displayed 
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in Table 7. The two glyphs in the first row ( , ) have a very small NCD and are considered 

very similar. In contrast, glyphs in the last row ( , ), have a high NCD value of 1.04, and are 

considered dissimilar. However, specifying the amount of similarity required to call two glyphs 

homoglyphs is very challenging and varies depending on different people’s perspectives. For 

example, the answer for the question “are the glyphs in row 9 ( and ) homoglyphs?” changes 

from person to person.  

Figure 22 represents the cumulative distribution function of the results. As can be seen, 

many pairs have significant NCD values. This means that most glyphs in the Unicode space are 

dissimilar. An elbow appears in the CDF at NCD=0.8. If someone decides this point as the 

similarity threshold, 634,461out of 19,709,781 pairs are considered homoglyphs; this constitutes 

3.2 percent of all records. The remaining 96.8% (19,075,320 pairs) are dissimilar. The existence 

of such a large number of homoglyphs in Unicode space does not seem reasonable and many 

counter-examples exist; see Table 7 for example, although two glyphs in row 11 with NCD=0.71 

have some similarity (two long vertical lines, etc.) from a compression viewpoint; they do not 

look very similar from users’ viewpoint. Figure 23 magnifies the left part of CDF graph (where 

0<NCD≤0.75). Three further elbows can now be detected (0.6, 0.5 and 0.3).  If we select the 

threshold to be 0.6, 0.48% of the pairs will be considered similar and 99.52% will be dissimilar. 

The ratio of dissimilar to similar pairs in this case is 19614321:95460 (205:1). 95,460 similar 

pairs is still a large number and again from Table 7, pairs with NCD values around 0.6 (e.g.  

and ) are not really visually similar. The ratio increases to 392:1 for a threshold = 0.5; and to 

1934:1 for a threshold = 0.3. In the last case, 10189 out of 19,709,781 (0.05%) of pairs are 

considered similar. This number is probably more realistic. As can be seen in Table 7, pairs with 

NCD values less than 0.3 (rows 1-7) are visually very similar. 
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Choosing this value for the threshold leads to homoglyphs for 1844 of our 6200 Unicode 

characters (approximately 30%). Table 8 shows the frequency of homoglyphs for our Unicode 

subset given the NCD threshold of 0.30. Raising the threshold to 0.6 would lead to 50% of our 

glyphs ending up with homoglyphs at the cost of lower similarity for some pairs. However, our 

CAPTCHA does not require each character to have a homoglyph. In our CAPTCHA keyboard, 

we use three to five homoglyphs from the combined pool of homoglyphs that exist for any 

randomly selected six to eight test characters. Having homoglyphs for 30% of the characters 

adequately addresses this need while keeping similarity levels between homoglyphs high
8
. 

 

 
Figure 21: The histogram of the pair-wise NCD calculation over all characters in our set [127].  

 

 

 
Figure 22: Cumulative distribution function of pair-wise NCD calculations [127]. 

 

                                                           
8
 As a provision for the less likely cases where none of the six to eight test characters have homoglyphs (Pr=12% to 

6%), we choose higher NCD values to define homoglyphs.  
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Figure 23: CDF of results with 0<NCD≤0.75 [127]. 

 

Table 7: Examples of NCD values between some characters. 
Row Gyph1 NCD Glyph2 

1 0b95 (Tamil Letter Ka)  0.027  0be7 (Tamil Digit One) 

2 A165 (YI Syllable NDUP) 
 

0.134 
 

A167 (YI Syllable NDUR) 

3 0100 (Latin Capital A with Macron) 
 

0.154 
 

04D2 (Cyrillic Capital A with Diaeresis) 

4 03CE (Greek Small Letter Omega with Tonos)  0.157  0461 (Cyrillic Small Letter Omega) 

5 071B (Syriac Letter Teth) 
 

0.224 
 

071C (Syriac Letter Teth Garshuni) 

6 06A9 (Arabic Letter Keheh) 
 

0.282 
 

06B1 (Arabic Letter Ngoeh) 

7 01D1 (Latin Capital Lette O with Caron) 
 

0.3 
 

1ED6 (Latin Capital O with Circumflex and Tilde) 

8 142A  (Canadian Syllables Final Down Tack)  0.393  1682 (Ogham Letter Luis) 

9 05D3 (Hebrew Letter Dalet) 
 

0.484 
 

A3A8 (YI Syllable NRYP) 

10 1701 (Tagalog Letter I)  0.602  1954 (Tai Le Letter SA) 

11 0389 (Greek Capital Letter Etta with Tonos) 
 0.71  

1964 (Tai Le Letter I) 

12 0A1A  (Gurmukhi Letter CA) 
 

0.909 
 

0AA7 (Gujarati Letter DHA) 

13 0BB7 (Tamil Letter SSA) 
 

1.00 
 

188F  (Mongolian Letter Ali Gali Nna) 

14 1696 (Ogham Letter Or) 
 

1.04  0DA3 (Sinhala Letter Mahaapraana Jayanna) 

 

Table 8: Frequency of the number of homoglyphs at NCD threshold=0.3. 

# of characters 4356 922 349 157 102 314 

# of homoglyphs 0 1 2 3 4 >5 

 

2.7 Virtual keyboard 

Our CAPTCHA system requires a virtual graphical keyboard to accommodate the large input 

space provided by Unicode. Using a virtual keyboard offers additional advantages such as the 

possibility to dynamically populate the keyboard with different subsets of Unicode, random 
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layout of characters and random modifications of each character. These possibilities and the 

specific purpose a CAPTCHA keyboard serves necessitate a closer look at how the virtual 

keyboard should be developed. 

A CAPTCHA keyboard completely differs from the standard keyboard in terms of key 

configuration and layout, relative key positions, the number of keys and the content of each key. 

While factors such as relative key positions and fixed layout essentially guide the design of a 

physical keyboard, they can be entirely ignored in a CAPTCHA keyboard design. Our keyboard 

does not need to conform to any particular pattern of character usage. Therefore, relative key 

positions do not matter. Furthermore, a fixed keyboard layout, where the position of each 

potential character is known, is in direct contrast to the general CAPTCHA design philosophy of 

avoiding patterns that can be exploited by attacks. With these considerations in mind, the keys, 

their positions and the symbols they represent are chosen randomly in our virtual keyboard. 

While the range of the number of keys on the keyboard can be considered a design variable, their 

exact number is randomly determined from a proposed range. Further design decisions rely on 

striking a reasonable balance between usability and security. 

Most existing research pertains to the design of a virtual keyboard for a specific language 

and for applications other than CAPTCHAs. For example, designers aim to optimize key sizes 

and key arrangements to minimize the statistical travel distance between characters and to 

increase text entry speed. The specifications of the keyboard language such as the frequency of 

letters or occurrences of digraphs are important in the design of their keyboards. For example, 

more frequent letters should be located in more convenient positions and more frequent digraphs 

should be closer together than less frequent digraphs [134]. Moreover, the user is often familiar 

with the language the keyboard is designed for. However, the above line of research does not 
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provide much guidance in designing an effective virtual keyboard for our purpose. The reasons 

are twofold. First, our keyboard contains Unicode characters most of which are not familiar to 

the users. Second, the purpose of our keyboard is to prevent machines from recognizing the 

objects it holds (glyphs) while facilitating the same task for the users. This is contrary to the 

other purpose of keyboards, which is to allow users to type words and sentences efficiently and 

conveniently. Hence, our keyboard design requires a different set of decisions. Instead of 

determining the locations of specific characters for our keyboard, we have to make decisions 

about the number of objects, their size, inter-object space, the number of similar objects or 

homoglyphs and the objects’ color. These features have to be designed in such a way that 

achieves a reasonable balance between security and usability. 

In our CAPTCHA test and keyboard, target characters are surrounded by other non-target 

elements and background noise. In such a combination of elements, the target might become 

difficult to detect depending on the degree of similarity between targets and non-targets. This 

similarity can be along various dimensions such as color, contrast, shape and size. Furthermore, 

the number of distractors and the spacing between objects might also affect detectability. Each of 

these dimensions will be discussed in this section. Though the studies and experiments to be 

discussed here were conducted under specific conditions and assumptions which might not 

render them immediately generalizable to our setting, most of them can guide our research by 

offering insights into the human vision system and by highlighting the important factors in 

humans’ visual search for an object surrounded by distractors. Hence, we next discuss these 

dimensions in turn from both usability and security viewpoints and show how their findings can 

inform our CAPTCHA design, if at all.  
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The size of the characters 

We define the character size as the total area a character occupies. Prior research indicates 

that human vision is usually limited by object spacing rather than size [135]. These findings 

show that object size does not significantly affect recognition
9
. From a security viewpoint, the 

largeness-smallness of glyphs might not be important as OCR programs or pattern matching 

algorithms are not designed to find a specific character size. However, changing size from one 

character to another and from one test to another will confuse an attacking computer program by 

defying a predictable stable pattern. 

According to the above finding and argument for dynamism, random variation of character 

size seems to be more important than the size itself in designing a CAPTCHA. In the proposed 

CAPTCHA, the size of the characters should not be very small since we use the large Unicode 

space and many of the characters included in a test and keyboard are not only unfamiliar to the 

users, but are also overlaid on a noisy background. As a result, if we choose a very small 

character size, they could be readily missed by users and usability could be significantly 

compromised. We chose to use dynamic random sizes for characters from a predetermined 

comfortable range. The lower bound of this range has been determined in a way that allows 

characters to be reasonably discernible and the upper bound is jointly determined with the 

number of characters which will be explained in the next section. Our strategy to randomly 

determine character sizes within the selected range avoids the formation of a fixed pattern for 

character size, which can confuse computer programs while not significantly affecting human 

recognition abilities. 

 

                                                           
9
 Evidently, character size should be higher than a lower bound. 
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The number of characters  

Generally, the number of objects directly affects the search time when distinguishing them 

needs attentive search [136]. Researchers have also shown that set size does not affect search 

efficiency as much as clutter does [137].  One potential reason for the latter finding might have 

to do with the fact that the effect of set size on search efficiency might be substantially smaller 

than clutter. Nevertheless, using a smaller set of characters is desirable from a usability 

viewpoint. 

From a security viewpoint, increasing the number of elements enhances security. However, 

given space limitations, the maximum number of objects that can be placed in the keyboard 

without any overlap should be determined jointly with the size of the characters and their 

spacing. Increasing the size of the characters, so that human users can recognize them more 

easily in a noisy background leads to a reduction in the amount of space available for keyboard 

characters which, in turn, makes segmentation easier for a computer program. Hence, a balance 

is required between the size and the number of characters.  

To determine the number of keys on our proposed keyboard, we refer to the purpose that the 

keyboard serves, namely, acting as a repertoire from which correct CAPTCHA elements can be 

conveniently picked by human users. This purpose readily determines the minimum number of 

keys, which is basically equal to the number of elements in the test section of the CAPTCHA. 

Using this lower bound as the number of keys on our virtual keyboard ensures maximum 

usability as far as the number of keys is concerned. For a test comprised of 6-8 elements, the 

minimum number of keys on a keyboard would be 6-8. However, from a security point of view, 

it is evident that increasing the pool of potential solution characters will reduce the probability of 

any successful attack. Hence, it is reasonable to let the elements in the keyboard outnumber the 
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test characters to any extent permissible by other conflicting criteria. In fact, this extent is limited 

by the time and cognitive resources of CAPTCHA users. As the number of keyboard elements 

increases, usability is being reduced in favor of security and users might be less willing to 

engage in CAPTCHA solution or might experience negative feelings.  

No prior research provides direct guidance on how to determine an optimum upper bound for 

the number of CAPTCHA keyboard elements. Given the above discussion, while any decision 

on this upper bound might not be a definitive one, we use a simple rule of thumb to determine an 

upper bound. Assuming there is a distance of approximately 50% of a character between two 

characters, the keyboard in our CAPTCHA can contain between 28 to 42 characters.  In order to 

make the search job easier for human users, we limit the number of keyboard characters to the 

range of 25 to 30, about four times the number of our chosen test characters of 6 to 8.  

In sum, the number of test characters in our CAPTCHA is chosen randomly between 6 and 8 

and their sizes vary from 4% to 7% of the test box. The size of the keyboard characters is 

selected randomly between 1% and 1.5% of the size of the keyboard box.
10

 The number of 

keyboard characters, 25 to 30, is still approximately four times as many as that of test characters, 

which does seem to achieve the additional security benefits associated with having a higher 

number of keyboard characters. 

In this proposed keyboard, the existence of homoglyphs and a noisy background further 

complicates search for attackers.  

 

 

                                                           
10

 As a security measure against pattern matching algorithms, we also stretch one of the characters of each matching 

pair in a random horizontal or vertical direction .This strategy slightly changes the relative character dimensions. 
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The number of homoglyphs  

Prior research in human vision studies confirms the intuitive prediction that increasing the 

number of similar elements [138] as well as increasing target-distractor similarity [139] increases 

search time. For example, Williams [138] argues that if we measure the similarity between a 

target and each of its i distractors and denote them by   , the search time can be calculated from 

Equation 4. According to this formula, if the search area contains many similar items, the search 

time will be higher.  

   
∑  

 
     Equation 4 

Bloomfield [139] indicates that search time per element increases with target–distracter 

similarity. He ran an experiment in which four differently-shaped targets: a square, a hexagon, an 

octagon and a dodecagon had been shown to the user among some disk-shaped distractors. The 

results of the study indicated that as the shape of the objects became more similar to the disks, 

more time is required to locate them among non-target disks.  

Analogously, similarity between objects makes it harder for computer programs to 

successfully match objects; more sophisticated algorithms with higher computational complexity 

will be needed. In contrast, human users are better equipped than robots in distinguishing objects 

with slight differences [64]. Nevertheless, having so many similar objects in the test or keyboard 

could make human users frustrated; hence the number of homoglyphs must be limited. There are 

between 3 and 5 similar objects in our keyboard. Similar characters are selected from the pairs 

with NCD > 0.03 and NCD < 0.30. Based on our discussion in Section  2.6, we consider pairs 

with NCD < 0.30 as similar. According to the results, pairs with NCD < 0.03 are too similar –

almost identical- and a human user might not be able to distinguish them, hence they are not 

utilized on the keyboard. 
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Color  

Color is one of the most effective factors that can help humans in their visual search. The 

authors of [140] performed an experiment in which the observer was asked to search for a target 

among many simply-shaped objects of different shapes, sizes and colors in a field. The result 

showed that subjects find some characteristics more effective than others and tend to ignore less 

effective ones in their searches. The most important characteristic was color. Size and shape 

were respectively in the next places.  

From a security viewpoint, color, if not utilized appropriately, can offer clues for 

segmentation; hence, a secure color design is one that hinders computer programs from 

segmenting the virtual keyboard. Having foreground objects with distinct colors from the 

background helps attackers to segment them more easily. For example, making a virtual 

keyboard with two colors, one for the foreground and the other for the background increases the 

likelihood of an attacker teasing the foreground apart from the background. A good idea to 

substantially enhance security of a CAPTCHA by color is to include foreground color into 

background or vice versa. Security issues related to the color are further discussed in Section  2.8. 

In designing our CAPTCHA, 10 to 15 randomly-selected colors are used to paint characters 

and the backgrounds of both the test and the keyboard. Every test character in our test has a 

specific color and each test character and its match and homoglyphs in the keyboard have the 

same color. The reason for this selection is that, as discussed earlier, color helps humans in 

visual search more than other features. We also included all test foreground colors in the test 

background to increase security based on the above argument. Since the number of keyboard 

characters is more than the number of colors, random groups of keyboard characters have the 

same color. Again, each keyboard foreground color also appears in the keyboard background. All 
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homoglyphs available in the keyboard have the same color to increase the security (as explained 

in Section  2.8). The selection of colors is discussed in detail in Section  2.8. 

The location of the characters 

One of the weaknesses of current CAPTCHAs is that the position of their characters is 

known. This information singly or coupled with knowing the total number of characters, make 

CAPTCHAs vulnerable to segmentation attacks. Randomizing character locations makes this 

task potentially harder for an attacker by removing exploitable locational patterns from the 

layout. 

In this CAPTCHA, we sampled from two uncorrelated uniform distributions to determine 

the random vertical and horizontal locations of characters on the two-dimensional spaces of both 

the test and the keyboard. Our guiding principles in determining random character locations are 

to avoid patterns while giving all points an equal chance for inclusion. These considerations led 

to the following criteria and decisions: 

- Different points in the 2-D test and keyboard spaces should be equi-probable, which rules 

out all non-uniform distributions. Only uniform distributions have this property. 

- Correlation between the two dimensions is not necessary and actually is by itself a pattern 

to be avoided. Hence, x coordinates of characters should be independent from their y 

coordinates. This means that the samples from the two uniform distributions for the x- 

and y-coordinates should not be correlated. 

- Full coverage of the space is not an issue in our sampling for character locations since it 

is by itself a pattern to avoid. For example, full coverage in our CAPTCHA would mean 

that if the space is covered by an appropriately-sized grid, each cell would contain one 

character. Subsequently, sampling methods that aim to cover the entire space, e.g. 

stratified sampling methods are not acceptable for our problem. 
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A simple uniform sampling on each of the two dimensions meets the above requirements. 

We used the following algorithm to get a random point set as the location of the characters: 

- FreeSpace  The whole space (Figure 24-a) 

- PointSet Null 

- While ( FreeSpace is not Empty  or   pointSet.length<number of the characters ), Find a location for a 

character and subtract this character’s area from the FreeSpace: 

o Randomly select one rectangle from the FreeSpace (using a random number which is weighted 

based on the size of the rectangles)  

o Exclude the selected rectangle from the FreeSpace.  

o Select a random x and a random y in the selected rectangle (condition: the character should totally 

fit in the rectangle) and locate the character box at that location. 

o Extend the boundaries of the character box parallel to the boundaries of the rectangle. This will 

create 4 new rectangles (Figure 24-b). 

o For each new rectangle, if it is large enough to contain a character, add the new rectangle to the 

FreeSpace (In Figure 24-c two of the new rectangles are small and hence ignored). 

- If  (pointSet.length == n) return pointSet; 

- If (FreeSpace is Empty) return “unsuccessful”. 

 

   
a) 2D area in the beginning b) After locating the first char c) After locating the second char 

Figure 24: Three first iterations of “random point set selection” algorithm used in this CAPTCHA. 

 

The distance between characters: 

Vlaskamp et al. [141] showed that at distances smaller than approximately 50% of object 

size, the search time per element increased with reducing element spacing. At wider spacing, 

distance did not affect the search time at all. Based on these studies, object spacing is not very 

important in human visual search and as long as a minimum space of about 50% of an object is 

retained between the elements, the effect of spacing on search time will be minimal for humans. 

For an attacker, objects are difficult to segment when they overlap. Many CAPTCHAs use this 

strategy to secure their tests since humans are good in segmenting connected objects. In cases 
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where the glyphs do not overlap, the amount of space between them does not seem to affect the 

difficulty of segmentation for computer programs. 

In designing the proposed CAPTCHA, we arranged a minimum random space between 

characters to ensure they do not overlap. We do not allow characters to overlap because 

overlapping the unfamiliar multi-part Unicode characters would highly confuse the users. 

Humans are good at distinguishing connected known characters, but when the characters are 

unknown, have multiple parts, and some of them are similar, it is more difficult for them to 

recognize the characters. 

2.8 Color representation 

Color representation is an important topic in CAPTCHA design. While appropriate 

utilization of colors in the CAPTCHA background or using colored characters can enhance the 

CAPTCHA interface, inappropriate usage of color can have negative consequences. In this 

section, we review the necessary trade-offs in the usage of color in CAPTCHAs and present our 

approach to using color to enhance our proposed CAPTCHA. 

Color is an eye-catching mechanism that can facilitate human recognition and 

comprehension. Past studies show that color can make a CAPTCHA look more interesting which 

will make it less intrusive [83]. In addition, color can improve the security since many ordinary 

OCR software packages do not perform well in segmenting and recognizing color images.  

However, color could have a negative impact on security and/or usability when used improperly. 

Examples of improper color usage include the existence of difference between foreground and 

background colors, the absence of foreground color in the background and the existence of any 

pattern in the foreground text that distinguishes it from the background.  
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According to the above argument, there should not be a detectable distinction between the 

luminance/chrominance of foreground and that of the background in a strong CAPTCHA. One 

way to reduce such distinctions is to introduce variations in foreground and background colors 

and include some foreground colors in the background and vice versa. A colorful foreground on 

a colorful background containing at least some of the foreground colors could be potentially 

highly confusing for machines. Such color variations can be introduced into the background as 

random noise to prevent the formation of “detectable patterns” that could possibly defeat the 

purpose of camouflaging the foreground text. The details of the background generating algorithm 

are explained later in this section.  

Background noise can have a “detectable pattern” if it is comprised of colors, shapes, 

locations or distribution in the image that differ from the characters. For example, if the noise has 

a different color than the foreground color, it can be distinguished by luminance/chrominance 

filters. As another example, when the size of noise elements is significantly different from the 

size of characters or character elements, a “detectable pattern” will be created since characters 

have a specific range of width-length ratio which will be different from the same ratio for noise 

elements. As another example, if characters occupy specific regions of the CAPTCHA, a 

“detectable pattern” will be formed. Still in other types of CAPTCHAs, the distribution of noise 

information could be different from that of the characters. For example, the noise may be 

widespread but with a small amount of information. These weaknesses have been diminished in 

our proposed CAPTCHA. 

In our proposed CAPTCHA, color is used as described here: each character in the test has 

the same color as its own match and its homoglyphs in the keyboard but is in a different color 

than the other test characters. All colors of test characters appear in both test and keyboard 
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backgrounds as well. Provisions are made so that no test or keyboard character lies on the same 

background color as its own color. Due to considerations that will be explained shortly, the 

number of colors used is larger than the number of test characters and smaller than the number of 

keyboard characters. Consequently, there are colors in the test background which do not appear 

in the test characters and some characters in the keyboard share the same color. The background 

is a combination of elements of different colors. These elements, which comprise the background 

noise, have random locations and sizes. In many cases, the shapes of these elements are similar 

to character elements and are hardly distinguishable from them. The background elements are 

distributed all over the image just as the characters are. The elements are not too small or too 

large and have approximately the same width-length ratio as the characters. In order to prevent 

extreme similarity between noise and character elements, we allow a mixture of various 

background noise sizes as opposed to all noise element sizes being similar to the size of character 

elements. Evidently, if the background elements are very similar to the characters, the 

CAPTCHA becomes more secure but it also becomes much more difficult to solve for human 

beings. Our currently chosen background noise granulation, which will be shortly discussed, is a 

result of a few experiments that helps strike a balance between usability and security.  

The first background we tested contained noise elements that were more similar to the 

characters than the current one. The previous background was designed to contain elements 

which were very similar to the characters and had the same approximate width as the elements 

that comprise characters. The background was a result of a random walk over the area where 

each step comprised of creating a polygon with random dimensions – with either straight, 

convex, or concave sides. As Figure 25 represents, the width of the background elements were 

very similar to that of the characters. Not surprisingly, this property made the CAPTCHA very 
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difficult and confusing for human users. The users could hardly detect the characters which made 

them quickly feel overwhelmed and/or frustrated. Hence, we changed the background generating 

algorithm to reduce the similarity between background and characters by modifying the size and 

shape of background noise elements in a step-wise procedure until some test characters became 

detectable for a few human users who participated in our test. 

 

        
   

 

a  B  c 

Figure 25: The first background of the proposed CAPTCHA. 

a) a piece of the keyboard, b) examples of background components, c)characters to 

compare with background components.  

 

The current background contains elements with a mixture of shapes and sizes. It includes 

elements with the same width as the character parts to confuse computer programs as well as 

larger elements that can be relatively-easily differentiated from the characters by human users. 

The existence of the larger elements has the advantage that users can see a number of the 

characters at their first glance which prevents immediate user frustration. 

 

 

    
      

 
 

 

  

a  b  c 

Figure 26: Background of the proposed CAPTCHA.  

a) a piece of the keyboard, b) examples of background components, c) characters to compare with background 

components. 

 

The background generating algorithm is composed of four phases: The first phase creates 

large objects; the second phase creates smaller objects that are similar to characters or character 

parts in terms of shape and width. In the third phase, some randomly-created curved noise 

components are included into the background. Because most of the characters contain curves, 

including curved components in the background will confuse computer programs trying to break 

this CAPTCHA. If an algorithm tries to remove other noise components based on their size and 
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shape, this type of noise will not be removed because these noise components have the same 

shape, size, and features as the characters. Finally, in the fourth phase, random parts of a test 

character are incorporated as noise in the keyboard background.  Since character parts have the 

same features as the characters themselves, this technique would further confuse matching 

algorithms. The probability of the random part of a character being very similar to another 

character is very small and it never happened in our user studies. However, even if it occurs, it 

would not be a problem because these two similar objects would not have the same color (each 

test character, its match, its homoglyphs and its random part have the same color which is 

different from other test characters). Even if this similarity happens and the user ignores the 

colors for some reason, the user can just decide not to match the ambiguous character and solve 

another character (there is an extra character in each test.)   

The random overlap between different noise components creates random shapes some of 

which are similar to the characters. As Figure 26-b illustrates, background components can be 

wider than the characters; they also can be as thin as the characters or as small as character parts. 

Figure 27 shows examples of similarity between background components and characters or 

character parts. 

 

  

 

 

 

 

  

Figure 27: Examples of similarity between background components 

and characters or parts of the characters. 

 

The design of the background is further affected by our decision to equalize the usage of all 

colors in the image. As a result of this color balance, if a computer program uses a color 

histogram of the image to differentiate foreground from background, no dominant color will be 
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found and a relatively uniform histogram will emerge that contains little clue, if any, on how the 

foreground and background differ from one another in terms of color. 

An important decision related to color usage is the number of colors to be employed in the 

CAPTCHA. In choosing the number of colors, there should be a balance between the number of 

colors and the amount of space painted by each color. Increasing the number of colors can 

potentially cause more confusion for the attackers in their attempt to differentiate test characters 

from background noise. However, it can also facilitate CAPTCHA solution for the attacker. In 

our CAPTCHA, the percentage area of the character in a given instance of the CAPTCHA is 

fixed. Since the area is being equally distributed among all colors, more colors lead to smaller 

total areas for each color. Since the total area for each color is comprised of foreground character 

area and background noise area, with foreground area fixed, the background noise is decreased 

for each existing color. An example helps further clarify this point. Consider a character that 

occupies 2% of a rectangular area. When the total area is covered with 5 colors, each color 

receives a 20% share of the whole area and the share of noise for each color will be 18%. 

However, when 10 colors are used, each color receives a 10% share of the area and 8% of the 

area is devoted to noise for each color. Consequently, in such a case, if the attacker uses color 

segmentation, finding the character of that color will become easier in the latter case as the noise 

has decreased by more than 50%. 

 In general, the number of colors to be used in the CAPTCHA can be decided based on the 

size of the display, the test area, and the test characters
11

. Keyboard area does not affect this 

decision because it is larger than the test area. Since the same set of colors is used for both the 

                                                           
11

 The size of characters, test and keyboard changes depending on the size of display. In addition, since the number 

and size of the characters are random, the average size and number has been considered. All of the calculations are 

approximate since a great degree of dynamism exists in designing our CAPTCHA. 
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keyboard and the test areas, the test area constraint is a more binding one and acts as the 

bottleneck in the decision making.  

To determine the actual number of colors we try to find a maximum possible range of 

candidate values and narrow them down to a more realistic range to choose from after taking 

account various considerations. To begin, we can argue that the number for used colors can be 

between 8 and 100. The lower limit 8 is the number of test characters. Since we have a maximum 

of 8 characters in a test and they have different colors, we have to have at least 8 colors. The 

upper limit of 100 is chosen since each character approximately covers 1% of the test area.
12

 In 

such a case, with 8 test characters that have different colors, there are 92 character-sized micro-

areas of character noise and no foreground color can appear in the background. However, having 

too many colors (approximately 100) or very few colors (e.g. 8) has its own disadvantages.  

As demonstrated, with too many colors, many foreground colors might have little, if any, 

appearance in the background. This happens because the additional used colors take up valuable 

background space that could be filled with noise of the same color as the foreground text. In the 

extreme case of no appearance, as exemplified by the 100-color example, also in the case of little 

appearance, finding the character with color x in between a small amount of background noise 

with color x would be easier after color x is segmented. A large set of colors can also complicate 

the task for human users. 

With a large number of colors, it is more likely that many selected colors are similar to each 

other which would substantially confuse human users and easily lead to frustration and 

                                                           
12

 The size of a test character box is approximately 5.5% of the test area. However, approximately 83% of the 

character box is free background space, as determined from analyzing a sample of characters (by counting the 

number of black pixels and white pixels in the images of 100 characters), the character itself occupies 17% of the 

box, and the size of a character will be approximately 1% of the test area (0.17*5.5%≈1%). 
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dissatisfaction. To appeal to human users, the number of colors should be reduced to a number at 

which human perception can conveniently distinguish between colors
13

. Though human beings 

are able to perceive many shades of any of the major colors, it will be considerably more 

complex for them to notice small variations in a colorful noisy background. Hence, a more 

realistic upper bound for our CAPTCHA would be closer to the number of distinct major colors 

and farther away from the theoretical upper limit of 100. Moving on the HSB color wheel at 30 

degree intervals creates 12 major colors. While finer gradations of major colors might exist that 

allow for a somewhat larger number of them to be considered as major colors, we choose stay 

close to 12 as an approximate median of the maximum number of colors in our CAPTCHA. 

The lower limit of 8 must also be improved. Having a few more colors than the colors of 

characters causes confusion for an attacker who is trying to distinguish characters from 

background noise. If there are only 8 colors in the test, an attacker can segment each color and, 

knowing that there is a character with each color, employ pattern recognition algorithms on each 

segmented color to find the character. On the other hand, if, there are more colors than the 

number of test characters, segmentation and pattern recognition should be used on more images 

some of which merely contain noise. This can increase the amount of effort required to break the 

test. 

Eventually, we randomly select the number of colors between 10 and 15. By this selection, 

the number of colors is more than that of test characters, and each color has a considerable 

presence in the test background. For example, with 12 colors, each color can appear 7 times as 

large as the size of a character in the background. In this case, about 2.25 characters in the 

                                                           
13

 Color-blind people will not have any problem solving this CAPTCHA because they can match characters based 

on their shapes (similar shapes). Moreover, when they use color palette, it shows them only one color at a time 

(whose hue is not important in a monochrome image). 
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keyboard have the same color and that color constitutes a large portion of the keyboard 

background noise. To make segmentation even harder for a computer program by involving 

more colors in the proposed CAPTCHA, we can paint every character or background component 

with a gradient of the selected color. The gradient can be created by changing the saturation 

and/or the lightness of that color. After selecting the number of colors, a decision about the 

method of color selection is necessary. 
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Figure 28: Demonstration of the ability to traverse major colors in HSB by changing hue.  

 

Colors have been selected using systematic random sampling. We used the HSB color space 

to produce distinct colors while allowing sampling from the whole range of hues. Systematic 

color creation is much easier in HSB than RGB and CIE-LAB. In fact, holding the saturation and 

brightness parameters constant and varying hue in HSB leads to more predictable color changes 

than using a similar process in either the RGB or CIE-LAB. This is due to the fact that neither 
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RGB nor CIE-LAB includes a parameter whose variation traverses the whole spectrum of hues. 

Intuitively, varying the hues in HSB while holding saturation and lightness constant leads to a 

more diverse set of distinct colors than varying the R, G, or B parameters in the RGB or varying 

L, A, or B in the CIE-LAB. In Figure 28, each letter under each square indicates the dimension 

that is fixed for the square above it. It can be seen that changing hue (going from left to right) 

when S (saturation) or B (brightness) are fixed in the HSB space enables us to traverse the whole 

range of major colors whereas none of the other color spaces show this characteristic for any of 

their elements. 

Security and usability considerations 

In the color representation of this CAPTCHA, we balanced considerations of usability and 

security. We painted each test character and its matching keyboard character with the same color 

because, according to the previous arguments, color helps humans in visual search more than 

other features such as size and shape. On the other hand, to improve the security, character colors 

are also included in the background. Moreover, similar characters available in the keyboard, i.e. 

homoglyphs, are in the same color; therefore, even if a computer program is able to segment a 

color, they will still have a hard time distinguishing between very similar characters. What 

makes the decision more difficult for a machine is that many Unicode characters consist of more 

than one part. Recognizing different parts of a character and deciding if a component belongs to 

a character or to the background noise is a challenge which is easier for the human to tackle than 

it is for the machine. Another security strategy is that a test character and its matching keyboard 

character –and their homoglyphs in the keyboard- do not have the same size. This strategy makes 

pattern matching more effortful. For example, we may have é in the test and e, é and ė in the 

keyboard, none of them with the same size. The background noise contains many elements 
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similar to the ‘dot’ and ‘acute’ which will substantially confuse a computer program. Another 

superiority of humans over machines in solving this CAPTCHA is that according to gestalt 

theory, humans see an object in its entirety before perceiving its individual parts; therefore, if a 

character intermingles with its surrounding noisy background and some parts of it are not readily 

detectable, humans are inherently better at detecting such characters than machines due to their 

more holistic visual processing system. 

In order to substantially increase the usability of the CAPTCHA, while not significantly 

affecting the security, a color palette has been designed that further assists users to solve the 

CAPTCHA by filtering out additional colors when they select a specific color on the palette. 

This palette, by reducing the complexity of the noisy background, increases the user-friendliness 

of the CAPTCHA. To further enhance the security of our CAPTCHA, we paint every character 

or background component with a gradient of a color rather than a simple color which will 

convert segmentation from a discrete task to a continuous one for the machine. 

 

2.9 User studies and results 

In order to examine the usability of the proposed CAPTCHA, we conducted a user study and 

measured some relevant performance indicators in order to establish how our CAPTCHA fares. 

In this study, we asked users to solve tests and recorded relevant data, such as the correctness of 

their solutions and solving time. Each test was also followed by a short questionnaire that 

measures the users’ evaluation of major aspects of the proposed CAPTCHA. In this section, the 

details of the study and its findings are presented.  
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2.9.1 Design of the user study 

In this study, we asked 120 students at the University of Alberta to each solve our 

CAPTCHA once. They had different first languages including English, French, German, 

Romanian, Spanish, Korean, Vietnamese, Chinese, Assamese, Sinhala, Farsi and Arabic. We 

made a decision not to collect much demographic information to allow the test to be as quick as 

possible to facilitate user participation. We used a laptop with a 12.5” matte monitor for this 

experiment. The main purpose of this data collection was to measure the amount of time it took 

users to solve the test as well as the number of tests and characters they could solve correctly.  

Our CAPTCHA test consisted of six to eight random characters from the chosen Unicode 

subset. The users were required to solve all the displayed characters except one in order for their 

solution to be considered correct
14

. The keyboard included 25 to 30 characters of which three to 

five would be homoglyphs of the test characters.  

An additional purpose of this data collection was to realize what type of characters are 

difficult for users, whether “more difficult” characters have a specific shape, belong to a specific 

writing script, have a specific color or are located in a specific position in the test area, etc. Our 

interest in these factors is rooted in the expectation that character detectability could be affected 

by character size, the location of the test character or the matching keyboard character, the shape 

of the character, color contrast, etc. For this reason, we recorded the solution time of each 

character as well as for the whole test, test characters’ solving order, color, location, keyboard 

characters’ color and location, palette clicks, usage of zooming facilities, etc. 

                                                           
14

 The reason for allowing one character to remain unsolved is discussed in question 4 of the results. 
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Besides the general metrics such as solving time
15

, solving accuracy
16

, and rate of giving 

up
17

, we explored the data to search for answers to a series of questions in order to find clues or 

draw inferences that could help improve our CAPTCHA. These questions include: 

1. What types of test characters are being more frequently mismatched?  

2. What type of test characters are people good at detecting? 

3. What characters are users less likely or less inclined to solve as revealed by solutions?  

4. Is there a relation between a character’s solution order and its solution time? 

5. Is there a relation between the location of a test character and its correct/incorrect 

answer? 

6. Is there any relation between color and solution time, order or correctness of the answer? 

7. Is there any relation between alphabet and solution time, order or correctness of the 

answer? 

8. Do people use the palette and/or zooming tools? 

9. Do users enjoy solving the CAPTCHA?  

 

2.9.2 Results of the experiment 

From a total of 120 tests, 93 were solved correctly, 25 were answered incorrectly (failed) and 

two tests were withdrawn from. Hence, solving accuracy was 77.5% , which is reasonable in 

comparison with reCAPTCHA’s 75% and Google CAPTCHA’s 86% [6]. The rate of giving up 

was 1.7%. Interactive CAPTCHAs have longer solution times
18

 than simpler CAPTCHAs 

because of the added processes involved to find and submit the solution. For example, 3D 

CAPTCHA has a solution time of 45.9 seconds [113]. The average solving time for our 

CAPTCHA was 111 seconds which is relatively longer. However, a fair comparison of these 

                                                           
15

 For measuring efficiency. 
16

 A measure of correctness with which users can respond to a CAPTCHA challenge without making mistakes. 
17

 The number of CAPTCHAs given up divided by the number of all CAPTCHAs. 
18 We use “solving time” and “solution time” interchangeably. 
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solution times must take into account the level of security a CAPTCHA affords. Unfortunately, 

no standard metric for comparing solution time per security level exists. A summary of the 

results for our experiment is displayed in Table 9. Figure 29 displays the histogram of user 

solution times. 

 
Table 9: Mean solution time of a test. 

 total 
Grouped 

Correctly solved Incorrectly answered Withdrawn 

Number of tests 120 93 25 2 

Average solving time 111 s 102 s 138 s 189 s 

Solving time SD 30.5 22.1 33.5 4.9 

 

 
Figure 29: Solution time histogram. 

 

Subjects used the palette in 94% of the tests and zooming in 15% of the tests. These results 

show that subjects’ usage of the color palette was higher than the zooming tool which might 

indicate that the color palette is more helpful than the zooming tool in solving the tests. The low 

usage of zooming is consistent with our expectation that zooming may not substantially enhance 

detectability. The observed 15% usage was in most cases due to single trials rather than 

consistent usage. Only in 2% of the tests, was zooming used more than once. 
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In the following part, we discuss the insights derived from our user study pertaining to the 

above questions.  

1. What types of test characters are being more frequently mismatched? And what keyboard 

characters are more frequently being mismatched for each test character?  

From all 120 tests, only 25 tests failed. A sample of mis-identified characters is displayed in 

Table 10. 

Table 10: Incorrectly matched characters. 
 Test character solved incorrectly Selected match Available similar characters 

1    

2 
   

3 
   

4 
   

5 
   

6 
  

 

      ** The selected match is not considered similar to the test character based on our NCD calculation thresholds. 

 

As observed in Table 10, similarity between characters seems to be the major cause behind 

most of the mistakes. In 23/25 wrong tests, the mistakes were due to similarity between the target 

character and the incorrectly-selected character (see Table 10-rows 1-5). Only in two cases, the 

real match and the selected match were not similar (see Table 10, row 6). Consequently, 

similarity seems to be the dominant cause of wrong answers. 

2. What type of test characters are people good at detecting? 

People more easily solved characters that have distinguishable shapes as compared to simple 

shapes that look like background noise. Table 11 represents a few of these distinguishable 

characters and Table 12 shows some examples of characters with simple shapes. 

Table 11: Examples of distinguishable characters.  

      

      
 

Table 12: Examples of simple-shaped characters.  
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Aside from the above observed pattern, we are especially interested to study users’ solutions 

of similar characters or homoglyphs. Though a few people failed to solve the similar characters 

correctly, in many cases (86%) they chose the correct match (see Table 13 for some examples). 

These results indicate that people are nevertheless good at distinguishing similar characters.  

 
Table 13: Similar characters distinguished correctly. 

Test character             

Similar characters in the keyboard 

 

 

 

 

 

  

 

 

  

 

  

 

 

   

 

 

 

 

 

 

Results show that in many cases (58%), users correctly solved characters with similar glyphs 

sooner rather than later (e.g., as the first, second, or third character in their solution order).  This 

observation of a rather balanced occurrence at the early versus the late solution orders suggests 

that test characters with similar glyphs might not be substantially different from other characters 

in term of detectability.  

3. What characters are users less likely or less inclined to solve as revealed by solutions?  

Every test in this experiment included six to eight characters and users were asked to solve 

five to seven of them. Hence, one character is not solved by each user. Figure 30 displays 

examples of these characters. Evidently, users were less likely or less inclined to solve simple-

shaped characters that may be more similar to background noise and less detectable than the 

other competing characters in the test. Although we removed characters with very small sizes 

and high aspect ratios, there still are some characters similar to the background noise. Applying a 

stricter threshold to eliminate these smaller characters can further enhance usability. 
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Figure 30: Characters that users are less inclined to solve. 

 

4. Is there a relation between a character’s solution order and its solution time? 

We do expect to observe a relationship between a character’s solution order and its solution 

time. Conceivably, users start solving the CAPTCHA by matching the characters that are more 

salient from the background, e.g. by starting from characters that attract their attention and look 

more promising in terms of being readily matched. The salience could come from dissimilarity to 

other characters, higher contrast from the background, color, or merely larger character size. If 

the above prediction were true, we would be able to observe substantially longer solution times 

for the last solved characters as compared to the first solved characters.  

We expected to detect the easy-to-hard solution pattern from the characters’ solution times; 

if the last characters are the hardest to solve, the solution time for the last characters should be 

noticeably higher than the solution time for the first characters. The results provide support for 

this prediction (Figure 31) and are consistent with our intuitive expectation that users tend to 

spend a longer time on the last characters as they initially attempt to solve the more salient 

characters. 

  

  
Figure 31: Average time for different solving orders. 
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The easy-to-hard solution pattern can be used to further enhance CAPTCHA usability. This 

can be achieved by allowing users to solve m characters from the pool of n test characters where 

m<n. This provision will allow users to avoid the hardest-to-detect character(s) and still achieve 

a correct overall solution. As a result, overall solution times will decrease without posing a 

significant threat to security. In our CAPTCHA, we used this effect to some extent by allowing 

users to solve one fewer character than those existing in the test. Such provisions improve 

usability by decreasing overall solution time. 

As a result of the above finding, we required the remaining 86 users to solve 7 out of 8 

characters in their tests in order for their submissions to be accepted. This modification improves 

usability by decreasing overall solution time, as indicated in Figure 32. 

 

 
Figure 32: Average time of different solving orders. 

 

5. Is there a relation between the location of a character and its correct/incorrect solution? 

It is conceivable to expect that the location of the characters on the keyboard might have an 

effect on their correct solution.  In their search of the keyboard to find matching test characters, 

users might scan the whole keyboard area but focus more heavily on different areas of the 

keyboard at different periods during their search. Given the existing background noise in our 

CAPTCHA, it is conceivable that these more prospective areas of the keyboard are generally 
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determined by the unique combination of the foreground and background colors in those areas. 

For example, a user solving this CAPTCHA is more likely to initially focus on areas of the 

keyboard where a sharper contrast between the foreground text and the background noise makes 

some character salient from the background. After checking these sharper contrast areas, if the 

CAPTCHA is still unsolved, the users might extend their search to areas that are harder to 

search, i.e. locations with slighter contrast or color variations between the foreground and the 

background.   

As the variations between foreground and background colors are randomly determined, we 

expect easy-to-search and hard-to-search areas to be randomly dispersed on our keyboard across 

its different realizations for different users. This random dispersion is expected to lead to an on 

average insignificant impact of character location on the solution of the CAPTCHA. Hence, it is 

less likely that the mere Cartesian coordinates of an area on the screen determine the intensity of 

search in that area. We tested this prediction by running a logistic regression with 

correctly_solved (0/1) as the dependent variable and location on test and location on keyboard 

(central, middle and outer) as categorical explanatory variable. Location was determined based 

on what region a character was located on the test area as illustrated in Figure 33. 

 
Figure 33: Defining a categorical variable for location. 

 

The results of the logistic regression indicated that none of the three levels of the two 

location variables had a significant effect on the correct solution of characters suggesting that 

location did not affect correct vs. incorrect matching of individual characters.  
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6. Is there any relation between color and solution time, order or correctness of the answer? 

In this CAPTCHA, the contrast between foreground and background color is a more 

effective factor than the hue of the character colors. As Figure 34 shows, the average search time 

for characters of different colors does not change sharply. Also, our analysis did not indicate any 

specific pattern in the solution order, solution time, or correctness for different colors. 

7. Is there any relation between alphabet and solution time, alphabet and solution order or alphabet 

and correctness of the answer? 

The results of our user study show that there is no specific relation between alphabet and 

solution time or the correctness of the answers. However, we do observe a slight preference in 

first solving the characters of the more familiar languages such as Latin and Greek (see Figure 

35). Results do not show any sign of users’ higher ability to solve the characters of any specific 

language, even their own first language or other familiar languages. In 8 out of 25 incorrectly-

solved tests, the false character belonged to the user’s native language or Latin or Greek 

alphabets which were familiar for the users. The incorrectly-solved characters are from different 

alphabets; this means there is no specific alphabet that is difficult for most users. Figure 35 

shows the percentage frequency of characters solved in orders 1 to 7, for four scripts with the 

highest occurrences in our sample. A regression analysis of the solution order (treated as an 

interval-scaled variable) on these four script types (treated as a four-level categorical variable) 

shows that the script type does not have a significant relationship with the solution order (F-

statistic (3,407)=0.81, p-value=0.49, R
2
=0.01). 

 



136 

 
Figure 34: Average search time for characters of different colors. 

 

 
Figure 35: The percentage frequency of characters in each order for the four highest-occurring alphabets. 

 

8. Do people use the palette and/or zooming tools?  

In order to assess the usefulness of the palette and zooming tool, we studied:  

a) How often people used them;  

b) If there is a relation between the frequency of palette usage and the number of correct 

answers and solution time;  

c) What colors in the palette have been selected more often; and  

d) If they have been clicked in a particular order or randomly.  

Did people use these tools? In contrast with zooming, which was tried in only 15% of the 

tests and was re-used in only 2% of the tests, the color palette was used in 94% of the tests and 

its usage averaged 13.7 clicks per test. This observation suggests that users found the palette 
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more helpful than zooming. Although it takes time from users to click on the palette, they would 

prefer to use it to reduce the complexity of the image. 

Is there a relation between the number of palette usage and the number of correct answers 

and solution time? No relation is observed between the number of palette clicks and test time or 

the correctness of the answers. However, the average number of palette clicks in most failure and 

withdrawal cases is relatively higher than successful cases. This observation suggests that people 

were trying to use the palette more often when they had more difficulty finding the characters. 

Which colors in the palette were clicked more often? Were they clicked in any particular 

order? We do not find any evidence of a specific color being clicked more frequently than 

others; the order seems to be random. 

9. Do users enjoy solving the CAPTCHA? Do they experience any negative feelings (e.g. 

frustration, etc.)? 

In order to collect user feedback in this study, we provided users with a questionnaire after 

the test. This questionnaire contained five questions and a textbox in which the users could enter 

their comments. The questions were presented using a five-point Likert scale. Table 14 shows a 

summary of user answers to these questions. According to this table, 91% of the users felt 

comfortable in solving this CAPTCHA. 72% of the users believed that the problem was not hard 

to solve; and only 3% found this CAPTCHA difficult. 92% of the users agreed that this 

CAPTCHA was easy to learn. Finally, 14% of the subjects found the zooming facilities useful 

and 82% agreed that the color palette was helpful.  

In most of the comments, users mentioned that the test was straightforward, especially using 

the color palette. One person mentioned that informing the users about the high amount of 
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similarity between some characters (homoglyphs) would prompt them to be more attentive to 

details.  

 
Table 14: Users’ responses to the survey following the CAPTCHA. 

 

strongly agree  agree  neutral  disagree  strongly disagree  no answer 

I felt comfortable in solving this problem. 56% 35% 8% 0% 0% 1% 

The problem was hard to solve. 0% 3% 21% 35% 37% 4% 

It is difficult to learn to use this system. 0% 2% 2% 48% 44% 4% 

The zooming tool was helpful. 6% 8% 60% 17% 8% 1% 

The color palette was helpful. 67% 15% 10% 0% 6% 2% 

 

In addition to the questionnaire, we asked the users after each test to explain their experience 

and their feelings during the search operation. Most subjects found solving this CAPTCHA to be 

an interesting experience and some of them were interested in solving more tests after they 

failed/succeeded their assigned tests.  

Summary of user study results 

To sum up, based on the results of this user study, we identified factors that are more/less 

effective in the usability of the proposed CAPTCHA. According to the results, character color, 

alphabet and location do not seem to have a significant impact on solving the test. The most 

noticeable cause of confusion in solving this CAPTCHA seems to be the similarity between 

characters or between characters and background noise; however, the results show that this level 

of complexity for users leads to an accuracy rate of 77.5%, which is comparable with currently 

used CAPTCHAs [6]. This outcome suggests that the overall complexity of our CAPTCHA is 

not higher than most current CAPTCHAs. Including a color palette and allowing people to solve 

n-1 out of n test characters had a significant role in increasing accuracy and decreasing the 

solution time. However, our tests were on average solved in 111 seconds which is relatively high 

compared to many current CAPTCHAs. Two major factors that contribute to this higher solution 
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time include the interactive process required to solve our CAPTCHA and our use of unfamiliar 

Unicode characters. In our CAPTCHA, these features address several sources of vulnerability 

alongside other measures in order to achieve a higher level of security. Consequently, our 

CAPTCHA’s solution time cannot be directly compared with the available data on most current 

CAPTCHAs that are not interactive and exhibit these vulnerabilities.  

While shorter solution times are inarguably preferred to longer solution times, acceptable 

solution times for a CAPTCHA should depend on the required amount of security, which will 

vary from application to application.  For example, CAPTCHAs that protect access to sensitive 

information such as banking or credit card accounts require a high level of security. In addition 

to such business to consumer (B2C) transactions, many organizations in the business to business 

(B2B) sector, including financial institutions and supply chains, rely on Electronic Data 

Interchange (EDI) systems that operate through the World Wide Web and require highly secure 

CAPTCHAs to control access to sensitive or proprietary business data or to verify transactions. 

However, many CAPTCHAs currently used in these applications exhibit major vulnerabilities. In 

e-banking alone, more than 40 CAPTCHA schemes that are used by a large number of financial 

institutions worldwide have recently been broken with either close to or equal to 100% success 

rates [38, 39]. This underlines the need to adopt more secure CAPTCHAs in these applications. 

Achieving high security with longer solution times is a viable option in many such applications 

provided the users remain engaged in the task.  

The relatively longer solution times of our CAPTCHA can be used to further enhance its 

security. For our CAPTCHA, a lower bound on solution time can be determined after accounting 

for the effect of learning on solution time. For example, a human being may not be able to solve 

our CAPTCHA in less than, e.g. 20 seconds. This lower bound can be used as a restriction to 
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disqualify any solution attempts that are completed in less than this lower bound which can be 

attributed to non-human users. This feature alone enormously increases the solution cost for any 

intelligent algorithm. 

One question regarding the usability of our CAPTCHA is yet unanswered. It is not clear how 

usability measures would change over a prolonged period of usage. It is conceivable that 

familiarity with the CAPTCHA over several usage occasions and the resulting learning would 

significantly improve our usability measures over time. This issue will be explored in future 

trials. 

2.10 Conclusion 

In this chapter, we introduced our proposed interactive CAPTCHA. In this CAPTCHA, we 

aim to achieve a high level of security against several prevalent CAPTCHA vulnerabilities by 

using the large Unicode space as our CAPTCHA’s input set, using a virtual keyboard instead of 

a physical keyboard, incorporating homoglyphs, character segments, and curved noise 

components in the virtual keyboard, using a balanced color representation, and requiring human 

interaction for solution submission.  

Several design considerations allow us to prevent the CAPTCHA from becoming too 

complex for human users. The results of our user studies discussed in Section  2.9 indicate that 

users solved this CAPTCHA with accuracy comparable to existing CAPTCHAs. In the following 

two chapters, we further explore the issue of security while keeping usability in check. 
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Chapter 3 Risk Diversification with a Multi-Problem CAPTCHA 

3.1 Introduction 

Our current CAPTCHA poses a single challenge to a potential attacker. Hence, it can be 

vulnerable to improvements in matching algorithm technologies. Hence, in order to further 

increase its security, we convert it from a single-problem to a multi-problem CAPTCHA by a 

simple modification to how the matching task is performed. In fact, recent research that 

documents breaking reCAPTCHA with 99.8% accuracy suggests that solving an image puzzle 

should not be the only factor for distinguishing humans from machines [94]. From a security 

viewpoint, a multi-problem CAPTCHA is more robust against attacks because an attacker needs 

to solve multiple distinct problems and the risk of the CAPTCHA being broken is diversified 

across these problem types. From a usability viewpoint, solving more than one problem might 

take more time and/or be more difficult than solving just one problem. Hence, it is important to 

reduce the time and difficulty of each step in a multi-problem CAPTCHA for human users to 

keep the CAPTCHA appealing for human users.  

Our base CAPTCHA requires a user to click two characters in order to match them. While 

the clicking task might be difficult for machines to emulate, it does not pose an intellectual 

challenge to them.  To take advantage of human users’ versatile information processing ability, 

we modified the matching task from simply clicking the identified characters to a more 

interactive drag-and-drop task which makes the CAPTCHA amenable to the inclusion of extra 

problems. For example, the drag and drop task can include sub-problems that can be easy and 

intuitive for human users to solve while being difficult for machines.  
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With the above modification, our CAPTCHA’s proverbial security eggs are not in one basket 

anymore. If an algorithm can find an efficient way to identify potential matches within the 

CAPTCHA, it still has to be able to solve additional problems in order to solve the CAPTCHA. 

 In order to address the potential decrease in usability, we reduced the number of UNICODE 

characters users need to match from 6 to 4, which makes the test shorter for users.
19

  In our 

security analysis, we will show that this change will not reduce security while it affords us the 

advantage of diversifying the risk of the CAPTCHA being broken.  

Our modification of the matching task allows us to use interactive dynamic operations that 

are difficult to solve for robots. We designed and implemented three different interaction types in 

the tests. One of these interaction types is randomly selected for each test. A user/attacker will 

have to correctly identify matching character pairs, and also pass the interactive test in order to 

solve the CAPTCHA.  

With the addition of the new interactions, the order of users’ operations to solve our 

CAPTCHA will be as follows. Users can use the zooming facilities and the color palette to find 

four pairs of matching characters (one in the test and the other in the keyboard). To match each 

character, they will have to click and drag either of the two characters from the test or keyboard 

onto the other one. However, when a user clicks on a character to start dragging, the area 

between the test and keyboard is populated with moving elements that are either obstacles or 

targets.  When faced with obstacles, the user must prevent the mouse cursor from touching the 

moving objects in their matching attempt whereas when faced with targets they should ensure 

that the mouse cursor touches an object with a specific characteristic, e.g. a red colored circle 

                                                           
19

 The actual number of characters in the proposed CAPTCHA is randomly chosen from 5 to 7 with 6 being the 

average.  
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from a bunch of moving circles. This simple interactive game enhances the security of this 

CAPTCHA by making its successful solution dependent on intelligent mouse movements
20

. 

The three types of interactions that we designed help pose a combination of challenges to 

robot attackers. First of all, they are designed to have many random properties in terms of time, 

location, size, color, movement directions and speed. Furthermore, these interactive games are 

displayed when a user clicks on the test or keyboard, and they disappear when the user releases 

the mouse button or after a fixed amount of time. When a user clicks again, the random 

properties of the interactive game lead to the creation of an entirely new version of it. The type 

of the interactive game does not change within each instance of the CAPTCHA. 

The above properties make it complex for an attacker to process the interactive game and 

find the solution to simulate. Even if an attacker is able to find a solution, the dynamism in the 

interactive game requires careful timing and thoughtful movements of the mouse, which are 

difficult for a machine to simulate in real time. Furthermore, the machine has to solve the 

problem and simulate the solution for each character pair separately. While improving security, 

the addition of the proposed interactions did not compromise usability. Interestingly, most users 

enjoyed the game-like drag and drop operations. 

In this section, the designed interactive operations are introduced. 

3.2 Introducing each type of Drag and Drop operation 

We use three sample interactive operations that are designed and embedded in this 

CAPTCHA: 

                                                           
20

 The attacker needs to perform all steps of the attack online. This means the attacker has a limited time to process 

the images of a CAPTCHA test and pass each interactive game. It is not possible for an attacker to download the 

CAPTCHA and process it offline since every time a completely new CAPTCHA is created and interactive games 

have many random properties. 
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- Hitting a randomly-moving ball (i.e., a target-touching task), 

- Passing through rotating bars without touching them (i.e., an obstacle-avoidance 

task), 

- Passing through moving gates (i.e., an obstacle-avoidance task). 

A short introduction of these operations follows below. 

3.2.1 Hitting a randomly-moving ball 

In this interaction type, when a user clicks on the CAPTCHA, a random number of balls 

(between 3 and 6) are displayed in the empty space between the test and the keyboard areas. 

These balls move randomly and the user is prompted to touch a ball of a specific color. This 

target color is also selected randomly and is announced to the users in a box (Figure 36-a). When 

a user clicks on the display or keyboard and starts dragging, the moving balls appear and the 

other area, i.e. test or keyboard, becomes inaccessible by “barbed wire”. The “barbed wire” and 

the moving balls disappear when the user touches the target ball with the mouse pointer making 

the target area accessible for dropping the character. 

From a security viewpoint, the random selection of the balls’ color, speed, direction of 

movement, initial location, and size make it difficult for machines to track them. The existence 

of other non-target balls forces a robot to conduct a search operation rather than simply tracking 

any moving object. Machines cannot identify ball colors based on the descriptive test that 

informs users of the target ball’s color. For example, red could be any shade from the red range 

rather than RGB (255, 0, 0).   

In order to pass this interactive game, a machine has to distinguish the target object, predict 

its subsequent location by capturing a few screenshots, which is difficult given the balls’ random 

walk movement, and mimic human behavior in touching it with a mouse pointer. The machine 
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has to capture screenshots and process those more frequently, which imposes additional 

computational complexity. In addition, machines cannot circumvent this mechanism as skipping 

the task and moving the mouse pointer to the target area would create jumps in mouse 

movements that are easily detectable. 

From a usability aspect, human users can easily understand and handle this interaction type.  

3.2.2 Passing through rotating bars without touching them  

In another type of interactive operation in this CAPTCHA, the user has to successfully pass 

through two columns of rotating bars on the adjacent vertical sides of the test and keyboard. The 

other three sides of the test and keyboard are closed and the user must pass through the rotating 

bars in order to complete a match (Figure 36-b). The direction and the rotation speed of each bar 

are determined randomly, is different for each bar, and changes at any random time. The users 

have to move the mouse pointer through the dynamic gaps that are generated between the bars as 

they rotate. Our user study shows that it is easy for users to pass through the bars; users have to 

appropriately time their movement so as to avoid touching the bars. From a security viewpoint, it 

is computationally expensive for a robot to identify the pattern of changing movements, predict 

safe zones for passing through, and time a successful passage. Similar to the previous interaction 

type, clicking on the test or keyboard makes this interaction visible, releasing the mouse button 

makes it disappear, and subsequent clicks of the mouse produce new instances of the interaction 

that vary in their local features, such as the distribution of the bars, their rotational direction and 

speed.  

3.2.3 Passing through moving gates 

 In this interaction type, all four sides of the test and keyboard rectangles are closed and the 

only way to exit one and enter the other is through two moving gates, one for the keyboard and 
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one for the test. Each gate has a random size and moves vertically with a random speed that 

changes frequently. The gate stops moving at random times for a random duration which allows 

the user to pass through the gate (Figure 36-c). The size, moving time, and stopping duration of 

the gates are designed in such a way that human users have no difficulty passing through them. 

While it is easy for a user to appropriately time a successful passage, it is difficult for a machine 

to achieve this goal. The machine has to take many screenshots to know where the door stops. 

That is because everything about the gates is random. Similar to the previous two types, this 

interaction type appears and disappears by clicking and releasing the mouse button, and 

subsequent clicks create new instances of the interaction. 

 

 

 

 

 

 

a  b  c 

Figure 36: Drag and drop operations in the proposed CAPTCHA. 

a)Hitting a moving ball, b)passing through rotating bars, and c)passing through moving gates. 
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3.3 Security analysis 

In this section, we calculate the effect of adding interactive games on the security of our base 

CAPTCHA. If the net security effect is zero, these modifications will only diversify the risk of 

the CAPTCHA being broken across two challenges. However, if the net security effect is 

positive, the differential impact of adding the proposed interactions on security is of interest. For 

comparison purposes, we will refer to the base CAPTCHA with the interactive matching tasks as 

the extended CAPTCHA.  

In addition to the image processing attack, breaking the extended CAPTCHA requires 

passing the interactive matching task, i.e. drag and drop operation. 

In the extended CAPTCHA, one interaction type is randomly displayed when users click the 

CAPTCHA. We first calculate the probability of passing each of these interactive tasks by 

random guessing when these interactions are static. For the moving gates and rotating bars 

challenges, we use the ratio of the permissible passage gaps over the total length of the walls to 

determine the successful passage probability. In reality, the gaps are dynamic which further 

reduces these calculated probabilities. Due to the difficulty of calculating dynamic probabilities 

given the randomness of the dynamism, we resort to calculating the basic static probabilities: 
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The rotating bars interaction has the highest random guess solving probability because 

having several rotating bars increase the number of gaps. This interaction type can be modified 

to include a single rotating bar.  However we do our calculations with and without the current 

implementation of this interaction type.  

In order to effectively use the interactive task, there must be a limit on the number of 

attempts that a person or a machine can have. If a user fails beyond this limit, they will be 

disqualified and fail the CAPTCHA test. Data from our user study indicate that from all drag and 

drop attempts, human users never failed in 82.8% of the cases, failed once in 8.6% of the cases, 

twice in 5.4% of the cases, and three times in 3.2% of the cases. Failing four times in any 

matching task was not observed in our data. Hence, we allow a user or an algorithm a maximum 

of four times for each character to fail in the matching task. For a four-character test, this 

condition allows 16 total matching failures.  

The joint probability of solving the image processing and the interactive game challenge by 

random guess with and without the rotating bars interaction (RBI) in a CAPTCHA for a 4-

character test can be calculated as:
21
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 The process for calculating                                          
 is explained in Section  4.4. This is the 

highest probability of success in a recognition attack using the SURF algorithm assuming that the CAPTCHA image 

is perfectly segmented.  



149 

In the above calculations,      refers to the probability of successfully solving a drag and 

drop interactive task by random guessing and EV is the expected value operator. The above 

calculated probabilities show that the addition of the interactive tests reduces the probability of 

successfully breaking the extended CAPTCHA to a millionth of the success probability for the 

base CAPTCHA. However, a user might use additional image processing algorithms and spend 

more resources to solve the interactive tasks. In order to make such attempts less effective, the 

movement characteristics of the dynamic elements, such as direction, speed, and location change 

dynamically by design. Even when a machine manages to decipher the characteristics of an 

element’s motion and predict the formation of gaps, these characteristics lose their relevance as 

these parameters change. Despite these strategies, we make a more stringent comparison by 

assuming that an intelligent machine is able to process the game and narrow down the location of 

the gaps to   ⁄  of the sample space. With this assumption, we recalculate the impact of the 

interactive tasks on the probability of success for the extended CAPTCHA: 
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We compare the above probabilities with the probability of solving our original CAPTCHA 

without the added interaction types with the requirement of solving 6 characters,
22

 which is: 

                                        

 
                                           

                                      

Given the above calculations, adding the interactions and reducing the number of characters 

required to solve the CAPTCHA does not compromise security. The above calculations entirely 

ignore the random dynamism in the different elements of the interactive component. 

Nevertheless, the addition of the interactive tasks still significantly enhances the security of the 

base CAPTCHA. The high amount of random dynamics employed in the interactive component 

makes it extremely difficult for an algorithm to emulate the interactive behaviour required for 

solving the CAPTCHA.  The advantages offered by the interactive component in diversifying the 

risk of the CAPTCHA failure has immeasurable positive implications for security. In addition, 

employing interactions adds substantial computational cost for an attacker. 

In the next section, we conduct a user study to assess the CAPTCHA’s usability and also 

develop a profile of user mouse movements that can be utilized to further enhance CAPTCHA 

security. 

3.4 User study 

In this user study, one hundred people of different nationalities, ages, and education levels 

solved a single CAPTCHA. We used a sample comprised of friends and their families, university 

students and staff. We asked the users if they use the Internet regularly (expert users) or 

                                                           
22 

Similar to the calculations for                                           
 in Section  4.4. 
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infrequently (non-expert users). We collected data on the CAPTCHA’s usability and the users’ 

performance as well as their mouse movements. 

3.4.1 Usability study 

Table 15 represents the success rate of users in solving the CAPTCHA and Table 16 shows 

their average, minimum, and maximum solution time in seconds. 

Our analysis of the overall accuracy and solution times of the 4-character CAPTCHA with 

interactions and comparing them with the same metrics for the non-interactive CAPTCHA 

reported in Section  2.9.2 shows that usability has not significantly changed with the added 

interactions. 

Table 15: User success rates. 
 Total 

CAPTCHAs solved 

Percentage 

solved correctly 

Percentage 

solved incorrectly 

Percentage 

Withdrawal 

All three tasks 100 79.0% 21.0% 0% 

CAPTCHA with 

moving balls 
33 78.8% 21.2% 0% 

CAPTCHA with 

moving gates 
33 81.8% 18.2% 0% 

CAPTCHA with 

rotating bars 
34 76.5% 23.5% 0% 

 

Table 16: User solution times in seconds. 
 Mean 

Time  

Minimum 

time 

Maximum 

time 

SD 

time 

All three tasks 110 44 187 31.9 

CAPTCHA with 

moving balls 
101 44 151 25.1 

CAPTCHA with 

moving gates 
117 57 187 37.9 

CAPTCHA with 

rotating bars 
113 49 172 30.3 

 

The ANOVA test for time showed no significant difference in solution time across the three 

types of interactive operations (F(2,97)=2.29, p-value=0.11). We also divided users into two 

groups: expert and non-expert users. Expert users were mostly university students or staff who 

use the Internet regularly; and non-expert users include middle-aged male and female users who 
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were familiar with computers, but use it infrequently. Table 17 displays solution time and 

accuracy for these groups. Although average time seems to be lower for expert users, no 

significant difference was found in solution times across the two groups (F(1,98)=1.22, p-

value=0.27). This could be due to the small sample size of the non-expert group. 

 
Table 17: Solution time and accuracy of expert and non-expert users. 
 

Number 

of users 

Solution time 
Solution 

accuracy 
Mean 

Time  

SD 

time 

Overall 100 110 31.9 79.0% 

Expert 82 108 30.8 81.7% 

Non-expert 18 118 36.8 66.7% 

 

We also asked participants in the user study to answer a few questions after they solved the 

CAPTCHA. These questions and user responses are summarized in Table 18. 

Table 18: Users’ responses to the survey following the CAPTCHA. 

 
Strongly agree Agree Neutral Disagree Strongly disagree No answer 

I felt comfortable in solving this problem. 52% 37% 6% 1% 0% 4% 

The problem was hard to solve. 0% 2% 10% 44% 41% 3% 

It is difficult to learn to use this system. 0% 1% 4% 37% 56% 2% 

The color palette was helpful. 56% 17% 8% 7% 5% 1% 

 

In general, 89% of the participants felt comfortable solving this CAPTCHA. A small percentage 

of the participants felt that the problem was hard to solve (2%), or difficult to learn (1%). Taken 

together, our results indicate that security increases while perceptions of task complexity, 

solution accuracies, and solving times remain unchanged with the addition of the interactive 

games and requiring users to solve 4 characters instead of 6. The substantial increase in security 

is desirable where higher security levels are required. 

Now, we provide our synthesis of human mouse movements based on the data collected in 

the previous user study. 
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3.4.2 Differentiating humans from machines by their mouse movements 

A specific goal of this user study was to record and analyze users’ mouse movements. The 

analysis of mouse movements would allow us to find patterns in mouse movements that can help 

distinguish human users from a robot. Human users’ distinct mouse movement patterns can be 

used to identify machines or at least make attacks harder for a machine that tries to emulate 

them.  

Machines can emulate any type of mouse movement. However, such emulation puts 

additional burden on an attacking robot which makes the attack more difficult and expensive. 

Nevertheless, the inherent differences between mouse movements of a human user and those of 

an unsuspecting machine can be used to identify or flag machines as potentially non-human. In 

order to find these differences, we studied the biometrics of our user study participants’ mouse 

movements. 

Physical (e.g. fingerprints) and behavioral (e.g. keystrokes) biometrics have become popular 

tools to enhance security in applications such as user authentication and intrusion detection. 

Behavioral biometrics data can be readily collected using standard input devices, such as mouse 

and keyboard and can be effectively used to enhance our CAPTCHA’s security as well. Mouse 

dynamics refer to the features of a human user’s mouse movements. Collecting mouse dynamics 

data would allow dynamic and passive user monitoring without their cooperation [142].  

Researchers have mostly studied mouse dynamics biometrics in the context of user 

identification [142-144]. In these applications, features from a person’s mouse movements are 

extracted to create a dynamic signature for that user. According to [145], a mouse action can be 

classified as either a  “movement” or a “silence”. A mouse movement has features such as type, 

direction, time, travelled distance, speed, and acceleration of the movement [143]. A silence can 
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be described by its duration. After profiling a user’s entire mouse actions using the mentioned 

parameters, the mouse dynamics signature of a user can be created by extracting features from 

the mouse movement data. This signature can later be used to identify a specific user with a 

neural network.  

In contrast to the above line of research, our goal is to utilize the similarities and shared 

characteristics of human users’ mouse movements rather than their dissimilarities. To the best of 

our knowledge, there is little work that attempts to find common properties between human user 

signatures. Akif Nazar [142] is an exception that studied several of the above factors in an 

attempt to create a synthetic mouse action generator that can produce mouse movement data 

similar to a human. Patterns he found in mouse movements of human users include the 

following: 

- There should be at least one action in each direction, 

- There should be at least one action for each action type, 

- Distances have to be within screen resolution, 

- Single movement times cannot be greater than 7 seconds, 

- The average speed in each direction has to be in a certain range, 

- The average speed for each action type has to be within a certain range. 

In this work, we studied additional movement features in addition to some features that are 

specific to our CAPTCHA. For analysis purposes, we defined specific actions and features for 

mouse movements. While these features vary from one human user to another, they exhibit 

characteristics that are common across different users. The empirical distribution of some of 

these features allows us to identify anomalies and extreme values which could result from 

automated handling of the mouse. A caveat is that our findings would not be as effective for a 

machine that knows the distribution of these parameters and emulates a “human-like” mouse 

movement. 
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In order to find common mouse movement patterns in our user study, we defined different 

types of actions. 

Definition of actions 

Silence: ‘Silence’ is defined as the time spent by the user performing no mouse actions.  

Short silence: Any silence that lasts less than 120 milliseconds.  

Pause: We define ‘pause’ as a long silence that is approximately one standard deviation longer 

than the average silence. Hence, we define a pause as a silence that is longer than 500 

milliseconds.  

Movement: We define a ‘movement’ as a mouse movement between two pauses, a pause and an 

action (click, drag-start, drop, touching a barrier, etc.); or between two such actions. In order to 

reduce noise, movements shorter than 100 pixels are not considered a movement. 

Short movement: A ‘short movement’ is a movement between two pauses with route length 

shorter than 100 pixels. 

Matching movement: A ‘matching movement’ is a mouse movement that starts when a user starts 

dragging the first item of the match; and finishes when the user drops it on the second item of the 

match. 

Route length: Total length of a movement route. 

Direct distance: The direct distance between two points, which can differ from route length. 

We extracted a long list of features for mouse actions. However, not all of them could be 

effectively used to identify users from machines. Hence, we mainly report features that can be 

used for identifying non-human users. A detailed list of the extracted features and their 

distributional properties as well as their potential usefulness in identifying machines is provided 

in the Appendix. 
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Summary of findings on human mouse movements 

Our analysis of human users’ mouse movement data reveals the distributional properties and 

some patterns that can be used to identify machines. Table 19 summarizes the distributional 

properties of several features that have been introduced in the Appendix. Different criteria can be 

employed to use these data for identifying non-human users. For example, if the values of a 

given number of these features for a CAPTCHA solver fall beyond specific thresholds and are 

considered to be non-representative of human users, the  user can be flagged as potentially non-

human. In some cases, the value of even one of these variables can readily identify a machine. 

For example, no human user shows a direct distance to route length ratio equal to 100%. If such 

perfect movements are observed for a user, it is very likely that the user is a machine, as human 

mouse movements exhibit imperfection and imprecision. 

 

Table 19: Features extracted form users’ mouse movement data. 
Behavioral factor Median Min Max SD 

Number of short movements in a test 14 3 34 6.85 

Overall mouse movement speed 313.57 24 3332 398.04 

Length of pauses (ms) 960 504 4920 906.68 

Number of pauses 23 4 60 12.36 

Number of short silences during movements 2.6 0.6 9.2 1.41 

Time length of short silences during movements (ms) 72.5 35.3 119.3 17.78 

Number of direction changes in a movement 6.5 2 16 2.54 

Direct distance to route length ratio of a movement 56.47 7.83 99.78 27.91 

Average speed per movement direction 

R 513.58 50.23 1447.8 414.88 

RU 459.99 36.03 1475.12 398.10 

U 323.34 112.99 1749.87 443.51 

LU 370.21 70.81 2862.96 825.78 

L 409.81 40.7 2915.17 712.83 

LD 250.42 56.49 942.53 218.57 

D 318.47 92.81 1020.97 239.86 

RD 293.63 79.86 1725.11 442.57 

 

Our results provide the following specific findings which can be used to flag unsuspecting 

machines: 
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 The lack of short movements or consistently exhibiting less than 5 short movements (i.e. 

one SD from the mean),  

 Consistently exhibiting high mouse movement speeds, 

 Similar directional speeds in the 8 specified directions, 

 Exhibiting  few/no pauses, 

 Exhibiting no long pauses, 

 Exhibiting no short silences or an extremely low number of short silences, e.g., short 

silences below 35 milliseconds, 

 Exhibiting a value of 100% or consistently exhibiting high values for the “Direct distance 

to route length ratio”, e.g. values above 97.5, 

 Lack of direction changes in a movement. 

The following general insights were also derived from the analysis of the data: 

- Human mouse movements are not very precise and straight. Human users make many 

unnecessary movements and direction changes while moving the mouse.  

- Users have silence periods during their mouse movements. These silence periods include 

long silences (we call them pauses), and short silences.  

- Users’ movement speed is range-bound.  

- Human users do not exhibit jumps in their mouse movements.  

The above findings provide some insights that can be used to identify unsuspecting 

machines. However, a smart computer program is still able to emulate the above mouse dynamic 

patterns. Therefore, the least advantage of using mouse actions to flag non-human users is that 

adopting such a technique increases the computational complexity for an attacking program. In 

addition, emulating human-like behavior takes time which eliminates a machine’s ability to 

conduct tasks at incredibly high speeds. A machine that is forced to exhibit time-consuming 

imperfect human behaviour is denied its main advantage in exploiting resources, i.e. speed. 
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3.5 Conclusion 

In this section, we explained the conversion of our proposed CAPTCHA from a one-problem 

to a multi-problem test. This strategy improves the security by diversifying the risk of 

CAPTCHA being broken and forces an attacking program to have the capability to solve an 

interactive problem with a totally different nature. Our security analysis shows that addition of 

the proposed interactions as well as reducing the number of characters required to match does 

not compromise security. Furthermore, a user study shows that the net effect of the proposed 

modification and a reduction in the number of matches required for solution does not 

compromise the usability of the proposed CAPTCHA as well. The second problem added to this 

CAPTCHA is a simple interactive game that is intuitive and comfortable for human users
23

 

[108], yet hard for computer programs to solve. 

We also used our user study to extract distributional characteristics of several features of 

human mouse movements. These characteristics can be used to flag potential non-human solvers 

when they exhibit extreme characteristics on any or all of the described features. Such 

considerations can help flag less-smart algorithms as non-human or further increase the 

computational cost for smarter algorithms which attempt to emulate human behaviour. In 

addition, employing a mouse movement analysis mechanism removes machines’ main advantage 

over human users which is speed. 

  

                                                           
23

 Many users mentioned in their comments that they would prefer such game-like CAPTCHAs to many existing 

text-based CAPTCHAs that include distorted text.  
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Chapter 4 Security Analysis of the Proposed CAPTCHA 

4.1 Introduction 

In  Chapter 3, we analyzed the implications of adding a second challenge to our proposed 

CAPTCHA for security and usability. However, resistance to image processing attacks is an 

essential requirement of a CAPTCHA system. Hence, in this chapter, we explore our base 

CAPTCHA’s security without the second challenge against image processing attacks. In the first 

section, we introduce different preprocessing, segmentation, and recognition attacks on existing 

CAPTCHAs (in general and as a part of attacks against other CAPTCHAs) and discuss their 

chance of success in attacks against the proposed CAPTCHA. Subsequently, security 

considerations of the proposed CAPTCHA are described; and we conclude this chapter with 

testing the proposed CAPTCHA’s robustness and resistance against two segmentation and 

recognition attacks. 

4.2 Attacks on existing CAPTCHA schemes 

Most attacks on CAPTCHAs are composed of three steps: pre-processing, segmentation, and 

recognition. These steps are discussed in more detail in Section  1.3.1 and are summarized in 

Table 20, Table 21, and Table 22, respectively. Table 23 summarizes specific attacks on existing 

CAPTCHAs that have employed different combinations of the pre-processing, segmentation, and 

recognition attacks. In addition, in the rightmost column of all these tables, we briefly explain the 

reasons why our proposed CAPTCHA might be resistant against each attack.  
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Table 20: Pre-processing attacks on existing CAPTCHAs. 

Pre-processing 

attack 
Description/Details/Examples 

Examples of 

vulnerable 

CAPTCHAs 

Why our CAPTCHA is 

resistant against  this 

attack 

Noise removal based on the 

color difference between 

the noise and targets. 

Using foreground/background color difference to 

remove noise [70]. 

CAPTCHAse

rvice.org [70] 

In the proposed CAPTCHA, 

noise components have the 

same color as characters. 

Noise removal based on the 

difference between the size, 

shape, or location of the 

noise and those of the 

targets. 

Identifying connected components as noise based 

on their different size (e.g. with a smaller pixel 

count), shape (line-shaped), and location (e.g. 

closer to boundaries) [69, 75]. 

MSN 

CAPTCHA 

[69] 

In the proposed CAPTCHA, 

noise does not have one 

specific shape. There are also 

noise elements with features 

similar to target objects. 

Using morphological image processing [71-73] 

(e.g. erosion, dilation, opening, closing) to 

remove noise. 

Yahoo! 

version2 [72] 

Using vertical and horizontal histograms [79] 

to remove arcs; knowing that they have specific 

size or location. 

MSN 

CAPTCHA 

[79] 

Using neural networks to distinguish noise with 

a specific shape [74]. 

reCAPTCHA 

[10] 

Noise removal based on 

different moving patterns of 

noise and targets in 

animated CAPTCHAs. 

E.g. using the difference between the length of 

display period of noise components and that of 

target objects  [75] to remove noise. 

HelloCAPTC

HA [75] 

This technique does not 

apply to our CAPTCHA as 

noise and target elements are 

static. 

 

Table 21: Segmentation attacks on existing CAPTCHAs. 

Segmentation 

attack 
Description/Details/Examples 

Examples of 

vulnerable 

CAPTCHAs 

Why our CAPTCHA is resistant against  

this attack 

Segmentation 

based on the 

location of target 

objects (knowing 

that the direction is 

horizontal). 

Color filling segmentation [69]: Using 

flood-filling of connected components 

in the image by different colors to detect 

every connected component in the 

image.  

Microsoft 

CAPTCHA 

[69] 

In the proposed CAPTCHA, there are many 

connected components, finding all connected 

components cannot help. 

Simple segmentation [69]: Dividing the 

image into parts of the same width to 

segment the characters, knowing that 

characters are arranged horizontally and 

have the same width. 

Microsoft 

CAPTCHA 

[69] 

In the proposed CAPTCHA, the location of 

the characters is completely random. 

Vertical segmentation [69, 73, 77]: Using 

a vertical histogram to segment the 

objects. 

Microsoft 

CAPTCHA 

[69] 

In the proposed CAPTCHA, the characters are 

not located horizontally. 

Projection [78] Using horizontal 

projection to detect the first and last 

character.  

Yahoo! [78] In the proposed CAPTCHA, the large input 

space makes this attack ineffective as the 

projection of many characters might become 

similar. 

Vertical slicing [70]: Traversing pixels 

from top to bottom and from left to right 

to find vertical slicing lines in 

CAPTCHAs whose objects do not 

overlap horizontally. 

CAPTCHAser

vice.org[70]   

In our CAPTCHA, characters are not arranged 

horizontally; they are distributed randomly in 

the area. In addition, our use of multiple colors 

makes this CAPTCHA ineffective. 

Snake segmentation [70]: Using lines to 

separate objects of a test that may 

overlap. The lines are programmed to 

move such as snakes trying not to 

collide with the objects. 

CAPTCHAser

vice.org[70]   

This method is not applicable to our 

CAPTCHA because of the use of colors and 

background noise that has the same color as 

the characters. 

Middle-axis point separation [79]: 

Drawing segmentation lines between 

Yahoo! [79] In the proposed CAPTCHA, the characters are 

not arranged horizontally. 
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objects by connecting points that are 

horizontally located in the center of two 

disconnected black foreground pixels. 
Drawing splitter lines parallel to the angle 

of the test image (when test image is 

skewed) [80].  

Teabag 3D 

[80] 

The proposed CAPTCHA does not contain 

skewed characters. 

Segmentation 

based on the 

features of target 

objects. 

Loop detection [78]: Identifying the 

location of characters with the help of 

the relative positioning of detected loops 

(e.g. in ‘8’ or ‘p’).  

Yahoo! [78] In the proposed CAPTCHA, the large input 

space makes this attack ineffective. 

Edge detection [81]: Detecting 

boundaries (sharp intensity changes in 

the image) of objects and segment them. 

Imagination 

[35] 

In the proposed CAPTCHA, the presence of a 

complex background inhibits the effectiveness 

of an edge detection algorithm because edge 

detection algorithm detects the edges of 

background noise as well as the edges of 

target objects. Moreover, because of the 

existence of color gradients, sometimes there 

is no boundary between a character and its 

surrounding background. 

Interest points density evaluation [82]: 

Using the difference between the density 

of interest points of (detected by SIFT) 

noise components and that of targets to 

segment them. 

 

NuCAPTCHA 

[82] 

The proposed CAPTCHA includes noise 

components that have features similar to 

characters. Hence, the density of interest 

points that the SIFT algorithm finds in the 

characters is not always more than those in 

noise components. 

Segmentation 

based on color 

information. 

Extracting the characters by their colors 
[75]: Segmenting characters by their 

colors if they have distinct colors. 

HelloCAPTCH

A [75] 

In the proposed CAPTCHA, each character 

has a distinct color from other characters; 

however, this color also exists in the 

background.  

Thresholding [83]: Adjusting threshold 

values to segment different colors in the 

test image or to segment foreground 

from the background.  

Gimpy-r [83] Color gradients existing in the proposed 

CAPTCHA would split a character or merge 

background noise and characters if this 

algorithm were used. 

Segmentation 

based on “motion” 

information. 

Using motion tracking (optical flow) to 

segment objects [82]: Tracking frames 

of an animation and finding groups of 

points that move together to find target 

objects.  

NuCAPTCHA 

[82] 

In our proposed CAPTCHA, characters do not 

move. 

Using pixel delay map to extract the 

targets [75, 84]: Using the difference 

between length of motion/stop period of 

target objects and that of noise to 

segment them.  

Animierte 

CAPTCHA 

[84] 

In our proposed CAPTCHA, characters do not 

move. 

Using a catching line to extract the 

characters [75]: Using a horizontal line 

located below the upper image boundary 

to catch the whole image of jumping 

characters. 

AmourAngels 

[84] 

In our proposed CAPTCHA, characters do not 

move. 

Extracting the characters by frame 

selection [75]: Selecting best frames of 

an animation, where characters do not 

overlap, for segmentation. 

HelloCAPTCH

A [75] 

In our proposed CAPTCHA, characters do not 

move. 
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Table 22: Recognition attacks on existing CAPTCHAs. 

Recognition 

attack 
Description/Details/Examples 

Examples of 

vulnerable 

CAPTCHAs 

Why our CAPTCHA is resistant 

against  this attack 

Machine learning 

object recognition 

methods. 

Using OCR [75] for character recognition. HelloCAPT

CHA [75] 

There is no effective OCR for the whole 

Unicode space so far. For example, there 

is still a need for more effective OCRs for 

Indian scripts [146, 147], Arabic [148] 

and Bangla [149]. 

Using classifiers [73, 81, 86] to recognize 

objects based on their features.  

 ArtiFacial 

[81] 
The existence of homoglyphs, character 

parts as background noise, stretching one 

of the characters of a matching pair; and, 

having semi-similar curved noise 

components confuses feature-based 

algorithms. 

Using Context shape matching to recognize 

characters [87]: Describing each object by a set 

of context shape vectors; and matching objects 

by comparing context shape vectors of an 

object with those of known templates. 

EZ-Gimpy 

[87] 

Pixel-count attack 

[70]. 

Pixel-count attack [70]: Exploiting the 

distinction between pixel counts of different 

characters to recognize them. 

CAPTCHAs

ervice.org 

[70] 

The input space of the proposed 

CAPTCHA is Unicode with a large 

number of characters, many of which can 

have the same pixel counts. Moreover, in 

the proposed CAPTCHA the size of the 

characters vary randomly from one test to 

another which changes their pixel count. 

Dictionary attack 

[70]. 

Dictionary attack [70]: Knowing that a 

CAPTCHA is based on a specific dictionary, 

e.g. English words, Using that dictionary to 

break the CAPTCHA. 

CAPTCHAs

ervice.org 

[70] 

The proposed CAPTCHA does not 

contain words. 

Database attack. Database attacks [34]: Gaining access to the 

whole database of a CAPTCHA by solving 

enough challenges. 

EZ-Gimpy 

[88] 

In the proposed CAPTCHA system, the 

number of challenges is not limited. The 

tests are created from a random 

combination of Unicode characters. 

 

Table 23: Attacks on existing CAPTCHAs. 

Attacked CAPTCHA Attack details 
Why this attack fails on the proposed 

CAPTCHA 

 

EZ-Gimpy [87] 

 Context shape matching to recognize each character and 

estimate its location in the image, 

 Extracting the possible words based on recognized 

letters and their location, 

 Choosing the most likely word by evaluating a 

matching score for each of these words. 

- This attack is based on knowing that the 

CAPTCHA contains English words; but 

the proposed CAPTCHA does not 

contain words. 

 

Gimpy [87] 
 Holistic word recognition using context shape 

matching. 

- The proposed CAPTCHA does not 

contain English words. 

 

 

Gimpy, Yahoo!, 

MailBlocks, etc. [72] 

 Morphological operations to remove background grid 

and noise, 

 Segmenting connected components. 

- The proposed CAPTCHA includes noise 

with the same features as the target 

objects. 

 

 

Gimpy-r [88] 

 Background removal (based on the difference between 

the color of  foreground and background), 

 Word template matching (by collecting the whole set of 

input images). 

- It is not possible to collect all of the 

images of the proposed CAPTCHA, 

- Characters are positioned randomly, 

- Background color is not different from 

foreground color. 

 Microsoft 

CAPTCHA [69] 

 Vertical segmentation and color filling segmentation, 

 Arc removal, 

 Locating connected characters (after segmentation, if 

there still exists any chunk with more than one 

character, use simple segmentation to segment the 

chunk). 

 

- The characters are positioned randomly, 

- There are many character-shape and 

character-size noise components in the 

image which are distributed all over the 

image. 
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CAPTCHAservice.or

g [70] 

 Vertical slicing segmentation, 

 Pixel-count + dictionary attack. 

- Characters may be collinear (i.e., lie on 

the same vertical or horizontal line), 

- Each character does not have a specific 

pixel count to differentiate it from the 

other characters. 

 

BotCheck [70] and 

HumanVerify  [70] 

 Preprocessing (background and noise removal), 

 Vertical histogram, 

 Pixel count attack. 

- Characters may be collinear (i.e., lie on 

the same vertical or horizontal line), 

- Each character does not have a specific 

pixel count to differentiate it from the 

other chars. 

 

CAPTCHAservice.or

g [70] 

 Snake segmentation, 

 Pixel-count + Geometric analysis. 

- The existence of background noise with 

the same color as the foreground, 

- Each character does not have a specific 

pixel count to differentiate it from the 

other chars, 

- The input space is Unicode with a large 

number of characters with different 

geometric features. 

GeCAPTCHA [71] 

 morphological image processing, 

 K-means color segmentation, 

 Cross-correlation or structural similarity (SSIM) for 

pattern recognition.  

- It will be shown that K-means does not 

work well on our CAPTCHA because of 

the color gradients, 

- This CAPTCHA includes noise 

components with the same features as 

the target objects in terms of size, color, 

etc.  

MegaUpload [150] 

 Segmentation attack: locating black components, 

locating white components; and, merging shared white 

components to both of the left and right characters to 

form complete characters.  

- The input space of the proposed 

CAPTCHA is larger, 

- The type and color of the noise in the 

proposed CAPTCHA is different. 

 

 CAPTCHAs with 

line cluttering [79] 

 Removing arcs using a histogram,  

 Axis-middle point segmentation. 

- Both characters and noise components 

are located randomly all over the image. 

 

3rd generation 

reCAPTCHA [74] 

 Feature-based classification to remove elliptic noise, 

 Holistic shape context word recognition. 

- The proposed CAPTCHA does not 

contain elliptic noise, 

- It does not contain words. 

reCAPTCHA [73] 

 Pre-processing: morphological image processing (after 

estimating the orientation of the word), 

 Heuristic segmentation: using morphological analysis of 

characters to group them to certain categories 

(characters with circles, thin characters, etc.), detecting 

circles (big closed areas) and finding “characters with 

circles”, then using a proposed version of vertical 

segmentation (called three-color bar character 

encoding) to segment the characters,  

 Recognition: SVM (Support Vector Machine) neural 

network. 

- This method is based on the shape of 

English letters and characters’ horizontal 

location, which does not apply to our 

CAPTCHA. 

 

Yahoo! [78] 

 Using specific features of Yahoo! CAPTCHA (all 

characters are located at a guide line and have a cosine 

curve shape) to segment the characters using projection, 

loop detection, and even cut, 

 OCR for recognition. 

- In the proposed CAPTCHA, the 

characters are randomly positioned, 

- Most Unicode characters cannot be 

recognized by projection or loop 

detection. 

 CAPTCHAs with 

connected or 

disconnected 

characters [77] 

 Using projection (vertical histogram) with a dynamic 

threshold to segment a CAPTCHA image to a few 

chunks, 

 Using snakes to find the connections between characters 

and remove them. 

- The random positioning of characters 

makes vertical segmentation and snake 

segmentation methods ineffective. 

 

Teabag [80] 

 Pre-processing: detecting side surface and front surface 

of characters (the larger boxes and the black areas of the 

image respectively) and filling the space between the 

side and front surface of each character, 

 Segmentation: vertical projection and drawing splitter 

- This attack is highly dependent on the 

shape of English characters, the 

horizontal positioning of the characters, 

and features of this specific CAPTCHA. 
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lines parallel to the angle of the test image or to the side 

surface of the characters, 

 Post-processing: connecting the side and front sides of 

each character together, re-skewing, resizing, and 

refining, 

 Character recognition: OCR. 

  

Asirra [86] 
 Using support vector machine classifier to classify dog 

and cat images based on their color and texture features. 

- Objects in the proposed CAPTCHA 

need to be segmented before recognition 

(while in Asirra they are already 

segmented and only require a 

recognition attack), 

- Color and texture features are not useful 

in the recognition of objects in the 

proposed CAPTCHA. 

Imagination [81] 

 Edge detection to find the center of just one of the 

objects in the picture (only one is required), 

 Random guess to select the name of that object from a 

short list of names. 

 

- Imagination needs solving just one out 

of N objects; this is a weakness which 

does not exist in the proposed 

CAPTCHA, 

- In the proposed CAPTCHA, objects do 

not have distinguishable frames to be 

detected by edge detection algorithms. 

ArtiFacial [81] 
 A Feature-based machine learning method (to detect a 

real, complete face in the image which contains six 

facial corner points). 

- Our CAPTCHA does not consist of a 

specific item with particular features. 

 NuCAPTCHA [82] 

 Using bounding box and interest point density 

evaluation to segment test characters from the textual 

background noise, 

 Motion tracking (optical flow) to segment characters. 

- The existence of homoglyphs, deforming 

one of the characters of each matching 

pair, and similar, curved noise 

components cause problems for this 

strategy, 

- Motion tracking to segment the 

characters does not help because 

characters in our CAPTCHA do not 

move. 

 HelloCAPTCHA 

[75] 

 Preprocessing using the distinction between the color of 

the foreground and background, 

 Segmentation by pixel delay map, catching line, color 

selection, or frame selection,  

 Character recognition using OCR. 

- The characters in the proposed 

CAPTCHA do not move, 

- The characters’ colors also exist in the 

background, 

- No effective OCR recognizes all 

Unicode characters [146-149]. 

 

In the next section we discuss the security considerations that guided the design of our 

proposed CAPTCHA in detail. 

 

4.3 Security considerations in the proposed CAPTCHA 

We employ several security considerations to make the proposed CAPTCHA resistant 

against different types of attacks. These considerations include: 
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Recognition attack considerations: 

- A large input space of Unicode characters makes pattern recognition algorithms less 

useful, 

- Including character segments as noise in tests, and slight unidirectional stretching of one 

of the characters of a matching pair to change its aspect ratio, which confuses pattern 

matching algorithms, 

- Including homoglyphs in the keyboard, which confuses pattern matching algorithms, 

- Including randomly-created curved noise components in the test and keyboard that 

confuses pattern matching algorithms.  

Segmentation attack considerations: 

- Coloring the characters and background noise with color gradients makes it difficult for 

an attacker to segment the image using a color histogram, 

General security considerations:  

- Using a substantial amount of randomness in tests (the location and size of the characters, 

background noise, and interaction components) makes it more computationally complex 

for a machine to solve the tests. 

- Requiring human interactions makes attacks more expensive by forcing machines to 

emulate human actions. 

- Modifying the CAPTCHA’s matching task to include a second interactivity problem can 

help diversify the CAPTCHA’s breaking risk across two complex problems.  

- Recording and comparing users’ mouse movement data against the distributional features 

of human mouse movement data forces a machine to emulate human-like mouse 

behaviour in order not to be recognized as an attacker. Such a provision increases the 

computational complexity for an attacker.   

We will further explore these security considerations in the following sections. 

4.3.1 Recognition attack considerations 

Strategies employed to make this CAPTCHA resistant against recognition attacks include:  
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Including character segments in the keyboard and slight uni-directional stretching of one of the 

characters of a matching pair: 

For many feature-based algorithms, such as SIFT [151], matching is more difficult if any 

change happens in the object’s internal geometry. These algorithms operate best when the 

relative positions between the points of the object, which are being matched, do not change from 

one image to another. Cross-correlation-based algorithms are also vulnerable to changes in 

relative dimensions or aspect ratio. In order to take advantage of this vulnerability, we stretched 

one of the characters of each matching pair randomly in the vertical or horizontal direction. This 

strategy will change the internal geometry of the shape and will confuse pattern matching 

algorithms. The user study shows that this strategy does not affect the usability of the 

CAPTCHA. To further make the CAPTCHA resistant against feature-based algorithms, we 

included one random part of each test character as noise in the keyboard. We assess the effect of 

these considerations using  SURF (Speeded-Up Robust Features)  [152], which is a robust local 

feature detector used in computer vision tasks such as object recognition (see Section  5.3 for a 

detailed review). 

Figure 37 shows the result of applying SURF on a test with no additional security 

considerations. The probability of correctly matching the character by machine is: 
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Figure 38 shows the results when the match is slightly stretched and a half-character noise is 

included. In Figure 38, the algorithm has found 69 point matches and 39 symbol matches from 

which, only one is the correct answer; which means: 
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http://en.wikipedia.org/wiki/Computer_vision
http://en.wikipedia.org/wiki/Object_recognition
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Another point in this figure is that the algorithm has found more matching points between 

the test character and its segment than it did between the character and its deformed match in the 

keyboard. Hence, if the algorithm were to choose the best matching symbols based on the 

number of their matching points, it would select the character segment as a better match – which 

would be a wrong answer. 

 
Figure 37: SURF applied to a sample test with no additional noise. 

 

 
 Figure 38: SURF applied to a test with added character segment and a slightly stretched character match. The 

character is incorrectly matched with its segment. 
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Including homoglyphs in the keyboard 

Including homoglyphs in tests will confuse pattern matching algorithms as well. Figure 39 

represents the result of applying SURF on a test that contains homoglyphs. In this figure, there 

are many false positives and the ratios of the correct matches to the total number of matches are:  
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As demonstrated in Figure 39, the algorithm is unable to distinguish between a character’s 

real match and its homoglyphs. Disregarding the strongly matched noise in this example, if the 

algorithm were to choose the best matching symbol based on the number of their matching 

points, it would choose the wrong match. 

 
Figure 39: The effect of including homoglyphs in a test on the accuracy of SURF. 

 

 Including randomly-created curved noise components 

Since most characters contain curves, including curved components in the background will 

confuse computer programs trying to break this CAPTCHA. Figure 40 represents an example. 

The advantage of these curved noise components is that they are created algorithmically; we 
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create a few semi-similar noise components, which vary in only one or two parameters, then 

include some of them in the test and some in the keyboard. The partial similarity between these 

noise components confuses pattern matching algorithms. In addition, if no matching characters 

exist in a segmented monochromatic image as is the case in Figure 40, an attacking algorithm 

might select a pair of curved noise components as a match. 

In this figure, there are 65 point matches and 39 symbol matches. Evidently, all of the 

matches are wrong which means that the ratio of false point/symbol matches to the total number 

of point/symbol matches equals to 1. 

 
Figure 40: SURF applied to a test containing curved noise components. 

 

As a test of the combined effect of the above considerations, we implemented all these 

considerations in a test and applied the SURF and cross-correlation algorithms to them. The 

results of this exercise are displayed in Figure 41 and Figure 42, respectively.  

As demonstrated in these figures, both algorithms find many false positive matches when 

these security considerations are implemented. Figure 41 represents a monochromatic image that 
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contains a character in the test area and its match in the keyboard. The keyboard also contains 

noise components including the test character’s homoglyphs, and a random piece of the test 

character as noise. After applying SURF on this image, the ratios of true matches to the total 

number of matches are: 
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Figure 41: SURF applied to a monochrome image of the proposed CAPTCHA. 

This image includes homoglyphs, stretched character match, a character segment as noise, and curved semi-similar 

noise components. SURF failed to find the match. 

 

In Figure 42, a normalized cross correlation algorithm is applied to the same image, and 

matches with correlation coefficient of more than 0.7 are displayed. In this figure, the algorithm 

found 13 incorrect matches and it did not find the correct match: 

                           

                         
 

 

  
   . 
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The above examples illustrate how our security considerations might affect the performance 

of recognition attacks. We will explore this issue further in our security analysis.  

 

 

Figure 42: Cross correlation applied to a monochrome image of the proposed CAPTCHA. 

This image includes homoglyphs, stretched character match, a character segment as noise, and curved semi-similar 

noise components. The cross-correlation algorithm failed to find the match. 

 

 

4.3.2 Segmentation attack considerations 

Coloring the characters and background noise with color gradients 

Coloring characters and background noise with color gradients can cause problems for 

segmentation algorithms that use a color histogram to segment the colors. For example, when the 

background of a character shares some shades of the colors used in the character’s gradient, these 

same-color segments will merge in a monochromatic image which leads to the unification of 

character segments and noise segments. As another example, when a character is comprised of 

multiple segments, these segments could appear in different monochromatic images after 

segmentation as a result of the color gradient. These effects are demonstrated in Section  4.4.1.  
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4.3.3 General security considerations 

Using a substantial amount of randomness in tests 

If the characters have a fixed size, location, or color, it would be easier for an attacker to 

segment the image or solve the test by random guessing. The randomness of the character and 

noise location, size, and color as well as and size, movement direction, and speed of interactive 

components make the test more computationally complex for an attacker. 

Requiring human interaction  

In order to solve the CAPTCHA, the machine not only needs to identify the right character 

matches, but it also needs to interact with the computer via mouse actions to complete each 

matching task. This task is easier for human users than it is for computer programs.  

In the next section, we test the proposed CAPTCHA’s resistance against image processing 

attacks. 

4.4 The proposed CAPTCHA’s resistance against segmentation and recognition attacks 

The simplest possible attack on our proposed CAPTCHA
24

 is a random guessing attack in 

which random points on the test and keyboard are clicked. The probability of successfully 

matching the characters using this attack can be calculated from: 

 

                        
        

  
       Equation 5 

In this equation, m is the number of test characters, n is the number of keyboard characters, 

each test character takes up on average r% of the test area, and each keyboard character on 

average covers a small square whose side length equals s% of the keyboard’s length. For m=4, 

n=27, r=0.23 and s=0.11, the probability of success by a blind attack equals 9.6e-18. 

                                                           
24

 “The proposed CAPTCHA” or “our CAPTCHA” in this section refer to our base CAPTCHA without the second 

interactive game challenge and without mouse movement tracking. 
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Evidently, an attacker would develop more intelligent algorithms using image processing 

techniques to improve its probability of success. An image processing attack on most current 

CAPTCHAs can be summarized in two steps: 1) segmentation of the image and 2) recognition of 

each object. In addition, solving our CAPTCHA requires the attacker to emulate human mouse 

clicks in order to match identified pairs. 

In the next subsections, we describe two segmentation and two recognition attacks on our 

CAPTCHA and assess their ability to solve it. 

4.4.1 Segmentation attack 

To perform segmentation, an attacker might either use the color palette or an image 

processing algorithm. Segmenting by image processing algorithms is more complex in the 

presence of color gradients. Using color gradients makes it likely that a shade of one color 

becomes very similar to the shade of another color (Figure 43). Hence if a machine uses 

segmentation by a color histogram, it might consider two different colors as one, or parts of noise 

components or characters from one color might end up in the monochromatic image of another 

color. Color gradients do not pose any difficulty for human users and they even facilitate 

character recognition for them. Since the same gradient is applied to the parts of a character, 

human users can more easily identify the entire shape of the character by following the parallel 

color patterns of the gradient on a single character. For example, in Figure 43, the same gradient 

pattern can be observed on the lower and upper arcs of the circular segment of the character. 

 
Figure 43: Gradients of a color in background noise become similar to a character’s color. 

 



174 

We used a color histogram method and k-means clustering to segment images of this 

CAPTCHA. An elaboration of these procedures follows. 

Segmentation attack 1: Using a color histogram to segment the colors  

Histogram-based methods are one of the most efficient image segmentation methods. In this 

method, a histogram of the colors in the image is produced, and the peaks of the histogram are 

used to identify the main colors and segment the image.  

We captured a screenshot of the CAPTCHA, converted it into an HSB image, and produced 

the histogram of the H component. Figure 45 represents the histogram of the sample CAPTCHA 

in Figure 44. The peaks of this histogram identify the colors with the highest presence in this 

CAPTCHA.  

Next, we segmented the image into n colors, with n being the number of peaks of the 

histogram. Each pixel p with color C(p) in the image is included in the monochromatic image of 

color i, if |C(p)-i| is smaller than a threshold. Figure 46 shows a monochromatic image resulting 

from this algorithm.  

 
Figure 44: The proposed CAPTCHA. 
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Figure 45: Histogram of the H component of the CAPTCHA image in Figure 44. 

 

Our observations indicate that in many cases, some of the peaks (even the highest peaks) 

produced by the color histogram do not represent the base colors used to create the color 

gradients in the CAPTCHA. Instead, these peaks represent random shades of those base colors. 

Hence, an attacker cannot successfully color-segment the CAPTCHA using the peaks of the 

histogram since this would lead to the omission of some character segments. Furthermore, 

increasing the segmentation threshold to include more shades than the mere peak color would 

increase the amount of noise in the CAPTCHA. In this latter scenario, some parts of characters 

and their similar-color background noise can merge together in a monochromatic image, making 

it difficult for the machine to differentiate the character from the noise behind it. An instance of 

this problem can be seen in Figure 46. Based on the above arguments, color segmentation might 

not lead to reliable and effective separation of target characters from noise elements. 
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Figure 46: An example of a monochromatic image produced by color histogram.  

In this image there is a matching pair which is connected to its surrounding similar-color background noise and was 

not detected by the recognition algorithm. 

 

Segmentation attack 2: Using k-means to segment the image to its colors 

We also used k-means clustering to segment images into their colors. Sample results of 

applying k-means to our CAPTCHA images are shown in Figure 47. As this figure shows, the 

segmented output created by k-means suffers from the same issues that plagued the color 

histogram method. Gradients may cause some problems for the attack algorithm including: 

- Characters and their match might be segmented into two different monochromatic 

images, 

- Characters might merge with background noise with similar color (Figure 46), 

- Characters might be divided into a few pieces of different colors (Figure 47), 

The above problems make k-means clustering ineffective in successfully separating 

characters from background noise by causing the following situations for the attack algorithm: 

- The character cannot be matched because the character and its match do not exist in the 

same image, 

- The character is deformed and cannot be matched because it is segmented into multiple 

pieces with different colors so that the whole character does not exist in any single 

monochromatic image. Although in Figure 47 the character is segmented into only two 
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colors and parts of the character appearing in the monochromatic images of each of  the 

two colors still have some features of the original character, in many cases the character 

is segmented into more than two colors and the resulting character parts might not have 

any similarity to the original character at all, 

- The character is deformed because it is connected to the background noise and it cannot 

be matched. 

 
Figure 47: An image segmented by k-means clustering algorithm. 

Some parts of the matching character are segmented in monochromatic image of color a; and some other parts in 

color b. 



178 

Eventually, the attack algorithm will have to solve these rather complex issues in order to be 

able to carry out an effective segmentation. 

4.4.2 Recognition attack 

Two of the most fundamental approaches in pattern matching are template-based and 

feature-based methods. Template-based algorithms compare a replica of an object of interest to 

all unknown objects in the image field [153]. These algorithms calculate a correlation coefficient 

between two objects to determine if there is a strong resemblance between them or not. Feature-

based approaches are divided into two groups: global image representations and local feature 

representations. While most global feature representation techniques are based on the 

comparison of entire images or entire image windows, methods based on local invariant features 

match local structures between images with partial occlusion, images with viewpoint changes or 

with deformations [154].  

In the past decade, significant progress has been made in the development of local invariant 

feature detectors and descriptors. One of the most popular local descriptors is SIFT [155]. 

Following SIFT and motivated by it, SURF [152] was later developed as an efficient alternative 

to SIFT. SURF extracts interesting points of every object in the image and provides a feature 

description of the objects. Like SIFT, SURF can recognize objects even if they are under scaled 

transformations and surrounded by clutter. A more detailed description of these algorithms is 

provided in Section  5.3. 

We tested the proposed CAPTCHA with a feature-based matching approach: SURF; and 

with a template-based matching algorithm: normalized cross-correlation (an implementation of 

the Lewis cross-correlation algorithm [156]). We tested these two algorithms on: 1-images 
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segmented by k-means clustering and color histogram; 2-images perfectly segmented using the 

color palette. A description of these tests follows. 

Recognition attack 1: Matching by SURF 

In this attack, we used the SURF feature detector and descriptor to match characters in 

monochromatic images.  

When matching using the SURF algorithm, we consider strategies to reduce the number of 

false positives. The SURF algorithm can match rotated objects. However, since we do not rotate 

the characters in our tests, we disable the algorithm’s ability to identify rotated objects which 

reduces the probability of finding false matches. Second, according to Lowe’s finding [157], best 

matching pairs of points (p1,p2) in an image are the ones for which the ratio of the distance 

between point p1 and its most similar point (p2) to the distance between p1 and its second-most-

similar point (p3) is less than a threshold (Equation 6). In other words, in order to achieve reliable 

matching, the similarity of a point to its most similar match must be significantly higher than its 

similarity to the second most similar match. Hence, we only accept those matching points that 

follow the inequality in Equation 6. 

 

  
                                                                       

                                                                                   Equation 6 

  

Performance of SURF when applied to images segmented by the color palette 

We applied SURF to the color-palette-segmented monochromatic images of 100 

CAPTCHAs. Each CAPTCHA includes 10-15 monochromatic images depending on the random 

number of colors used to create it. Figure 48 shows a few examples of these monochromatic 

images. In this figure, images (a-c) contain matching characters while image (d) does not. As it 

can be seen in these images, there are always false positives in the results. In all cases, SURF 
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detects matches between background noise components. In Figure 48-a, the algorithm is 

confused between homoglyphs of the test character and in Figure 48-b the confusion is between 

the character and a piece of the character that is added as noise.  In Figure 48-c, the character 

pair is matched correctly. In Figure 48-d, there is no matching character pair; however, the 

algorithm found a few matches between background components. 

To measure SURF’s ability to find the right matches in each image, we assume that the 

algorithm is capable of choosing the two objects with the highest number of matching points as 

“the right answer”. We also assume that the attacking algorithm is able to group all parts of a 

multi-part character as one object, which is not an easy task because of the similarity between 

noise components and some character parts.  

  Each CAPTCHA has on average 12 monochromatic images (based on the discussion in 

Section  2.8). Of these, five images contain a matching character pair and seven images are 

without a matching pair. Of those images containing a matching character pair, on average two 

images contain homoglyphs and three are without homoglyphs. In images that contain 

homoglyphs, SURF was not able to correctly detect any matches. In such cases, the algorithm 

always matched the display character with one of its homoglyphs or character parts included in 

the noise instead of the real match in the keyboard. On the other hand, characters without 

homoglyphs were matched correctly in 28.6% of the cases. This means in 28.6% of 

monochromatic images without homoglyphs, two objects with the largest number of matching 

points were the matching character pair. Table 24 presents the results of applying SURF on 

monochromatic images of the 100 tested CAPTCHAs. 
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a  b 

 

 

 
c  d 

Figure 48: The results of applying SURF on four monochrome images.  

In a-e there is a matching pair in the image; while f is just noise. 

 

 Table 24: The results of applying SURF on monochromatic images of 100 CAPTCHAs.  

 

Monochromatic images 

with a matching pair 

without homoglyphs in 

the keyboard 

Monochromatic images 

with a matching pair 

with homoglyphs in the 

keyboard 

Monochromatic 

images without a 

matching pair 

Percentage of each image type 27.8% 11.1% 61.1% 

Percentage of correct matches in each type*          28.6% 0% 0% 

Mean number of false positive point matches 22 23 20 

Mean number of false positive symbol matches 10 11 19 

The probability of detecting any matching point 

between the character and its real match 
88.6% 42.3% 0% 

* A match is considered to be correct when the matched character pair has the largest number of matching points. 

 

Based on these results, if the attacker randomly selects four monochrome images out of the 

(on average) 12 images and selects the best match (a pair of symbols with largest number of 

matching points) in each image as ‘the right answer’, the probability of correctly matching all 

four characters can be calculated as follows: 
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Table 24 also shows that, on average, 20 false positive point matches and 11 false positive 

symbol matches are found in each image. If the attacker’s algorithm does not choose the matches 

based on the number of the connected points, it would have to randomly select one of the 

suboptimal matches as ‘the answer’. This is not an unlikely scenario as our study shows that in 

many cases, the ‘right match’ is not ‘the pair of symbols with the largest number of matching 

points’. If this scenario for choosing the right answer is chosen, the probability of the correctness 

of the answer would be: 
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In a more intelligent scenario, the algorithm first applies SURF on all images taken using the 

color palette. In the next step, the algorithm sorts the images based on the maximum number of 

matching points between two objects in the image; then it picks the first four images (since each 

CAPTCHA includes four pairs to match). Table 25 shows the probability of correctly matching 

1, 2, 3 or 4 characters in 100 tests by this algorithm. In 71.3% of the tests, only one correct match 

was found by the attacking algorithm. In 12.6% of the cases, 2 out of four selected matches were 

correct; the algorithm was not able to find more than two correct matches in a test. Hence, the 

probability of the success of this attack, defined as correctly matching all four characters, was 0. 

As this result shows, this seemingly more intelligent match determination technique would fail to 

break the proposed CAPTCHA. 

Table 25: The probability of 1, 2, 3 or 4 correct matches in a test (for 100 tests). 

 
1 correct 

match 

2 correct 

matches 

3 correct 

matches 

4 correct 

matches 

The probability of finding i (i:1-4) 

correct match in a test by a more 

intelligent attacker 

71.3% 12.6% 0% 0% 

    



183 

Performance of SURF when applied to images segmented by color histogram or k-means: 

Figure 49 represents the result of applying SURF on monochromatic images segmented by 

color histogram or k-means clustering. Table 26 summarizes the results of applying SURF on the 

images of 100 tests segmented by k-means clustering. The results of k-means were better than 

color histogram from an attacker’s viewpoint. Hence, we mainly report the k-means clustering 

results. The major difference between these images and the images taken by color palette is that 

in these images, in almost all (88.2%) of the images, characters are connected to the background 

noise after segmentation. After applying SURF on these images, no strong match is usually 

found. The maximum number of matching points between the two most similar objects in a 

monochromatic image was 3 (in 3.7% of cases), 2 (in 8.6% of cases), 1 (in 49.4% of cases) and 0 

(in 38.3% cases). Because of the lack of strong matches (with many matching points), the 

attacking algorithm might select randomly between objects matched by SURF. 

 

 

 

 

a  b 

 

 

 
c  d 

Figure 49: The result of applying SURF on images segmented by K-means segmentation or color histogram. 
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Table 26: Results of applying SURF on images segmented by k-means.  

 

Monochromatic images 

without homoglyphs in 

the keyboard 

Monochromatic images 

with homoglyphs in the 

keyboard 

Monochromatic images 

without a matching pair 

Percentage of each image type 32.1% 9.9% 58% 

Percentage of correct matches in each type 13.5% 0% 0% 

The probability of detecting any matching 

point between the character and its real match 
19.2% 0% 0% 

 

Based on the information in Table 26, the probability of success for this attack is: 

                                                              

With a similar calculation, using a color histogram to segment the colors, leads to a 

probability of success equal to: 

                                                                      

 

Recognition attack 2: Matching by normalized cross-correlation 

In this attack, we detect all connected components in the test and then use a normalized 

cross-correlation algorithm to find the best match for each connected component of the test in the 

keyboard and record the correlation coefficient. Our algorithm calculates cross-correlation in the 

spatial and the frequency domains. Subsequently, the algorithm selects the connected 

components with the highest correlation coefficient as matching pairs.  

Performance of the normalized cross-correlation algorithm when applied to images segmented by color 

palette 

In most cases, the best matches with the cross-correlation algorithm were small noise 

components. An attacker may try to remove the quadrilateral or small noise components. 

However, such a procedure would also omit many parts of the characters. Many characters in 

Unicode are composed of two or more parts. Figure 50 shows a histogram of the number of 
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character parts in the selected character set of the proposed CAPTCHA. Based on this histogram, 

approximately 2850 out of 6000 characters (47.5%) have two parts or more. Due to the existence 

of a large number of multi-segment characters in the Unicode, removing segments of the 

characters (e.g. by using a noise reduction algorithm) would exacerbate character recognition for 

an attacker. 

 
Figure 50: The histogram of number of character parts in our selected set of Unicode characters. 

 

 
Figure 51: The result of applying a normalized cross-correlation matching algorithm on a monochrome image 

segmented by color palette. 
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After applying the cross-correlation algorithm on the monochromatic images segmented 

using the color palette, it was observed that in most cases (e.g. Figure 51), the first matching 

pairs in the images are curved noise components, and the character is incorrectly matched. Three 

strategies used in this CAPTCHA that reduce the effectiveness of cross-correlation algorithms 

are 1) including similar curved noise components; and 2) changing the aspect ratio of one of the 

characters of a matching pair, and 3) including character parts as noise in images. Curved noise 

components, which have many features of the characters, are semi-similar by design; hence they 

have a high amount of correlation. In addition, stretching a character of each matching pair in 

only one direction reduces their correlation.  

The results of applying this algorithm on images of 100 CAPTCHAs are summarized in 

Table 27. This table shows that in monochromatic images containing a matching character pair 

without homoglyphs, the algorithm finds a match between a character and its match in 34.37% of 

the cases. However, it also finds 5 other matches on average. The strength (correlation 

coefficient) of the correct match (between the matching character pair) is not always greater than 

the other matched items. The strength randomly varies between rank 1 and 6. Hence, if the 

attacker relies on this algorithm to decide which one is the correct match, it has to choose 

randomly between the 6 found matches. Moreover, the strongest correlation coefficient does not 

vary in three different types of monochromatic images (i.e. in images containing a matching 

character pair, images containing a matching character pair with homoglyphs; and, noise 

images). Hence, the attacking algorithm does not know which image contains matching 

characters; and it has to decide randomly.  
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Table 27: Results of applying the cross-correlation algorithm on images segmented by color palette. 

 

Monochromatic images 

without homoglyphs in 

the keyboard 

Monochromatic images 

with homoglyphs in the 

keyboard 

Monochromatic 

images without a 

matching pair 

Percentage of each image type 27.6% 10.3% 62.1% 

The probability of detecting any match between 

the character and its real match 
34.37% 0% 0% 

Mean number of false positive symbol matches* 5 6 5 

Percentage of correct answers of each type          6.87% 0% 0% 

* After removing small rectangular noise 

 

Based on the preceding argument and the information in Table 27, if the attacker selects 4 

images randomly, and chooses one of the matches of each image randomly, the probability of 

success will be: 

                          (      
     

 
       

     

 
       

     

 
)
 

          

Performance of normalized cross-correlation algorithm when applied to images segmented by color 

histogram or k-means 

Detecting character pairs in this scenario is more difficult than the previous one for the 

attacker because in images segmented by k-means, characters and background noise are 

sometimes connected together. In addition, after segmenting images using k-means or a color 

histogram, some noise components are connected together and it is hard to remove noise based 

on its shape or size (Figure 52). For the same reason, the number of false positives increases. The 

results of applying cross-correlation algorithm on images of 100 tests segmented by k-means 

clustering are summarized in Table 28.  

Based on this information, the probability of success is: 

                         (      
     

  
       

     

  
)
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Figure 52: The result of applying a normalized cross correlation algorithm on images segmented by color histogram 

or k-means. 

 

Table 28: Results of applying a cross-correlation algorithm on images segmented by k-means. 

 

Monochromatic images 

without homoglyphs in 

the keyboard 

Monochromatic images 

with homoglyphs in the 

keyboard 

Monochromatic images 

without a matching 

pair 

Percentage of each image type 32.1% 9.9% 58% 

The probability of detecting any match between 

the character and its real match 
19.2% 0% 0% 

Mean number of false positives  10 11 11 

Percentage of correct answers of each type          1.92% 0% 0% 

 

4.5 Conclusion 

In this section, we described two segmentation and recognition attacks on the proposed base 

CAPTCHA without the interactive matching challenge and without mouse movement tracking. 

The segmentation attacks proved to be ineffective due to their inability to reliably separate 

characters from background noise. Consequently, in order to achieve a relatively conservative 

test of the CAPTCHA’s resistance, we assumed that an attacker can emulate human behavior and 

use the color palette to successfully segment the CAPTCHA. Then, we tested recognition attacks 

on images of 100 CAPTCHA challenges and reported the results. The highest successful solution 

probabilities for each attack are summarized in Table 29. 
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Table 29: Results of the security analysis of the base CAPTCHA. 

Attack type 
Highest probability 

of success 

Lowest probability 

of success 

Random guess           

SURF applied to images segmented by the color palette               

SURF applied to images segmented by color histogram or k-means                   

Normalized cross-correlation algorithm when applied to images 

segmented by color palette 
         

Normalized cross-correlation algorithm applied to images segmented 

by color histogram or k-means 
         

 

 A common goal for CAPTCHA design is that automated computer programs should not be 

able to solve CAPTCHA challenges with a success rate of higher than 0.01% [69, 95, 98]. 

Probabilities of success for all our attack scenarios are lower than 0.01% even when we assume 

that the attacker has perfectly segmented the CAPTCHA images using the color palette. Actual 

success probability for breaking a well-known CAPTCHA such as reCAPTCHA is considerably 

higher than 0.01% [91]. 

Our results show that image processing algorithms such as SURF do not perform well in 

breaking this CAPTCHA. The presence of homoglyphs, the existence of hard-to-remove curved 

noise components, and using random pieces of characters as noise in the images make this 

CAPTCHA more resistant against a strong local feature matching algorithm such as SURF. The 

above results ignore the impact of requiring intelligent interactions for the matching task, which 

was explored in Section  3.3 of  Chapter 3.  

In the next two chapters, we explore ways to further enhance security and usability for 

applications where higher levels of security or usability are desirable. 
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Chapter 5 Security-Enhancing Modifications 

5.1 Introduction 

Previous research shows that small changes in the internal structure of characters should not 

highly affect human recognition according to the gestalt laws of perception [158]. However, 

prior research indicates that changing the internal structure of characters will reduce a computer 

algorithm’s ability to match characters, especially if these algorithms rely on relative local 

characteristics of character points that are likely to change when the internal structure of 

characters slightly change [14]. 

In order to utilize the above distinction between human and machines, we used several 

variations of three different types of modifications to create small changes in internal character 

structures or their immediate surroundings. These modifications include overlaying both the 

characters and background with specific noise types, juxtaposing characters and background 

noise, or creating the characters using a combination of smaller elements. We further compare 

the effect of our proposed modifications on both usability and security with two baseline cases: 

baseline case 1 which is our initial CAPTCHA without the proposed modifications, and baseline 

2 which includes additional curved noise elements in the background. 

The above mentioned modifications aimed to improve security without significantly 

affecting usability. In order to achieve this purpose, we first tested the effect of the proposed 

modifications on the matching ability of several major algorithms. Based on the results, we 

selected two types of modifications that most significantly impeded the algorithms’ ability to 

match characters. These modifications were adopted in a user study to gauge a CAPTCHA’s 

usability when these modifications are used. Modifications that do well on both security and 

usability would be implemented in the final CAPTCHA. 
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5.2 Modifications used in the tests 

We used several variations of three categories of modifications: 

1- Adding masking circles or curves (four variations) 

2- Creating the characters using a combination of small circles (two variations) 

3- Juxtaposing characters and noise (two variations) 

The effects of the above modifications were compared with the control condition of 

having additional curved noises in the background. 

We now describe these modification types in more detail. 

1- Adding masking circles or curves: 

We used four variations of this noise type which involved overlaying both the character and 

the background with 1) single small circles, 2) small circles in groups of three, 3) high density 

larger circles, and 4) random curves (Figure 53-a:d). The first mask is selected to see how small 

noise which is hardly visible to human users affects the performance of recognition algorithms. 

The idea behind the second mask is to realize the effect of a mask which is still hardly visible for 

humans and also has a more complex pattern (circles in groups of three). The third mask, high 

density large circles, was selected to create more internal changes within characters. Finally, 

masking curves are presumed to reduce the performance of matching algorithms by dividing 

characters into several parts and changing the relative characteristics of a character’s internal 

points. This last strategy can especially affect algorithms that detect connected components first 

and use global methods for matching.  

The above modifications make character recognition more difficult for computer programs. 

One reason is that masking circles or curves change the internal structure of the characters. These 
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changes are random and different in two characters of a matching pair. The first consequence of 

such modifications is the generation of more edges, corners or generally, more details in the 

characters. As a result, more false keypoints are selected by keypoint detectors. Another effect of 

changing the structure is on keypoint descriptors. Since the intensity of pixels in the area around 

the keypoints is disturbed, the descriptors are not as effective as they are in noiseless images. 

Moreover, because the areas around a keypoint in two characters of a matching pair are now 

more different, their descriptors are supposed to be more different and matching may not be as 

precise as before.  

    

a. Single small circles  b. Small Circles in groups of three c. High density larger circles  d. Curves 

1-Adding white masking circles or curves 

 

  

 

 
 

e. low-density f. high-density  g. Character-noise overlap h. Overlap + masking curves 

2- Creating the characters using a combination of small circles  3- Overlapping characters and background noise 

 

Figure 53: Security-enhancing modifications. 

1-Masking circles or curves: a. single small circles (radius=1), b. small circles in groups of three (radius=1), c. high-

density larger circles (radius=2), d. curves, 2- Creating the characters using a combination of small circles: e. sparse, 

d. dense, 3- Overlapping characters and background noise, g. overlap, h. overlap + masking curves. 

 

2- Creating the characters using a combination of small circles: 

In this modification strategy, instead of using a solid color (or a gradient) to paint the 

characters, the characters are created by painting the character area by small colored circles 

(Figure 53-e:f). Rather than noise being added to a character, noise is created by small patches of 

the character area that remain unfilled after painting the character area with circles. Two 

variations, a low- and a high-density variation, were used with differences in the density of 
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circles used to paint the characters. This type of distortion divides the character into several parts 

and changes the structure of the character. Moreover, some circles connect to each other and 

hence, the pattern (i.e. the circles) cannot be detected and removed by attacking algorithms. The 

size of the circles and their density may be changed. 

3- Juxtaposing characters and noise: 

Letting characters have a common boundary or a slight overlap with background noise 

(Figure 53-g:h) turns them into one connected component. This modification will have a 

negative impact on the ability of global pattern recognition programs because overlapping 

characters are harder to segment. This strategy may also reduce the performance of local feature 

representation algorithms in detecting keypoints and keypoint descriptors for the same reasons 

described for our first modification type. However, the amount of overlap should not be so much 

that it affects the usability. We used two variations of this modification which included a simple 

overlap and an overlap plus masking curves. 

Baseline cases 

We compared CAPTCHAs employing our proposed modifications with one without these 

modifications, called baseline 1, and one with additional curved noises in the background, called 

baseline 2. In the latter case, we added a random walk of curved noise to the background noise. 

Because background curved noise is more similar to characters, it can confuse computer 

programs. Increasing the amount of this type of noise decreases the performance of matching 

algorithms by raising the number of false positives. Figure 54 depicts examples of the baseline 1 

and baseline 2 cases. 
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a. Baseline 1 
b. Baseline 2 (Baseline 1 with 

added curved background noise) 

Figure 54: Increasing the amount of background curved noise. 

 a. before, b. after increasing. 

 

In the next section, we will describe the major matching algorithms used in testing the above 

proposed modifications.  

5.3 Selected pattern matching algorithms 

Several pattern recognition schemes have been developed in the literature. We have provided 

brief descriptions for the major schemes along with their advantages and disadvantages in Table 

30 [159]. Most of these schemes are designed to match an identified object with another 

identified object or images that contain the identified object. However, our images include 

substantial amounts of noise, occasional overlaps, or multi-part characters which makes 

character segmentation and extraction more difficult.  

As a result, most of these schemes face a limitation in solving our CAPTCHA as the 

identification of the unique objects in our CAPTCHA poses an additional challenge to them. 

However, descriptor-based algorithms are an exception among these schemes and do not face 

this limitation as they rely on local features of an image to match similar areas in two images.  
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Table 30: Object recognition methods. 
 General explanation Examples/Categories Advantages Disadvantages 

G
lo

b
al

 m
et

h
o

d
s In global methods, the object to 

be recognized is considered as a 

whole. Global characteristics of 

the object such as area, perimeter, 

etc. are used for object 

recognition. 

2D correlation: 2D cross 

correlation of an image with 

a template (a prototype 

representation of the object 

that needs to be found). 

- Easy to implement, 

- Generic. 

- Not invariant to rotation and 

scaling, 

- Only robust with respect to 

linear illumination changes, 

-Sensitive to clutter and 

occlusion. 

Global feature vectors: To 

extract a set of global 

features from the image 

(e.g., moments, FFT, color 

histogram, etc.) and to 

compare its feature vector 

to the one of the model. 

Compared to 

correlation:  

-Faster, 

-Can be more 

invariant to changes 

(depending on the 

selected features). 

-Requires segmentation of the 

objects from the background 

clutter, 

- A few global features may not 

be able to distinctively 

characterize complex objects. 

T
ra

n
sf

o
rm

at
io

n
-s

ea
rc

h
-

b
as

ed
 m

et
h

o
d

s 

Transformation parameters 

between an image and all models 

are estimated (by means of 

maximizing the similarity 

between the image point set (e.g. 

edge points) and the transformed 

model point set). Then, pattern 

matching is performed by finding 

a parameter combination with 

maximum similarity. 

Generalized Hough 

Transform (uses a voting 

system to perform pattern 

matching), The Hausdorff 

Distance (uses a nonlinear 

metric for the proximity of 

the points between two 

point sets). 

- More robust to 

occlusion and clutter. 

- Still cannot tolerate high 

amounts of clutter and occlusion 

or object deformations, 

- Hough Transform: substantial 

computational and storage 

requirements, 

- Hausdorff: Erroneous in 

densely populated areas. 

G
eo

m
et

ri
c 

co
rr

es
p

o
n

d
en

ce
-b

as
ed

 

ap
p

ro
ac

h
es

 

The object is described by a set of 

primitives called features (e.g. 

corners, curves, specific shapes 

detected by geometric filters, 

etc.). The search is based on a 

one-to-one correspondence 

between an image feature and a 

model feature. 

This method is usually used in 

industrial applications where the 

geometry of the objects is usually 

known before recognition. 

Graph-based matching 

(uses graphs to model the 

geometry of objects), 

Interpretation Trees (uses 

trees instead of graphs, to 

accelerate the search among 

features; each level of the 

tree represents possible 

pairings of a particular 

feature). 

 

- Can handle partial 

occlusion or clutter. 

Tree: 

- Fast. 

 

 

- Best for industrial 

applications, 

- A-priori knowledge about 

geometry of the shapes is 

necessary, 

- Not good where there are 

considerable deviations in the 

shapes of objects of the same 

class. 

Graph: 

- Computational cost rises 

exponentially with the number 

of features. 

 

 

F
le

x
ib

le
 s

h
ap

e 

m
at

ch
in

g
 These techniques use parametric 

curves, which offer enough 

degrees of freedom, to 

approximate the object contour as 

accurate as possible. 

Active contour models 

(snakes): A snake is such as 

an elastic band which can 

be pulled to the contours of 

an object. 

- Modeling arbitrarily 

shaped objects, 

- Quite insensitive to 

contour interruptions 

or local distortions. 

- Relies on reasonable starting 

point of the curve (the 

possibility of getting stuck in 

local minima), 

- Some models may have high 

computational complexity. 

In
te

re
st

 P
o

in
t 

D
et

ec
ti

o
n

 a
n
d

 

R
eg

io
n
 D

es
cr

ip
to

rs
 These methods try to identify 

objects with the help of 

descriptors of the object 

appearance in a local 

neighborhood around keypoints 

(keypoints: points selected by a 

suitable detector due to their 

saliency, e.g. corners). 

 

SIFT: SIFT is a 

representative for all 

algorithms that perform 

pattern recognition by 

describing an object with 

the help of regional 

descriptors around its 

keypoints. 

- Increased robustness 

to clutter and 

occlusion, 

- Good performance. 

- Relies heavily on the keypoint 

detector performance.  

Shape context descriptors: 

Descriptors are derived 

from the shape information 

of an image region.  

- Insensitive to local 

distortions, 

- Good performance. 

- Enough contour information is 

needed. 
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Consequently, we find descriptor-based algorithms to be more capable in challenging the 

security of our CAPTCHA. Selecting the other schemes that are inherently unsuitable for 

challenging our CAPTCHA would be a futile effort. Hence, we select descriptor-based 

algorithms to test our CAPTCHA. Major representative algorithms from the schemes described 

in Table 30 are compared in [159] along several security dimensions such as computation speed, 

suitable object complexity, suitable intra-class object variation, invariance to viewpoint change 

and invariance to occlusion and clutter. According to this comparison, SIFT-based algorithms, 

which are a major group of descriptor-based algorithms, have a very high tolerance of noise and 

work on both simple and complex shapes, which makes them very suitable for challenging our 

CAPTCHA. 

As a result, we selected several recent versions of SIFT-based algorithms and tested their 

performance on breaking our CAPTCHA with different types of noises, modifications and 

clutter. These algorithms are comprised of two sub-algorithms: a keypoint detector sub-algorithm 

and a descriptor sub-algorithm. A matching process for these paired algorithms starts with the 

detector which finds all keypoints in both images. Next, the descriptor algorithm produces a 

feature description vector for each keypoint. Eventually, feature vectors of the two images are 

compared to find points that have the same features. These points will be matched together.  

We employed the following detector-descriptor algorithm pairs for our tests: 

1- SIFT-SIFT 

2- SURF-SURF 

3- FAST-BRIEF 

4- ORB-ORB 
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5- BRISK-BRISK 

6- FAST-FREAK 

Except for BRIEF and FREAK, which are merely descriptor algorithms, and FAST, which is 

merely a detector algorithm, the other algorithms, namely SIFT, SURF, ORB and BRISK, can 

serve as both detectors and descriptors. 

SIFT and SURF descriptors rely on histograms of intensity gradients around a keypoint to 

form a feature vector for that keypoint. While SURF is a modified version of SIFT to reduce the 

computational complexity of this process, both these algorithms rank high in terms of required 

computations. The next group of descriptors, namely BRIEF, ORB, BRISK, and FREAK, was 

developed with the reduction of computational complexity in mind and achieves this purpose by 

employing binary feature vectors for keypoints. We provide a description of each individual 

algorithm as a detector, a descriptor or both in chronological order of their development.  

5.3.1 SIFT (1999)  

SIFT (Scale Invariant Feature Transform) [157] introduces an interest point detector and a 

region descriptor.  

Detector: The detector is based on the Difference of Gaussians (DoG). Image information is 

not only a function of the spatial directions x and y but also a function of scale s (scale space). 

For example, fine scale analysis of the image reveals detailed information, such as texture 

information, whereas coarse scale analysis displays general information. DoG detects points in 

the image that are invariant to scale changes. In other words, keypoints introduced by DoG are 

the local maxima and minima in scale space. To find the maxima and minima, the D(x,y,σ) of 

images at nearby scales is calculated by convolution of the image with difference of Gaussians 

(DoG) function: 
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         (                  )         Equation 7 

where I(x,y) is the image, and k is a constant (typically between 1.1 and 1.4). The scale space 

can be explored by variation of σ. Local maxima and minima are identified by comparing 

location (x,y,σ) of D(x,y,σ) with its 8 neighbors of the same scale (σ) and the 3x3 regions 

centered at (x,y) of the two neighboring scales. 

Descriptor: a keypoint-region resulting from a DoG detector is partitioned into 4x4 sub-

regions. Afterwards, the intensity gradient magnitude and direction at each image sample point 

of these sub-regions is calculated and accumulated in an 8-bin histogram for each sub-region 

separately. Finally, depending on the gradient magnitude and distance to the center of the region, 

a weighting is applied. The descriptor vector for one region has 4x4x8=128 elements. 

5.3.2 FAST (2006)  

FAST (Features from Accelerated Segment Test) [159, 160] is a corner detector that is used 

for keypoint detection (hence, FAST is a detector, not a descriptor). This approach reduces the 

number of calculations required to detect a keypoint; hence, it is efficient and suitable for real-

time applications. This algorithm places a circle consisting of 16 pixels around the pixel p which 

is being investigated. To decide whether pixel p belongs to a corner or not, only gray value 

differences between each of these 16 pixels and pixel p are evaluated. Hence, this method is very 

fast. 

5.3.3 SURF (2008)  

SURF (Speeded-Up Robust Features) [152] is a detector and descriptor that improves the 

speed and performance of descriptor-based schemes by relying on integral images for image 

convolution and by simplifying its selected detector and descriptor (Hessian detector and SIFT 

descriptor).  
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Detector: keypoint detection is performed by a basic Hessian matrix approximation. The 

Hessian matrix at point x=(x,y) of image I at scale σ is defined as: 

       [
                   

                   
] Equation 8 

where Lxx(x,σ) is the convolution of the Gaussian second-order derivative with the image I in 

point x; and the same for Lxy(x,σ), Lyx(x,σ) and Lyy(x,σ). Because Gaussian filers are not optimal 

for practical use, and they need to be discretized and cropped, the developers of SURF used box 

filters that are approximations of Gaussian derivatives and their evaluation can be performed at a 

very low cost. Using integral images [152] in this step drastically reduces the computation time.  

Descriptor: The first step is to find the dominant orientation of the interest region (to make 

SURF rotation invariant
25

). Afterwards, a square region around the keypoint is selected and 

rotated along the selected orientation. This area is divided into 4x4 sub-regions; each of which is 

further divided into 5x5 squares. For each square, the wavelet responses, representing dx and dy, 

are computed. Finally, for each sub-region, all dx and dys are collected and hence, each sub-

region is represented by four features: ∑  ,  ∑|  |,  ∑   ,  ∑|  |. The length of the descriptor 

vector of each keypoint is 4x4x4=64 (which is smaller than SIFT). 

5.3.4 BRIEF (2010) 

BRIEF (Binary Robust Independent Elementary Features) [161] is a standalone descriptor 

based on binary strings. The idea behind this descriptor is that a descriptor vector of a few bits 

computed using simple intensity difference tests can be highly discriminative, while it is light-

weight and fast at the same time.  

                                                           
25

 Many applications do not need rotation invariance; they can use an upright version of SIFT which is faster. 
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Descriptor: This approach first defines a test pattern (a group of points and their connections) 

in the interest region
26

. Then, the region’s descriptor vector is calculated by pairwise intensity 

comparisons between test pairs for a given adopted pattern. The comparison between two points 

of each pair is performed using the following formula: 

         {
                     
                           

 Equation 9 

where p(x) is the pixel intensity at point x; and x and y are the two points of a test pair. The next 

step is to measure the similarity of descriptors of two regions. This can be performed simply and 

quickly by Hamming distance. BRIEF is not orientation invariant due to the nature of its design. 

Test patterns in BRIEF are not restricted to a specific model and pairs can be chosen at any 

location in the interest region. The authors of [161] suggested five different patterns including: 

i. x and y locations
27

 are chosen randomly based on a uniform distribution, 

ii. x and y locations  are selected randomly based on a Gaussian distribution, 

iii. x and y locations are randomly chosen using a Gaussian distribution in two steps: first, x 

is sampled using a Gaussian centered at the region center. Secondly, y is chosen using another 

Gaussian centered at x. Consequently, test pairs are more local. 

iv. x and y locations are randomly selected from discrete locations of a coarse polar grid. 

v. x locations are all (0,0); and y takes all possible values on a coarse polar grid [161]. 

The authors showed that pattern ii outperforms the other patterns. 

                                                           
26

 A region around a key point. 

27 
Xs are one end and Ys are the other end of the lines. 
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5.3.5 ORB (2011)  

ORB (Oriented FAST and Rotated BRIEF) [162] is an orientation-invariant, noise-

insensitive version of BRIEF. ORB introduces a detector and a descriptor which are explained in 

order. 

Detector: ORB detector, oFAST
28

, is based on the FAST detector. oFAST proposes a strategy 

to select corners more precisely and to calculate the orientation of each selected corner. FAST 

has considerable number of responses along edges. In order to choose corners more accurately, 

oFAST uses a Harris corner measure to sort FAST keypoints and picks the top N points (N: the 

target number of keypoints). To measure the orientation of the corner, first, the intensity centroid 

of the region is calculated using the moments: 

 

    ∑          

   

 Equation 10 

  (
   

   
 
   

   
) Equation 11 

where I(x,y) is the region of interest. After constructing a vector from the center of the corner, O, 

to the centroid,   ⃗⃗⃗⃗  ⃗, the orientation of the region is: 

                 Equation 12 

Descriptor: ORB descriptor, rBRIEF, is an orientation-invariant version of BRIEF. This 

descriptor first steers the test pattern according to the orientation of the key-point measured by 

the detector. Rublee et al. [162] showed that steered BRIEF significantly reduces the variance of 

features which makes them less discriminative. To recover from this loss, rBRIEF uses a 

                                                           
28

 FAST keypoint orientation. 
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learning method to choose a good subset of binary tests and to select pairs with lower correlation 

and higher variance.   

The main difference between BRIEF and ORB is that: 

- ORB is rotation-invariant, 

- While BRIEF uses randomly selected sampling pairs, ORB benefits from a training 

method that chooses optimal sampling pairs. 

 

5.3.6 BRISK (2011)  

Brisk (Binary Robust Invariant Scalable Keypoint) [163] is a rotation and scale-invariant 

detector/descriptor.  

Detector: The detector is a scale-space enabled version of FAST. The scale-space pyramid 

layers in this model consist of n octaves and n intra-octaves (typically, n=4). Each octave ci is a 

half-sampling of its previous octave ci-1; and each intra-octave di, located between two octaves ci 

and ci+1, is obtained by down-sampling ci by a factor of 1.5. c0 is the original image. To find the 

key-points, first of all, FAST is applied to each layer. Each point, to be considered as a key-

point, not only needs to fulfill the maximum condition with respect to its eight neighboring 

points in the same layer, but it also needs to achieve saliency with regard to its immediately-

neighboring layers.  

Descriptor: The pattern used for sampling of the key-point region consists of N locations 

equally spaced on circles concentric with the key-point. In order to avoid aliasing effects, a 

Gaussian smoothing filter is applied on an area around each sample point. Sampling-point pairs 

include: 
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  {(     )|       } Equation 13 

These pairs are divided into two groups of short-distance and long-distance pairings:  

  {(     )   | ‖     ‖      } 

Equation 14 

  {(     )   | ‖     ‖      } 

The thresholds      and       are set to:           ,  and            . Long-distance 

pairs are used to determine the orientation of the region (by which the sampling pattern is rotated 

before calculating the descriptor) and short-distance pairs are used to build the descriptor by 

pairwise intensity comparisons. The result of each comparison is, the same as BRIEF, either 0 or 

1, depending on which point in the pair has the higher intensity. Finally, matching of the patterns 

can be performed by a bitwise XOR followed by a bit count. 

5.3.7 FREAK (2012)  

FREAK (Fast Retina Keypoint) [164] is a standalone rotation-invariant descriptor which is 

inspired by the human visual system or more specifically by the retina.  

Descriptor: Similar to BRISK, FREAK suggests a circular sampling pattern. However, in 

FREAK’s pattern, the density of points near the center is higher. This pattern, which is 

biologically inspired by the retinal pattern in the eye, consists of 43 weighted Gaussians around 

the key-point. These areas overlap. In order to select sampling pairs, an algorithm similar to 

ORB is used to select pairs that are more discriminative and less correlated
29

 [164].  

To be rotation-invariant, FREAK also calculates the orientation of the region; and rotates the 

sampling pairs by the measured angle. In order to measure the orientation, in contrast with 

                                                           
29

 The authors stated that BRISK’s method (selecting short-distance pairs as sampling pairs) results in choosing 

highly correlated pairs. 
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BRISK that uses long-distance pairs; FREAK uses pairs with symmetric receptive fields with 

respect to the center. 

5.4 The effect of different noise on the performance of pattern matching algorithms 

In the previous sections, we described our modification/noise types and the pattern matching 

algorithms used to compare their effect on CAPTCHA security. We implemented the selected 

modifications/noises on our CAPTCHAs and used each algorithm to solve a hundred 

CAPTCHAs comprised of 12 monochromatic image pairs from which 5 included target 

characters. Table 31 shows the mean probability of success in correctly matching a character. 

Since these algorithms match image keypoints rather than objects, the success or failure of the 

matching process depends on how identified keypoint matches are interpreted to create potential 

object matches. To address this interpretational issue, we calculated three probabilities, P1, P2, 

and P3 to consider main potential interpretations. P1 is the probability of success if the objects 

with highest number of matching points are selected as the matched character pair. P2 is the 

probability of success if one random pair of matched objects (connected components) is selected 

as the final match; and P3 is the probability of success if one pair of matched points is randomly 

selected as the match.  

Next, we tabulated the maximum and the average probability of success across all algorithms 

for each modification type within each of the three probability groups P1, P2, and P3 in Table 

32. In addition, we ranked these noise types in terms of their ability to reduce an algorithm’s 

success probability as defined by P1. P1 represents the most intelligent method for an algorithm 

to map matched points onto matched objects. Using P1 for comparison of the algorithms’ 

success probability should allow a more rigorous test of the algorithms in solving this 

CAPTCHA. 
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Table 31: Probability of success in correctly matching a character using different pattern recognition algorithms. 

Matching algorithms  ► SIFT-SIFT SURF-SURF FAST-BRIEF 

Modification types ▼ p1 p2 p3 p1 p2 p3 p1 p2 p3 

Original 0.0917 0.0619 0.0711 0.0795 0.0289 0.0132 0.0792 0.0347 0.0518 

Masks – single small circles 0.0542 0.0350 0.0425 0.0750 0.0250 0.0284 0.0367 0.0214 0.0267 

Masks – small circles in groups of 3 0.0875 0.0417 0.0553 0.0472 0.0254 0.0341 0.0589 0.0256 0.0385 

Masks – curves  0.0750 0.0486 0.0563 0.0458 0.0264 0.0334 0.0567 0.0331 0.0433 

Masks – high density larger circles 0 0 0 0.0667 0.0583 0.0611 0.0333 0.0097 0.0167 

painting w colored circles–low density  0.0111 0.0125 0.0119 0 0 0 0.0242 0.0117 0.0142 

painting w colored circles–high density  0.0458 0.0569 0.0576 0.0514 0.0387 0.0379 0.0167 0.0167 0.0154 

Character noise overlap 0.0667 0.0581 0.0629 0.0333 0.0104 0.0145 0.0500 0.0306 0.0441 

Overlap + masking curves 0.0250 0.0278 0.0258 0.0315 0.0100 0.0145 0.0200 0.0117 0.0144 

More curved noise in background 0.0708 0.0347 0.0431 0.0306 0.0077 0.0122 0 0.0056 0.0056 

 

 

Matching algorithms  ► ORB-ORB BRISK-BRISK FAST-FREAK 

Modification types ▼ p1 p2 p3 p1 p2 p3 p1 p2 p3 

Original 0.0292 0.0109 0.0139 0.0333 0.0167 0.0200 0.0057 0.0140 0.0113 

Masks – single small circles 0.0265 0.0207 0.0213 0.0267 0.0200 0.0211 0.0083 0.0083 0.0083 

Masks – small circles in groups of 3 0.0304 0.0130 0.0134 0.0200 0.0142 0.0133 0.0264 0.0297 0.0292 

Masks – curves  0.0641 0.0227 0.0333 0.0100 0.0100 0.0100 0 0.0042 0.0033 

Masks – high density larger circles 0.0222 0.0256 0.0250 0.0200 0.0100 0.0100 0 0 0 

painting w colored circles–low density  0 0 0 0 0 0 0 0 0 

painting w colored circles–high density  0.0190 0.0165 0.0172 0 0 0 0.0167 0.0167 0.0167 

Character noise overlap 0.0258 0.0127 0.0148 0 0.0083 0.0067 0.0089 0.0089 0.0089 

Overlap + masking curves 0.0167 0.0090 0.0094 0.0033 0.0075 0.0061 0.0056 0.0111 0.0097 

More curved noise in background 0.0032 0.0054 0.0052 0 0 0 0 0.0012 0.0018 

 

According to Table 32, “painting with colored circles-low density” and “overlap plus 

masking curves” have the largest negative effect on the performance of our tested algorithms 

regardless of using the maximum or average success probability for comparison. Next in line is 

the “painting with colored circles – high density” noise that ranks third in terms of the maximum 

probability of success which is more relevant than the average probability of success as an 

attacker would ideally use the best-performing algorithm to challenge a CAPTCHA. 

 

Table 32: Ranking of noise types based on their impact on the performance of matching algorithms. 

Modification 

Rank 

(based on 

P1max) 

Rank 

(based on 

P1avg) 

Maximum probability Average probability 

P1 P2 P3 P1 P2 P3 

painting with colored circles – low density  1 1 0.0242 0.0125 0.0142 0.0059 0.0040 0.0043 

Overlap + masking curves 2 2 0.0315 0.0278 0.0258 0.0171 0.0128 0.0133 

painting with colored circles – high density  3 5 0.0514 0.0569 0.0576 0.0249 0.0242 0.0241 

Character noise overlap 4 6 0.0667 0.0581 0.0629 0.0308 0.0215 0.0253 

Masks – high density larger circles 5 4 0.0667 0.0583 0.0611 0.0237 0.0173 0.0188 

More curved noise in background (Baseline2) 6 3 0.0708 0.0347 0.0431 0.0174 0.0091 0.0113 

Masks – single small circles 7 7 0.0750 0.0350 0.0425 0.0379 0.0217 0.0247 

Masks – curves  8 8 0.0750 0.0486 0.0563 0.0419 0.0242 0.0299 

Masks – small circles in groups of 3 9 9 0.0875 0.0417 0.0553 0.0451 0.0249 0.0306 

Original (Baseline1) 10 10 0.0917 0.0619 0.0711 0.0531 0.0279 0.0302 
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Hence, we considered the modifications that ranked highest in challenging the matching 

algorithms as determined by P1, i.e. the maximum probability of solution success, and 

considered to use them in our test with human users. If these modification types do not 

substantially decrease usability, we can implement them in our CAPTCHA to improve security. 

With a more secure CAPTCHA, we can further simplify the tests for human users by reducing 

the number of characters they need to match in order to solve the CAPTCHA. 

In our CAPTCHA, the probability of solving a test that needs matching n characters can be 

calculated from: 

                  =                                  
  

Where      is the probability of an interactive game type being successfully solved and EV 

is the expected value operator for this probability across the three different interactive game 

types. The above probability has to be less than 0.01% or 0.0001 in order for a CAPTCHA test to 

be considered strong against attacks [98]. In our calculation of the probabilities, we also have to 

account for the limitation that 4 matching attempt failures are allowed for each character as 

explained in Section  3.3. 

For the first three top ranking modification types, the probability of success in breaking the 

CAPTCHA with 2 test characters (n=2) is: 

                    =(                                         )
 

 

             =         
 

 
                           

             =         
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Hence, with these security modifications a user can be required to solve two characters only 

in order to pass the test. 

5.5 User study 

In order to examine the usability of the CAPTCHA after adding security-enhancing 

modifications, we conducted a user study in which we asked a sample of 40 users (university 

students) to solve our CAPTCHA with the implemented modifications and recorded relevant 

data such as solution times and accuracy.  

The two modification types with the highest ranks in our security-enhancing test of the 

previous section were considered in this user study. However, sample renderings of the top-

ranking modification, the “Painting with colored circles-low density” modification, showed that 

this modification significantly compromised the integrity of the characters, making them hardly 

distinguishable. Due to its low face validity and potentially low usability, we replaced this 

modification in our user study with the next top ranking modification of Table 32. Table 33 

shows the final two security-enhancing modifications studied in our experiment.  

Table 33: Factors tested in the user study. 
Factor Settings 

Modification type 
Overlapping characters and noise, plus masking curves. 

Painting with colored circles-high density 

 

In this study, the effect of modification types on solution time and accuracy was planned to 

be compared with a Baseline 1 version of the CAPTCHA that had no security-enhancing 

modification and comprised our control condition. We also intended to compare the effect of 

these modifications with the Baseline 2 modification, i.e.  “More curved noise in background”. 

However, the initial tests of this modification showed that additional curved noise in the 

background made the CAPTCHA difficult for users to solve leading to low face validity for 
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usability. Eventually, we only conducted the user study on CAPTCHAs that had either of the two 

modification types of Table 33 (our treatment conditions) and a CAPTCHA without these 

modifications, i.e. Baseline 1 (control condition). 

In our study, the users were asked to solve the three above versions of the CAPTCHA: one 

original CAPTCHA, one CAPTCHA with ‘Overlapping characters and noise, plus masking 

curves’, and one CAPTCHA with ‘Painting with colored circles-high density’. The order of these 

three cases was random for each user to neutralize learning and other carryover effects on 

solution accuracy and timing across users.  

5.5.1 Results of the user study 

Table 34 shows the average solution time and accuracy of 40 users for each tested 

modification type in addition to the original CAPTCHA which comprise our three test 

conditions. According to this table, while condition 2 does not highly affect the accuracy of the 

CAPTCHA, condition 3 substantially reduces the accuracy. The average solution time values 

show differences across noise types. However, in order to test if these differences are statistically 

significant, we ran an ANOVA model. In this model, we used solution time as the dependent 

variable and tested for a difference in the mean of solution time across the three test conditions. 

The test showed a significant difference of solution times across the three groups (F(2,117)=3.23, 

p-value=0.04). 

Table 34: The effect of different noise/distortion types on accuracy and solution time. 
Noise/distortion type Solving Accuracy Average 

solution 

time (s) 
T F W 

Condition 1: Original 82.5% 17.5% 0% 101.87 

Condition 2: Overlapping characters and noise + masking curves 77.5% 22.5% 0% 106.59 

Condition 3: Painting with colored circles – high density 72.5% 27.5% 0% 120.18 
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The ANOVA test shows that a significant difference exists across conditions in term of 

solution time. However, it does not make any between-group comparisons to pinpoint which 

group is significantly different from the others. In order to make pairwise comparisons across 

groups, we further conducted a pairwise comparison test. The results of this test are shown in 

Table 35. 

Table 35: Pairwise comparison test for solution time. 

Dependent variable: Solution time Difference in group means t-statistic P-value 

Condition 2 vs. 1  4.72 0.63 0.804 

Condition 3 vs. 1 18.31 2.45 0.042 

Condition 3 vs. 2 13.59 1.82 0.169 

 

As the results indicate, condition 3, “Painting with colored circles – high density” exhibited a 

significantly higher solution time compared with the two other conditions. However, no 

significant difference was found between condition 2 and condition 1.  

5.6 Conclusion 

In this chapter, we proposed and tested several security-enhancing modifications for our 

CAPTCHA. Our security analysis showed that “painting with colored circles – low density”, 

“overlapping characters and noise + masking curves”, and “painting with colored circles – high 

density” had the highest positive impact on security among the proposed modifications. The first 

of these three modifications made the CAPTCHA very difficult for human users and was not 

explored further. The next two modifications were chosen for a test of usability in a user study. 

 The results of our user study indicate that from the two main security-enhancing 

modifications tested, “painting with colored circles – high density” significantly compromises 

usability by both increasing solution time and reducing accuracy. However, despite some change 

in average solution time and accuracy, the impact of our other security-enhancing modification, 
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namely “overlapping characters and noise + masking curves” on usability was not considerable. 

This finding suggests that our CAPTCHA might become more secure with this modification 

without paying a high price in terms of usability.  

The addition of security-enhancing modifications to our CAPTCHA allows us to reduce the 

number of characters users need to match while keeping the security at the pre-enhanced levels. 

This possibility could further increase usability as users finish the solution process by solving 

fewer characters and find them among the more visible/convenient/familiar ones.  

This CAPTCHA’s security and usability can always be adjusted based on the importance of 

the resource being protected. For higher security resources, more types of noise/distortion may 

be added to the tests and for lower security, less noise can be used or matching of fewer numbers 

of characters may be required. 
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Chapter 6 Usability-Enhancing Considerations 

6.1 Introduction 

In this section, we study the effect of two important variables, namely familiarity with 

characters and learning on the usability of our CAPTCHA. First, we review findings on the 

impact of text familiarity on user performance. 

Prior research indicates that in visual search with unfamiliar distractors, familiar targets 

result in shorter response times than unfamiliar targets [165]. Goonetilleke et al. [166] found that 

Chinese subjects could find target Chinese characters among other Chinese characters faster and 

with higher accuracy than non-Chinese subjects. 

 However, familiarity may not always have a positive effect on performance. Other research 

shows that familiarity with text can indeed cause complacency and have a negative impact on 

error detection [167]. The likelihood of predicting textual elements in advance, rather than 

observing them in full detail, increases with text familiarity. In addition, people are more likely 

to ignore small details when text is familiar. 

Given these contradictory findings, it is not clear how inclusion of familiar characters, i.e. 

characters from a user’s mother tongue, might affect usability variables such as solution time and 

accuracy. In order to empirically study the effect of text familiarity on these variables, we have 

conducted a user study to examine their effect. 

Another factor that can affect a CAPTCHA’s usability is learning through experience and 

practice. According to the learning curve theory [168],  repeated engagement in a task can 

decrease the required time and cost of that task due to the accumulation of experience and the 
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continuous improvement of proficiency. This learning effect stabilizes over time and reaches a 

plateau.  

One possible explanation for the learning effect is the fact that people might be overwhelmed 

by available information when they do a task for the first time. As a result, they might not know 

what part of that information is useful and how to use it. As experience builds up, they learn how 

to pay selective attention to the relevant data in a more efficient matter and to extract meaningful 

information more effectively. Another explanation is that for first-time problem solvers, their 

knowledge is not meaningfully organized and conditionalized. As they solve more problems, 

they learn how to sort their knowledge about that problem and to organize it around core 

concepts and to follow a specific solution approach. Furthermore, due to a high cognitive load, a 

first time problem solver may consider only the first solution that comes to their mind and may 

not look for possible flaws of that solution. After solving the problem repeatedly, the solver 

gains the ability to avoid common mistakes.  

We expect our CAPTCHA’s usability to significantly increase with a slight amount of 

practice as a user becomes familiar with its dynamics. In order to empirically test this prediction, 

we perform a user study to examine the effect of practice on the solution time and accuracy for 

our proposed CAPTCHA. 

6.2 User study 

In order to examine the effect of character familiarity and practice on the usability of the 

proposed CAPTCHA, we conducted two user studies in which we asked users to solve our 

CAPTCHA under two conditions and recorded relevant data such as solution times and accuracy. 

In this section, the details of these user studies and their results are presented.  
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6.2.1 Design of the user study 

In this study, we examined the effects of two factors on users: 

1- The familiarity of the characters to be matched, and 

2- The practice effect. 

First, to test for the effect of familiarity, we show the users a few characters of their own 

language in each test. It is conceivable that human users can recognize the characters of their 

mother tongue easier and faster. Hence, we expect familiarity to improve usability by increasing 

accuracy and reducing the time of the test.  

Secondly, we explore how user learning influences their accuracy and solution times with 

our CAPTCHA. We define user learning as experience obtained in solving a few instances of our 

CAPTCHA. Table 36 shows the factors studied in this experiment.  

Table 36: Factors tested in the user study. 

 

 

Forty university students participated in a study to test the effect of familiarity with 

characters; they solved three tests each: one with 5 test characters from their mother tongue, one 

with 2 test characters from their mother tongue; and one with no characters from their mother 

tongue. The order of these three cases was random for each user. 

In order to study the effect of practice, 40 additional users were asked to solve 5 tests each 

and their solution time and accuracy was recorded for each solution. 

Factor Levels 

Familiarity 

0 test characters from users’ mother tongue 

2 test characters from users’ mother tongue 

5 test characters from users’ mother tongue 

Practice effect Solving 5 CAPTCHAs by the same user. 
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6.2.2 Results of the experiment 

Table 37 shows how users’ average solution time and accuracy changes with the number of 

test characters coming from a user’s mother tongue. In terms of accuracy, the results do not show 

any considerable change when the number of familiar characters increases. This could be due to 

the fact that familiarity with characters could lead to user complacency and decreased attention 

to subtle differences between test characters and potential homoglyphs, which would in turn 

inhibit potential improvements in accuracy in the presence of familiar characters. 

While some differences can be observed across our three test groups for solution time, direct 

comparison of these values would not be informative. Hence, we ran an ANOVA model to 

compare the mean solution time over the distribution of responses from these three groups.  

Table 37: The effect of familiarity of test characters on accuracy and solution time. 

Condition 
# of characters from user 

language 

Solving Accuracy Average 

solution time 

(s) T F W 

1 0 80.0% 20.0% 0% 118.41 

2 2 77.5% 22.5% 0% 101.04 

3 5 80.0% 20.0% 0% 102.10 

 

The ANOVA test showed significant difference in mean solution times across the groups 

(F(2,117)=4.13, p-value=0.01).  

In order to identify the differences of the three conditions in solution time, a pairwise 

comparison test was conducted. The results (Table 38) show a significant contrast between the 

solution times of all groups. The results indicate that solution time does decrease when familiar 

characters are used in the CAPTCHA. 

Table 38: Pair-wise comparison test for solution time. 

Dependent variable: Time Difference in group means t-statistic P-value 

Condition 2 vs. 1  -17.37 -2.56 0.03 

Condition 3 vs. 1  -16.32 -2.41 0.04 

Condition 3 vs. 2 1.05 0.16 0.98 
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The mother tongue of most of the subjects in this user study fell within one of three script 

types. There were 15 people with Latin, 13 people with Chinese, and 6 people with Arabic as 

their mother tongue script. Comparison of the effect of familiarity on solution time and accuracy 

across these three groups did not indicate considerable difference among these three groups. This 

is to be viewed with caution as the small sample sizes of the groups do not allow for a 

meaningful comparison. 

In our second user study, we studied the effect of practice on solution time and accuracy. 

Table 39 displays the average solution time and accuracy for each of 5 ordered trials across the 

40 subjects. The results show a reduction in solution time as the number of trials increases. 

Furthermore, a slight increase in accuracy is observed. We ran a regression model to further test 

the impact of solution order on solution time. 

 
Table 39: The effect of learning on the accuracy and solution time. 

 Solution Accuracy 
Average solution 

time (s) Solution 

order 
T F W 

1 77.5% 22.5% 0% 116.62 

2 80.0% 20.0% 0% 97.39 

3 82.5% 17.5% 0% 72.23 

4 82.5% 17.5% 0% 66.31 

5 85.0% 15.0% 0% 64.15 

 

Solution time and solution order were respectively used as the dependent variable and the 

independent variable in our regression model. In addition, a quadratic term for solution order was 

also used as a second independent variable. Based on the law of diminishing marginal returns, it 

is likely that the marginal impact of practice on solution time decreases as more tests are solved. 

In such a case, improvements in solution time are expected to become smaller and smaller as 
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people solve more and more CAPTCHAs. If this effect exists in our sample, we can capture it 

through the quadratic term. 

Introduction of a quadratic term can lead to multi-collinearity in the regression model. We 

solved this issue by mean-centering the independent variable, i.e. the solution order. To mean-

center a variable, the mean of the variable is subtracted from each value of that variable. Mean-

centering changes the interpretation of the intercept in the regression model. In the results 

reported in Table 40, the intercept should be interpreted as the solution time for the average 

value of solution order, which is 3 in our data. 

  
Table 40: Regression results for solution time. 

Dependent Variable: Time Coefficient Std. Err. t-statistic P-value Sig. 

Intercept 75.71 2.52 29.94 0.000 *** 

Solution order -13.6 1.14 -11.85 0.000 *** 

Solution order^2 3.81 0.97 3.93 0.000 *** 

Model was significant with F(2,197)=77.97; R-squared=0.44 

 

Our results indicate that solution order has the expected negative effect on solution time. We 

also observe a diminishing marginal effect of solution order on solution time.  

6.3 Conclusion 

In this chapter, we investigated the effect of learning and familiarity with characters on 

CAPTCHA solution times and accuracy. The results of our first user study indicate that accuracy 

did not change substantially within our sample with the addition of users’ mother tongue 

characters in the test. This result might be partly due to users becoming less careful and paying 

less attention to minor details when they identify characters from their own mother tongue. This 

potential scenario could lead to the selection of homoglyphs due to the resulting complacency.  
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With respect to solution times, our user studies show that solution times slightly improve 

with the addition of 2 or 5 characters from a person’s mother tongue. However, the effect of 

learning on solution times is much stronger as demonstrated by the results of our second study. 

This latter finding suggests that solution times can substantially improve when users solve a few 

instances of our CAPTCHA. In addition, occasional use of characters from a person’s mother 

tongue script can slightly improve solution times, which could be a useful strategy in some 

applications. 

  

  



218 

Chapter 7 Discussion and Conclusion 

In this thesis, we review the extant CAPTCHA literature to identify and classify the 

vulnerabilities of existing CAPTCHAs. Table 3 and Table 4 illustrate the extent of these 

vulnerabilities and highlight the need for the development of more secure CAPTCHAs.  

Informed by our review of the literature, we proposed and developed a CAPTCHA that aims 

to address these vulnerabilities by taking advantage of Unicode and the homoglyphs within it, 

noise components, color, intelligent interactivity, and a virtual keyboard. We conducted several 

tests to assess the security and usability of the proposed CAPTCHA. 

From a security point of view, a goal for CAPTCHA design is that automated computer 

programs should not be able to solve CAPTCHA challenges with a success rate of higher than 

0.01% [98]. Our base CAPTCHA successfully meets this criterion by a good margin. It is 

noteworthy that actual success rates for breaking some famous CAPTCHAs are substantially 

higher than the 0.01% level. For example, reCAPTCHA has been broken with success rates 

ranging from 5% to 99.8% [94].  

Furthermore, additional modifications to our base CAPTCHA, e.g. the addition of an 

intelligent matching task in  Chapter 3, or the security-enhancing modifications tested in  Chapter 

5, further reduce the success rate of automated programs and allow us to achieve the same level 

of security even when we require users to solve fewer characters. The addition of an intelligent 

matching task also allows us to diversify the risk of the CAPTCHA being broken across two 

complex problems. The high amount of random dynamics employed in this interactive matching 

task makes it difficult for an algorithm to find predictable patterns that could help it simulate the 

required interactive behaviour. 
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From a usability perspective, two dimensions are noteworthy: user comfort and solving time. 

A large proportion of the people who solved our CAPTCHA indicated that they were 

comfortable solving it and expressed interest in solving more tests. Hence, our CAPTCHA’s 

usability is reasonably good on this dimension. This is partly due to the fact that, despite the 

CAPTCHA’s complexity for machines, it is still intuitive and straightforward to solve for a 

human user. User accuracy in solving our CAPTCHA is comparable to other existing 

CAPTCHAs, which supports the notion that the CAPTCHA is not too complex for users.  

Regarding the second usability dimension, i.e. solving time, our CAPTCHA takes longer 

than some other CAPTCHAs. However, direct comparison between our CAPTCHA’s solution 

time and other CAPTCHAs’ may not be appropriate for a few reasons. First, interactive 

CAPTCHAs generally take longer to solve than non-interactive CAPTCHAs due to the 

additional solution steps they involve. Second, a fair comparison of solving times across 

CAPTCHAs must take into account the level of security that these CAPTCHAs offer.  

The findings of our user study on the learning effect suggest that a large proportion of our 

CAPTCHA’s solving time comes from user unfamiliarity with the new CAPTCHA. We observe 

that solving the CAPTCHA for five times reduces average solving times by as much as 45%. In 

addition, the game-like nature of the CAPTCHA can reduce the psychological perception of time 

as people enjoy solving the CAPTCHA.  

Our user studies shed some light on the impact of several design factors on the usability of a 

CAPTCHA. In our studies, we find that users exhibit an expected from-easy-to-hard solution 

pattern. This feature allowed us to require users to match fewer character pairs in the highly 

interactive version of the CAPTCHA introduced in  Chapter 3 without reducing the CAPTCHA’s 

security level.  In addition, we did not find any effect of character color or location on users’ 
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solving accuracy. Using characters from a person’s mother tongue script was shown to slightly 

improve solution times without any substantial impact on solving accuracy. 

In sum, in this thesis we proposed, developed and tested a new CAPTCHA that addresses 

observed vulnerabilities exhibited by existing CAPTCHAs. In addition, we investigated the 

impact of several factors on CAPTCHA usability and security. Our work contributes to the 

literature on CAPTCHAs by highlighting the need for the development of more secure 

CAPTCHAs and provides encouraging results from the first utilization of Unicode and its 

characteristics in addressing many of the challenges faced by existing CAPTCHAs. We 

documented, classified, and analyzed several types of vulnerabilities and proposed a 

multipronged approach to CAPTCHA security in order to address them. Our work provides a 

benchmark that can be used in the development of future multilayered CAPTCHAs. We also 

developed a human mouse movement profile by documenting the empirical distribution of 

human mouse movement characteristics that can be used to further enhance security. Our work 

also provides insights on the effect of several contextual factors on human users’ performance in 

solving CAPTCHAs.  

Security has become increasingly critical as the World Wide Web matures and protecting 

online resources will be an important topic as the world population becomes more and more 

reliant on the Internet. The work presented in this thesis takes a step in the direction of achieving 

higher levels of security in online applications.   
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Appendices 

Appendix A: Description of Mouse Movement Features 

 

In this appendix, we describe the features that were extracted from users’ mouse movement 

data from the user study described in Section  3.4. The definitions of movement features were 

given in Section  3.4.2. 

1. Number of short movements in a test 

Human users frequently exhibit short mouse movements which we define as movements 

with route lengths shorter than 100 pixels between pauses. Machines do not have the 

physiological and psychological characteristics that give rise to such redundancies. This feature 

alone can be used to identify unsuspecting machines who are not emulating such patterns. The 

median of the number of short movements was 14 (SD = 6.85, minimum = 3, maximum = 34). 

This variable has an approximately normal distribution. The lack of short movements or 

consistently exhibiting less than five short movements (i.e. one SD from the mean) can be used 

as a criterion to flag a user as “potentially a robot”. 

2. Overall mouse movement speed 

Machines can potentially move the mouse pointer at very high speeds while human users’ 

mouse movement speed is expected to be range-bound. The histogram of the speed of all 

movements of all users is displayed in Figure 55. The median of these values is 313.57 pixels per 

second (SD = 398.04, minimum = 24, maximum = 3332).
30

 Based on these data, it is reasonable 

                                                           
30

 The number and size of pixels depend on the screen resolution. Hence, variables that use pixel counts in their 

calculation have to be converted to their equivalent values for screen resolutions other than the one used in our test. 

We used a resolution of 1366x768 pixels in our test. 
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to expect a human’s mouse movement speeds to be generally lower than 1500 p.p.s. A user that 

consistently exhibits high mouse movement speeds can be flagged as a machine.  

3. Average speed per movement direction  

We considered eight movement directions which are displayed in Figure 58. In this figure, 

for example, “R” represents all actions performed with angles between -22.5 and 22.5 degrees. 

Figure 56 shows the median speed of users’ mouse movements in these eight directions. An 

analysis of variance (ANOVA) on these numbers showed significant variation among directions 

(F(7,792) = 5.31, p < .05). We also conducted a Tukey’s HSD pairwise comparison test. The 

results indicated that the “Right (R)” and “Right-Up (RU)” directions had significantly faster 

speeds than the other directions. In addition, movements in the “Down (D)” and “Left-Down 

(LD)”, and “Right-Down (RD)” directions were significantly slower than the rest of the 

movements, all at the 5% significance level. These findings can easily help to identify machines, 

as they do not have the restrictions imposed by humans’ wrist on their mouse movements and are 

likely to exhibit equal speeds in all directions.  

4. Length of pauses 

Silence time is defined as the time spent by the user performing no mouse actions [145]. We 

measured the duration of fixed mouse positions. A user might be searching for an object (e.g. a 

character) on the screen, or contemplating their next action during such pauses. These silence 

periods are usually less than 5000 milliseconds. Longer silence times were rarely observed in our 

user data and were removed as outliers. 

Figure 57 displays the “lengths of pauses” histogram for all users. According to this figure, 

most pause periods fall in the 0.5 to 1.5 second range. The median of the time of pauses is 960 

milliseconds (SD=906.68, minimum = 504, maximum = 4920). 
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Human users exhibit a considerable number of short pauses. In addition, the distribution for 

this variable has a long tail which signifies that human users also have a number of longer 

pauses. Machines are less likely to exhibit short pauses or very long pauses. Hence, the lack of 

short pauses and/or a consistent lack of longer pauses can be used as a sign to flag an 

unsuspecting machine. 

5. Number of pauses 

The users in our study exhibited between 4 and 60 pauses with an approximately normal 

distribution (median=23, SD=12.36) while solving a single CAPTCHA test. Machines are not 

likely to exhibit any or many pauses (i.e. silences longer than 500 ms) in their matching 

behavior. Hence, the number of pauses can also be used to flag them. 

 

 
Figure 55: The histogram of movement speed for human 

users. 

 

 
Figure 56: The median speed of movements in each 

direction. 

 
Figure 57: Histogram of length of pauses. 

 
Figure 58: Mouse 

movement directions. 
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6. Number and time length of short silences 

Computers are precise, while humans are imperfect. Hence, the former are expected to 

exhibit precise mouse movements whereas the latter’s mouse movements are not very precise. 

Humans make tiny direction changes and tiny pauses in their mouse movements. To study these 

imperfections, we recorded users’ mouse movements with a very low sampling rate of 5ms for 

the first 30 seconds of every test. We calculated the average number of small silence periods per 

each 100 pixels of mouse movement for each person. Our users had 2.6 silences (median) in each 

100 pixels of mouse movements (minimum
31

 = 0.6, maximum = 9.2, SD=1.41, normally 

distributed). The time length of small pauses was approximately normally distributed 

(median=72.5 milliseconds, minimum =35.3, maximum =119.3, SD=17.78). Observing no short 

silences, an extremely low number of short silences, e.g., short silences below 35 milliseconds 

can be taken as a sign that a machine is carrying out the operation. 

7. Number of direction changes in a movement 

A human user’s mouse movement usually consists of direction changes even when they are 

moving in the same general direction. In our study, a user on average changes the direction of 

movement 6.5 times during a 100-pixel mouse movement (minimum= 2, maximum= 16, 

SD=2.54, approximately normally distributed). A machine that is not emulating such behavior 

can be easily flagged as non-human. 

8. Direct distance to route length ratio of a movement 

 Human users don’t move their mouse pointer in a straight line when they are moving from 

point A to point B. In our data, the direct distance of a movement is, on average, 56.47% of its 

                                                           
31 

Minimum of the “average number of silences for each user”. 
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route length (min = 7.83%; max = 99.78%, SD=27.91). The value of this variable for a machine 

that makes precise movements would be 100%. Hence, consistently exhibiting high values on 

this variable, e.g. values above 97.5, can be taken as a sign that a machine is carrying out the 

operations. 

9. Average speed in matching movements 

We divided users’ movements in their matching attempts into three sections: from the start 

of dragging to the start of the first barrier (‘start’), the movement in the area between the test and 

the keyboard barriers (‘middle’) and the movement after the second barrier (‘end’). We measured 

the average movement speed for each of these three sections across users and tests. The results 

indicate that the middle speed is relatively lower than the start and end speeds which is due to the 

existence of barriers in the middle area. The end speed is also consistently lower than the start 

speed which is perhaps due to the higher focus of users to find the exact dropping location in 

order to release the mouse. These regional speed characteristics can also help identify machines, 

as machines are not expected to exhibit such variations. 

 

Table 41: Speed in different regions of mouse movements. 

 
Start speed 

(Pixels/second) 

Middle speed 

(Pixels/second) 

End speed 

(Pixels/second) 

Median 185 134 179 

Min 78 37 56 

Max 516 351 338 

SD 139 101 64 

 


