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Abstract

Despite recent advancements in molecular dynamics (MD) methods, the computational costs

of ab initio molecular dynamics simulations for explicit solvation systems are still too signif-

icant. If accuracy is to be left uncompromised, new methods must be employed to reduce

computational expenses. This work focuses on the development of machine learning (ML)

models as proxy models for Car-Parrinello molecular dynamics (CPMD) metadynamics sim-

ulations in condensed-phase biomass reactions.

Explicit solvation CPMD metadynamics simulation data of HMF undergoing protonation

in a solution of dimethyl sulphoxide (DMSO) and water is used to train various model archi-

tectures to make time-series predictions of their probability distribution functions (PDFs).

For each model architecture, three models were trained to fully predict the system, one for

each of the following species: reactants, water and DMSO. Each model was tested assuming

an initial simulation had been performed and the proxy models were used to complete the

simulation.

The long short-term memory (LSTM) autoencoder and 3D convolutional neural networks

(CNN)-LSTM autoencoder architectures failed to accurately capture PDF magnitudes and

locations. A binary relevance 3D CNN-LSTM autoencoder, employing different loss func-

tions, showed marginal improvement but struggled to predict probability locations over a

large horizon. Models trained on principal component analysis (PCA)-transformed and

dynamic PCA (DPCA)-transformed data showed promise in training but failed in testing.

Models trained on PDFs without "dead voxels" (zero probability voxels independent of time)
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and atomic Cartesian coordinates perform well during training but encounter challenges in

testing due to teacher forcing. Teacher forcing is a training method that can potentially

make the trained model over-reliant on ground truth, which is unavailable if the model is

to be used as a proxy. Despite attempts to mitigate teacher forcing effects through sched-

uled sampling, no model architecture achieves reliable long-term predictions without ground

truth data. However, the model trained on Cartesian coordinates demonstrated proficiency

in making short-term predictions regarding the atomic configuration of the system.
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Preface

This thesis is an original work by Yiren (Kevin) Mao. No part of this thesis has been

previously published.
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Quitters never win. Winners never quit.
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Chapter 1

Introduction

Currently, many chemical and pharmaceutical processes occur in the presence of a solvent;

however, the effect of the solvent environment is not yet fully understood at a fundamental

level [1]. In addition to stabilizing the transition state (TS) and altering reaction kinetics, a

solvent and its reorganization can also (i) impact reaction mechanisms and pathways, (ii)

change the relative stability of the reactants, transition state and products, (iii) alter reaction

thermodynamics, (iv) facilitate diffusion in porous catalysts and (v) improve selectivity [2].

These effects must be considered when potential materials and catalysts are being evaluated

to achieve optimization. While empirical tests can be conducted to find the ideal solvent(s)

and their corresponding concentrations for a reaction through trial and error, this would be

time-consuming and expensive while not allowing us to develop a mechanistic understanding

behind why a particular solvent is ideal for a given reaction [3]. For such investigations, using

molecular dynamics methods becomes an attractive option.

Molecular dynamics is a computational tool that models the dynamics of chemical sys-

tems at an atomic level. This level of detail is what allows researchers to gain a deeper level

of understanding of chemical systems through the use of molecular dynamics. The dynamics

of a system is modeled through classical molecular dynamics (MD) or ab initio molecular dy-

namics (AIMD). Classical MD uses Newton’s equations of motion to solve for the evolution of
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atomic positions over time. This is often computationally inexpensive, and therefore, is able

to model larger systems and access longer timescales. However, it fails to accurately model

chemically complex systems such as reaction systems; thus, AIMD is necessary for modeling

these systems [4]. AIMD methods, which use quantum mechanics to model molecular dynam-

ics, is often used to study reactions over its classical counterpart. For solvent-based systems,

AIMD approaches can either model the solvent molecules implicitly or explicitly. Implicit

solvation models imply the presence of solvent molecules by approximating the mean force

exerted on the explicitly modeled molecules, while explicit approaches model each solvent

molecule within the system as well as their dynamics [5]. While implicit models can be useful

by approximating reality with relatively few resources [6], they are accompanied by draw-

backs. It has been shown that implicit models fail to accurately capture hydrogen bonding

interactions and entropic effects on free energy [7,8]. Explicit solvation modeling, on the other

hand, can accurately model solvation systems but is computationally intensive and therefore

is limited in its timescale.

A part of what makes AIMD so computationally expensive is the need for the electronic

structure of the system to be recalculated after each time step. Car-Parinello molecular

dynamics (CPMD) addresses this issue by following the movement of the electronic structure

with a classical representation [4]. The metadynamics technique can be used with CPMD to

further accelerate reaction events so that they can be observed within a shorter time frame.

In metadynamics, small energy potentials are added to the system so that the energy wells of

the system within a user-defined coordinate space are filled. The added energy potentials are

tracked to reveal the potential energy surface of the system within the coordinate space [9].

The potential energy surface of a reaction system shows the activation energy, which aids

us in studying the solvent effects on reactions. Even with the CPMD formulation and the

metadynamics technique, a complete simulation of a reaction system containing 232 atoms

takes roughly 100,000 CPU-hours. If a study were to be conducted to find the ideal solvents

and their concentrations for a given set of reactions, this alone could take years.
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To address the computational cost of AIMD methods, researchers have been integrating

machine learning (ML) into existing MD methods. It has already been shown that ML

algorithms can support classical MD simulations by sampling protein conformations in a

more efficient manner [10] and predict reaction rates [11]. However, the impact of ML has

not been limited to just classical MD. ML algorithms have been used to accelerate AIMD

simulations by predicting the energies and forces of atomic configurations [12,13], build more

accurate density functionals [14], and model atomic interactions [15]. In the context of solvents,

ML has been used to improve the accuracy of implicit solvation simulations [16] and model

reactions in explicit solvation models [17,18]. For explicit solvation environments, ML has been

primarily been employed to predict the potential energy surface or reaction barriers within

rather than predicting the evolution of the atomic configuration. This work attempts to train

a proxy ML algorithm for CPMD metadynamics simulations of explicitly solvated biomass

reactions. This model would decrease the time and computational cost of studying such

systems by predicting both the atomic configurations and the potential energy surface.

The condensed phase reaction under study is the protonation 5-hydroxymethylfurfural

(HMF) in water and dimethyl sulphoxide (DMSO). The reaction mechanism of HMF into

humins is of particular interest because humins offer very little economic value while HMF

eventually forms profitable fuel additives and polymers [19]. It has been shown that the

presence of DMSO as a cosolvent shields HMF molecules thereby hindering their ability

to degrade to humins [20]. ML-assisted AIMD simulations could provide such mechanistic

insights at a fraction of the current computational cost in a fraction of the time because

a proxy ML model would act as a shortcut to the outcomes already attainable through

standard AIMD methods. The increased speed and reduction in the computational cost of

AIMD simulations would also make screening for cosolvents that increase the selectivity of

HMF a less demanding task.

In Chapter 2 of this thesis, a literature review is performed on previous work related

to the machine learning application in computational chemistry. Chapter 3 will provide
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a background on molecular modeling methods, while Chapters 4 and 5 will explain how

different ML proxy models were developed and tested.
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Chapter 2

Literature Review

The fields of chemistry and computing have long crossed paths with each other. Initially,

simple analog computers were used for basic calculations related to chemical reactions and

molecular structures [21], but as both disciplines advanced, so too did their involvement with

each other. More recently, thanks to rapid advances in computing power, incredibly detailed

simulations can be conducted to study complex chemical systems. Implementing machine

learning and artificial intelligence (AI) has also revolutionized how experimental and com-

putational chemistry is approached.

A strength of machine learning is its ability to save time and reduce the costs of tasks

it is trained for. Chemists often try to optimize reactions by adjusting one experimental

variable at a time while keeping the others constant. However, this method often falls short

of identifying optimal conditions and is often laborious and resource-intensive [22]. Hence, de-

veloping an ML model for optimizing chemical reactions would be of significant value. Zhou

et al. [23] pursued this goal with their Deep Reaction Optimizer (DRO) model, utilizing rein-

forcement learning for training. Reinforcement learning models take actions based on inputs

to maximize a particular "reward." In the context of chemical reactions, the DRO model

adjusts reaction conditions to maximize the yield. A mixture of Gaussian density functions

was used to train the model. The motivation behind this approach is based on the assump-
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tion that the response surface for most reactions can be treated as a continuous function,

and a combination of Gaussian density functions can approximate any continuous function.

When tested on a set of previously unseen mixture of Gaussian density functions alongside

several popular blackbox optimization algorithms, DRO was able to achieve optimization

in fewer steps than its competitors. It was first pre-trained on simulation reaction data for

four reactions to test its viability for chemical reactions. For each reaction, the model was

required to adjust the flow rate, voltage and pressure based on random initial conditions to

determine the maximum yield. It was found that DRO achieved optimization in fewer steps

than the blackbox optimization algorithm covariance matrix adaptation-evolution strategy

(CMA-ES) and the one variable at a time method that chemists typically use to try and

achieve optimization [23]. The DRO model successfully identified the optimal reaction condi-

tions by fine-tuning a few parameters that directly influenced the reaction yield. However,

it is important to note that the influence of these parameters tends to be consistent across

various reactions. On the other hand, altering the solvent environment in which a reaction

occurs can yield varying effects for different reactions. Consequently, the DRO model does

not possess the capability to foresee whether a different solvent or co-solvent combination in

a specific ratio would lead to a higher yield for a given reaction.

Classical MD simulations can help provide insights into the reactant, water, and cosolvent

interactions within a condensed-phase reaction system [24]. Based on this information, Walker

et al. [11] hypothesized that the reaction rates of acid-catalyzed reactions for biomass-derived

compounds could be predicted computationally based on three observables: i) the number

of water molecules within the local solvation shell of the reactant, ii) the average lifetime

of bonds between the reactant and nearby water molecules and iii) the fraction of reactant

surface area exposed to nearby hydroxyl groups. These indicators were quantified and fit

into a linear regression model to predict the kinetic solvent parameter σ for a given reaction.

The kinetic solvent parameter σ is defined in Equation 2.1 where ki
S,j is the apparent rate

constant for reaction i in solvent S with a mass fraction of j and ki
H2O

is the apparent rate
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constant for reaction i in pure water.

σi
S,j = log10

(
ki
S,j

ki
H2O

)
(2.1)

A positive kinetic solvent parameter indicates that the solvent environment would increase

the reaction rate, while a negative kinetic solvent parameter indicates the opposite. The

model was trained on experimentally determined rate constants for seven biomass reactions

occurring in an environment consisting of water and one of three cosolvents: 1,4 dioxane

(DIO), γ-valerolactone (GVL) and tetrahydrofuran (THF). The results of the regression

model demonstrate that these three descriptors are capable of predicting the kinetic solvent

parameter within reasonable error, particularly for DIO cosolvent systems [11]. This shows

that at least in certain cases, classical MD simulations can predict solvent effects on reaction

rates without explicitly modeling the reaction mechanism. The regression model was less

accurate for GVL and THF mixtures, indicating that the model has some limitations. The

authors concluded that either the descriptors computed from classical MD cannot quantify

reaction rates in some systems or more complex descriptors are required to capture more

complex trends.

Identifying increasingly complex descriptors requires extensive human effort; therefore,

a method that would bypass such rigorous methods would be of great value. Convolutional

neural networks (CNN) are machine learning models that use convolutional layers to extract

spatial features. It has already been shown that three-dimensional (3D) CNNs trained on

protein structures are able to detect protein functional sites [25] and evaluate protein-ligand

binding sites [26]. Hence, the possibility that a 3D CNN will be effective at extracting spa-

tial features to capture trends in complex descriptors within a classical MD simulation is

high. Chew et al. [3] aimed to train a 3D CNN capable of predicting the reaction rates of

acid-catalyzed biomass reactions within a solvent and co-solvent system based on classical

MD data. Their 3D CNN, named SolventNet, was trained to predict the kinetic solvent
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parameter using 76 experimental reaction rates for seven biomass-derived model reactants

along with their associated MD trajectories and tested using 32 experimental reaction rates,

including reaction rates with cosolvents not seen within the training set. The model’s perfor-

mance was evaluated based on the predicted kinetic solvent parameter’s root mean squared

error (RMSE). A 4 nm cubed box within the simulation cell was voxelized into 20 voxels

along each dimension, and the normalized molecule counts were stored in each voxel for each

simulation time step. This procedure was repeated for the reactant, solvent, and cosolvent

and stored in three channels. The voxelized occupancy distributions were further averaged

over 2 ns of simulation time to minimize computation cost while not sacrificing model ac-

curacy. SolventNet was found to predict experimental reaction rates more accurately than

models based on human-selected, MD-derived descriptors and reaction rates for polar aprotic

cosolvents not seen in training based on as little as 4 ns of MD simulation data. The model

also gives some level of interpretability through saliency maps, which allowed researchers

to identify voxels within each channel that had the most significant impact on the model’s

prediction [3]. SolventNet shows that machine learning can expedite solvent screening for re-

action optimization using classical MD simulations with some level of interpretability. While

MD simulations can access longer timescales while keeping computational expense minimal,

AIMD methods are able to provide mechanistic details behind reactions, which could be

invaluable to researchers. CPMD with metadynamics, a type of AIMD method, can also

provide details regarding the energetics of a reaction, something classical MD cannot repli-

cate. Since a machine learning model can reduce the computational cost of MD simulations

while still being able to predict its outcomes, then it is reasonable to assume that the same

idea can be applied to AIMD trajectories. The following studies showcase this concept.

Häse et al. [27] used a Bayesian neural network (BNN) to predict the dissociation time

of unmethylated and tetramethylated 1,2-dioxetane and compared them to the results of

AIMD simulations. In addition to accurate predictions of dissociation time, Häse et al.

also aimed to interpret the trained BNN to understand the mechanistic relationship between
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dioxetanes and their corresponding dissociation time. The dissociation time of 1,2-dioxetanes

into two formaldehyde molecules is of particular interest because this decomposition exhibits

chemiluminescent properties [27]. The chemiexcitation yield is directly proportional to the

dissociation time, so studying molecular variations of 1,2-dioxetane is useful to determine

which variation will produce the highest yield [28]. Two separate BNNs, named BNN1 and

BNN2, were trained. BNN1 predicted the dissociation time based on the initial nuclear

geometry of the system, while BNN2 used both the nuclear geometry and velocities to

predict the dissociation time. By directly predicting the dissociation time based on the

system’s initial configuration, the BNNs bypass almost all the computational costs AIMD

typically requires. When predicted and actual values were plotted against each other, the

models BNN1 and BNN2 were found to have r2 values of 0.86 and 0.97, respectively. BNN 2

also had a smaller mean absolute deviation, meaning the model had better generalizability.

The models were also able to outperform AIMD in terms of computational efficiency. Each

model could make predictions based on 250 different initial conditions in a few seconds,

whereas it would take over one year of computation for AIMD to do the same. The weights

and biases of the BNNs were initialized using the Laplace distribution [27]. It has been

shown that after training a BNN initialized with the Laplace distribution, the magnitude of

the weights within the BNN is related to the corresponding feature’s relevancy in the final

prediction [29]. Using the weights of the trained BNNs, it was found that the planarization

of the two formaldehyde molecules and the shortening of their C-O bonds were associated

with an earlier dissociation time [27]. This work proved that ML used on AIMD data could

make accurate predictions regarding AIMD outcomes while keeping computational costs at

a minimum and providing mechanistic insights regarding the studied system(s).

Eslamibidgoli et al. [30] trained a gated recurrent unit (GRU) and a long short-term mem-

ory (LSTM) model to predict various solids’ AIMD trajectories and potential energy profiles.

The training and testing data set was generated from AIMD trajectory data over 5000 fs on

rutile Ir0.75M0.25O2(100) surfaces where M is one of the following metals: Co, Cr, Ir, Mn,
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Mo, Nb, Ni, Pb, Pt, Rh, Ru, Sn, Ta, Ti, V and W. In addition to trajectory data for each

atom within the simulated call, the potential energy profile and the temperature fluctuations

for the simulations were also included as input data for each model. One iridium atom was

chosen at random from the training data to test each model. The model’s prediction of the

Cartesian coordinates for this atom, and the total potential energy profile, was compared

with ground truth data from AIMD using mean absolute percentage error (MAPE). The test

MAPE for the iridium atom’s coordinates was less than 0.9% for the GRU model and 1.3%

for the potential energy profile, while the LSTM model recorded MAPEs of 0.2% and 2.1%,

respectively. This shows that both the GRU and the LSTM models were very accurate when

predicting the Cartesian coordinates and the potential energy profile. Further investigation

found that the spatial distribution of atoms within the simulation cell and the distribution

of temperature fluctuations and potential energy were all Gaussian. Since GRU and LSTM

models tend to work better with Gaussian distributions, it makes sense why these models

performed so well [30]. This work shows that GRU and LSTM models can be used as proxy

models instead of AIMD simulations for solid-based systems. While the prediction horizon

for these models isn’t very long, future more complex models have the potential to make

longer-term predictions and, therefore, save even more computational costs. This concept

can also be expanded towards condensed phase systems, where the molecular interactions

differ, providing an extra challenge for ML models.

Puliyanda [31] aimed to train a 3D CNN autoencoder to extract features based on the

AIMD trajectory of a reactant from which the extent of solvent reorganization would be

determined. AIMD simulations of the reactant and product trajectories for the pyrolytic

decomposition of cellobiose at four different temperatures (100 K, 500 K, 900 K and 1200

K) were used to train the model. The root mean squared deviation (RMSD) between the

encoded features of the reactant and product was fit to a probability distribution using

kernel density estimation. This probability distribution function was used to determine the

extent of solvent reorganization. Solvent reorganization was found to be more significant
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for the cellobiose system at 100 K and 500 K and less significant at 900 K and 1200 K.

The 3D CNN autoencoder model was tested using reactant trajectories of an acid-catalyzed

conversion reaction of fructose to HMF in a solution of water and DMSO. A Mahalanobis

distance-based classifier was used to compare the extracted features of the reactant trajectory

of the new system to the extracted features of Class 1. Class 1 is the training data that

exhibited the highest degree of solvent reorganization was the cellobiose system at 100 K. The

model predicted solvent reorganization would decrease significantly by introducing 5% wt

DMSO to a pure water solution. In comparison, DMSO concentrations beyond 5% wt would

result in a linear increase in solvent reorganization. This trend agreed with free energy surface

minima calculations for the reactant and product states with differing concentrations of water

and DMSO. When % wt DMSO was introduced into the system, the free energy difference

between the hydronium ion occupying the bulk solvent and the hydronium ion occupying the

first solvation shell of fructose (∆G) increased. This suggests the DMSO preferred to group

near the fructose molecule while the water molecules stabilized the hydronium ion, resulting

in a sharp decrease in solvent reorganization. When the DMSO concentration was increased

beyond 5% wt, ∆G decreased while solvent reorganization increased. This suggests that the

hydronium ions were forced to interact with the fructose molecule due to a lack of water

molecules in the system and increasing solvent reorganization [31]. This model shows that it

is possible to screen reactions for their level of solvent reorganization in different solvents.

This is advantageous because if solvent reorganization is found to be minimal for a reaction

under certain solvent conditions, then the mechanics and energetics of the reaction can be

studied using an implicit solvent environment instead, saving computational costs and time.

If solvent reorganization is significant, then a different approach must be used to study the

reaction cost-efficiently. This complex problem could be tackled with machine learning as

well.

Chen et al. [32] used an active learning framework with machine-learned interatomic po-

tentials (MLIP) to accelerate explicit solvent AIMD simulations of solvated heterogeneous
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catalytic systems. MLIPs are a class of ML models that relate the potential energy of a sys-

tem to the coordinates of the atoms it contains [33]. It has already been shown that MLIPs

are able to assist in the search of global minima [34] and transition states [35]. Typically, an

accurate MLIP requires a training set consisting of thousands of Density Functional Theory

(DFT) calculations, presenting a sizeable computational barrier to the approach. It is also

difficult to intuitively predict what kind of training set would result in the generalizable

MLIPs [32]. To rectify these obstacles, an MLIP obtained from literature, called moment

tensor potential (MTP) [36], was trained “on-the-fly” through active learning [32]. What makes

active learning unique is that ML models trained through active learning select the data

they are trained on, which is advantageous when the availability of labelled data is lim-

ited [37]. Chen et al. used their ML model to perform machine learning-accelerated molecular

dynamics (MLaMD) simulations during active learning. Poor predictions were reassessed

using DFT and added to the training data pool. This ensures that the training dataset

grows more comprehensive with minimal effort. As the training data expands, the need for

DFT calculations to be performed decreases, thereby decreasing the computational costs of

MLaMD simulations. DFT calculations are also performed periodically to ensure the contin-

ued accuracy of the ML model. This work found that their MLaMD simulations were able

to (i) accurately model the molecular structure of water near a metal surface, (ii) predict

adsorption energies of CO* and OH* onto Cu(111) and (iii) estimate the energy barrier of

the C-H bond breaking in ethylene glycol over Cu(111) and Pd(111) with MLaMD-based

metadynamics. Other advantages of this model include far fewer required DFT calculations,

simulation times four orders of magnitude shorter than AIMD, and access to longer time

scales [32].
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Chapter 3

Molecular Dynamics Methods

Molecular dynamics (MD) is a computer simulation tool that allows dynamic molecular

systems to be studied at the atomic level [38]. The ability to simulate atomic dynamics

provides researchers with previously inaccessible insight regarding chemical systems at the

expense of computational costs. Ever since the 1970s, MD has been used to compliment

physical experiments to deepen our level of understanding [39]. With computational resources

becoming increasingly more accessible, MD has started to play a more significant role in

chemistry, material science and biology. It has been used to aid in drug development [40], test

the properties of new materials [41] and study chemical reactions [42].

3.1 Classical Molecular Dynamics

There are two main types of MD: force field-based MD (or classical MD) and ab initio

molecular dynamics (AIMD) [4]. Both types of MD update the spatial arrangement of atoms

based on the potential energy of the system, but how they calculate the potential energy

differ. Classical MD uses molecular mechanics (MM) to determine the total potential energy

while AIMD uses quantum mechanics (QM) [43]. In MM, Newton’s equations of motion are

applied by treating each atom as a particle of a certain size and mass, and each bond as

a spring with a certain length and stiffness. The energy of the forces within a system is
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modeled by a set of equations called the force field, hence the name force field-based MD.

The modeled forces can be divided into bonded interactions, which include stretch, bend and

torsion energies, and non-bonded interactions, which include van der Waals and electrostatic

energies, as indicated in Equation 3.1 [4].

EMM = Estretch + Ebend + Etorsion + EvdW + Eelectrostatic + (Ecoupled) (3.1)

The terms Estretch, Ebend, Etorsion, EvdW and Eelectrostatic represent the energy for bond stretch-

ing between two atoms, energy for angle bending between three atoms, energy for bond

twisting, van der Waals interaction and electrostatic interaction, respectively. An example

of equations for each of these terms are as follows:

E12
stretch = Kstretch

(
l12 − l0

)2 (3.2)

E123
bend = Kbend

(
θ123 − θ0

)2 (3.3)

E1234
torsion = Ktorsion (1− cos (nω)) (3.4)

E12
vdW = 4EL−J

min

[(
R0

R12

)12

−
(

R0

R12

)6
]

(3.5)

E12
electrostatic =

Q1Q2

εdielecR12 (3.6)

where Kstretch, Kbend, and Ktorsion are force constants, ω is the angle of rotation, n is period-

icity, EL−J
min is the depth of the minimum in the potential, R0 is the distance at zero potential,

Q is atomic charge and εdielec is the dielectric constant [4].

Each energy term in Equation 3.1 is only a function of atomic coordinates. Therefore,

it is through the minimization of EMM as a function of atomic coordinates that the lowest

energy state of a given system is found [44]. There are two types of minimization algorithms:

local and global. Local minimization algorithms locate the system’s nearby energy minima
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however, this minima may not be the lowest possible minima of the system. The global

minima of the system refers to the lowest possible energy state of the system which is ideal

result through minimization. Two standard methods that attempt to find the global energy

minima are Monte-Carlo and molecular dynamics (MD). The Monte-Carlo method finds

global minima through trial and error adjustments to a system’s configuration. On the other

hand, MD gives each atom within the system a velocity based on the system’s temperature

and classically solves for the position of each atom. MD better represents the system’s

behaviour in reality since it accounts for temperature-dependent dynamics. The general

algorithm used to solve for atomic positions and their evolution over time can be seen in

the velocity Verlet MD algorithm. For a system of N atoms R⃗ (R1, R2, . . . , RN) the velocity

Verlet algorithm can be summarized as such [4]:

1. Start with initial positions R⃗0 and velocities dR⃗0/dt

2. Calculate potential energy E
(
R⃗
)

and forces dE/dR⃗

3. Recalculate positions with

R⃗t+1 = R⃗t +

(
dR⃗t

dt

)
∆t+

1

2!

(
d2R⃗t

dt2

)
(∆t)2

4. Recalculate potential energy E
(
R⃗t+1

)
and forces dE/dR⃗t+1

5. Update velocity with

dR⃗t

dt
=

(
dR⃗t

dt

)
+

1

2

(
d2R⃗t

dt2
+

d2R⃗t+1

dt2

)
∆t

6. Return to step 3

Many force fields exist because parameter values for the energy terms in Equation 3.1

are derived from experimental data, which give differing results depending on the data is
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used [45]. The equations used to calculate each energy term and the inclusion of extra energy

terms that capture coupled interactions of forces (Ecoupled) are also ways one force field differs

from another. The systems each force field is best suited for depend on the experimental

data they were parameterized on. Therefore, a trade-off exists for each force field where

increased accuracy for one type of system means sacrificing generalizability [4].

MM methods are computationally inexpensive and can easily model large systems such as

proteins and DNA. However, for chemically exotic systems where few or no accurate param-

eters exist, the effectiveness of MM may be reduced. It is also extremely difficult for MM to

be applied to systems containing metals and reaction systems. The bonds in metal systems

are not as well-defined as in organic systems. MM has no clear answer to this since it treats

atoms as singular entities rather than nuclei with accompanying electronic structures. MM

also breaks down when dealing with reaction systems because the transition from reactant

to product changes the bonds and possibly the number of atoms they contain, meaning that

separate force field energy functions are required for the reactant and product [45].

3.2 Ab Initio Molecular Dynamics

As discussed in Section 3.1, the general idea of MD is to solve for the potential energy, solve

for the forces, update the velocities, and recalculate the position for the next timestep. In

AIMD, QM is used to solve for the electronic structure of a system and its potential energy.

The Shrödinger equation (Equation 3.7) [46] describes the spatial and temporal evolution of

a particle’s wavefunction in a potential.

HΨ(R, t) = iℏ
∂

∂t
Ψ(R, t) (3.7)

Solving the Shrödinger equation with the Born-Oppenheimer approximation decouples elec-

tronic and nuclear motion, thereby allowing them to be solved separately through a quantum

mechanical and a classical formulation, respectively. This allows the electronic structure to
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be optimized based on the nuclear configuration after each time step. This is known as

Born-Oppenheimer molecular dynamics (BOMD). The Lagrangian for BOMD is shown in

Equation 3.8. Nuclei can be treated classically because they have sufficient mass to obey

Newtonian physics. Therefore, only the solution to the Shrödinger equation for electrons in

a system (Equation 3.9) is needed to find the potential energy [4].

LBOMD =
1

2

∑
i

miR
2
i − ⟨Ψ|H|Ψ⟩ (3.8)

HeΨe (Re, Rn) = EeΨe (Re, Rn) (3.9)

In the above equations, H is the Hamiltonian operator, ℏ is the Planck constant, Ψe is the

wavefunction for electrons, Re is the electronic coordinates and Rn is the nuclear coordinates.

Since Equation 3.9 cannot be solved analytically for systems with more than one electron,

an approximation must be made for polyelectric systems [44].

Density functional theory (DFT) is a quantum mechanical calculation method that uses

electron density instead of wavefunctions for each electron to find a system’s energy. Ho-

henberg and Kohn showed that an external potential ν(R⃗) can be determined if the electron

density is provided and that wavefunctions can be expressed as a functional of electron den-

sity [47]. This reduces the complexity of the energy calculation since only the density function

is needed [4]. Based on this idea, Kohn and Sham developed a formulation that would be

able to calculate the energy of a multi-electron interacting system using DFT while keeping

computational costs to a minimum [48]. Kohn-Sham DFT introduces a set of fictitious non-

interacting electrons with Kohn-Sham orbitals χKS in a potential νKS(R⃗). The Kohn-Sham

orbitals are chosen so that they have the same electron density ρ as the interacting system

in the real potential ν(R⃗). Equation 3.10 shows how the energy can be calculated based

on the density. The energy in Equation 3.10 needs to be minimized with respect to density

because of the variational principle [4]. The variational principle states that the calculated

energy based on approximate wavefunctions will always be greater than the actual energy
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of the system [45]. Therefore, the ground state density needs to be calculated in an iterative

manner to find the density that minimizes energy. With Kohn-Sham DFT, the potential

energy of a system can now be solved quantum mechanically and AIMD can be performed.

E = min
ρ

{⟨Ψ[ρ]|H|Ψ[ρ]⟩} (3.10)

AIMD holds a significant advantage over classical MD methods in that the limitations of

classical MD do not apply to AIMD. Chemically exotic systems, metals systems and reaction

systems can now be accurately modeled through AIMD. However, due to the substantial

computation cost associated with AIMD, the steep trade-off between computational costs

and accuracy makes AIMD rarely practical [4].

The hefty computational cost of AIMD comes from the need to optimize the electron

density after each time step in order to ensure the system is at its energy minima [49]. To

work around this, Car and Parrinello demonstrated how the movement of the optimal elec-

tronic structure between time steps could be approximated with a classical formulation

(Car-Parrinello molecular dynamics (CPMD)). This is achieved by assigning the wavefunc-

tions a fictitious mass µ which gives them fictitious kinetic energy. The extended Lagrangian

for CPMD is defined as [50]:

LCPMD =
1

2

∑
i

miṘ
2
i +

1

2

∑
j

µi ⟨χ̇j|χ̇j⟩ − ⟨Ψ|H|Ψ⟩+ constraints (3.11)

where χj is the orbital of the jth electron and the constraints are external or internal con-

straints placed on the system. The CPMD Lagrangian results in the following Euler-Lagrange

equations:
d

dt

(
∂LCPMD

∂Ṙi

)
− ∂LCPMD

∂Ri

= 0

d

dt

(
∂LCPMD

∂χ̇∗
i

)
− ∂LCPMD

∂χ∗
i

= 0
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miR̈i = − ∂

∂Ri

⟨Ψ|H|Ψ⟩+ ∂

∂Ri

(constraints)

µiχ̈i = − ∂

∂χ∗
i

⟨Ψ|H|Ψ⟩+ ∂

∂χ∗
i

(constraints)
(3.12)

which can solved numerically using the velocity Verlet algorithm described in Section 3.1. To

ensure CPMD still follows BOMD, the assigned µ must be small enough to prevent energy

transfer from the nuclei to the wavefunction. With CPMD, only a single electronic structure

is required while the classical formulation takes care of the rest. Despite the reduction in

computational costs that CPMD provides, the timescales it can access still fall short of

classical MD by five orders of magnitude [4].

To accelerate atomic events so they can be observed within CPMD’s short timescale, the

metadynamics method was developed [51]. Metadynamics adds small energy potentials to fill

a system’s free energy surface (FES) within the collective variable (CV) space of interest.

The CV space chosen depends on the objective of the study; examples of CVs are bond

length, bond angle, bond distance or coordination numbers. This technique requires an

extended CPMD Lagrangian which is defined as [52]:

LMTD = LCPMD +
1

2

∑
CV

mCV ṡCV − 1

2

∑
CV

KCV

[
SCV

(
R⃗CV

)
− sCV

]2
+ νCV (t, s) (3.13)

where s is the vector of CVs, mCV is the fictitious mass assigned to the collective variables,

KCV is the force constant, KCV

[
SCV

(
R⃗CV

)
− sCV

]
is the potential energy acting on the

CVs and νCV (t, s) are the energy potentials added. Similar to the selection of µ in CPMD,

the selection of mCV in metadynamics must be sufficiently large so that the dynamics of CVs

are separate from the dynamics of both nuclear and fictitious electronic motion. By adding

energy potentials νCV (t, s), the system is forced to cross energy barriers to reach nearby local

and global energy minima. These energy potentials are tracked and used to reconstruct the

FES after the simulation [53]. An example of how metadynamics explores and allows for

the reconstruction of a FES is shown in Figure 3.1. The training and testing data used in
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Chapters 4 and 5 comes from a CPMD metadynamics simulation of 5-hydroxymethylfurfural

in water and dimethylsulphoxide. With CPMD and the metadynamics method, it is possible

to simulate reactions accurately within a reasonable time frame, but there is still room for

improvement. Chapters 4 and 5 will explore ways a machine learning model could be used as

a proxy model with CPMD metadynamics to achieve the same modeling results at a fraction

of the computational cost.

Figure 3.1: Example of how metadynamics explores a FES for a system that goes from state
A to a more stable state B. The potential energy surface is filled starting from "well" A as
shown by lines 1 and 2. As the "well" gets filled up it spills into "well" B as shown with line
3. Then the FES is filled uniformly (lines 4 and 5).
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Chapter 4

LSTM autoencoder application for the

time-series prediction of spatial features

from CPMD with metadynamics

simulation data

4.1 Introduction

Applying machine learning to ab initio molecular dynamics (AIMD) simulations of solvent-

based reaction systems, particularly those with significant solvent reorganization, involves a

two-step process. First, it requires making a time-series prediction of the spatial configuration

of the system. Subsequently, this spatial configuration is used to predict the system’s free

energy for that time step. This chapter aims to train a set of models that can act as a proxy

model for Car-Parrinello molecular dynamics (CPMD) metadynamics simulation given a

short initial simulation. Thus, a time-series prediction of the simulation is necessary. The

outputs from CPMD simulations performed with metadynamics can serve as training data

for a set of models that can address this two-step process. CPMD, as explained in Chapter
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3, is a type of AIMD simulation that approximates the movement of the electronic structure

based on a classical formulation instead of using a quantum formulation to recalculate the

electronic structure for each time step, thereby reducing the computational expense of the

simulation [50]. Despite this, CPMD’s accessible time scale remains limited to picoseconds [4].

However, when paired with the metadynamics technique that accelerates the dynamics within

the system, a larger time scale is now accessible. Metadynamics influences the system by

periodically adding small energy potentials to fill up the free energy surface (FES) within the

coordinate domain of a set of human-selected collective variables (CVs) [51]. These CVs are

specifically selected based on the system being studied. Moreover, metadynamics allows the

reconstruction of an FES post-simulation [53]. This reconstruction aids in studying reaction

systems as it provides the free energy of the reactant, transition and product states. By

pre-processing the trajectory and FES data from the CPMD-metadynamics simulation, this

dataset can serve as training and testing data for machine learning (ML) models to achieve

the previously stated objective.

4.2 Methods

The dataset designated for training comes from a CPMD-metadynamics simulation of the

protonation of 5-hydroxymethylfurfural (HMF) in 50 wt% dimethyl sulfoxide (DMSO) and

water. The simulation ran for T = 200, 000 time steps for a simulation cell with side lengths

of 11.832 Å, containing one HMF, one proton, 9 DMSO and 42 water molecules. The time

step used for the simulation was 0.0967 fs. Two CVs were chosen for metadynamics for this

reaction: the coordination number of the proton participating in the reaction (Hα) with bulk

oxygen belonging to water (Owater) and the coordination number of the protonation site (C4)

with bulk water belonging to water (Hwater) and (Hα). The CVs selected with respect to the

protonation reaction are shown in Figure 4.1. For further details regarding the parameters

of the CPMD-metadynamics simulation, refer to Calderón and Mushrif [54].

22



Figure 4.1: Defined collective variables for the protonation of HMF. Adapted from Calderón
and Mushrif [54].

Future analysis will change the reference point of the simulation to the HMF molecule.

This could cause issues because the location of the HMF molecule within the simulation

cell was close to a corner. Based on the trajectory file, there is a large region near the

HMF molecule where no solvent molecules exist because the periodic boundary condition is

implied within the output file. Since this isn’t indicative of reality, two periodic images of

the simulation cell were created in each dimension (26 periodic images) so that the output

file explicitly shows the periodic boundary condition. The T = 200, 000 time steps were

segmented into slices of 10 frames each, and each time slice was loaded into the Visual

Molecular Dynamics (VMD) software, where each frame in each slice was aligned so that

the orientation and position of the central HMF molecule are the same for each time slice.

This alignment changes the position and trajectory of each atom in the system so that

they move relative to the central HMF molecule instead of the origin of the simulation

cell. This modification to the simulation data allows each simulation cell to be directly

compared with each other because the HMF molecule will have a consistent position and

orientation. A Tool Command Language (TCL) script was used within VMD to generate

an occupancy distribution for each species and each time slice. An occupancy distribution

shows the fraction of frames that contain the molecule of focus for every discrete point

within the system. The discrete points are generated by VMD automatically by finding
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the smallest 3D grid needed to contain the entire occupancy distribution and dividing each

dimension into 1 Å gridlines. The orientation of the 3D grid VMD creates always remains

constant; therefore, each occupancy distribution can be directly compared with one other.

The occupancy at the intersection of every gridline is recorded by VMD and saved as a

file. This process yields 60,000 total occupancy distributions, n = 20, 000 samples for each

species. Given the substantial volume of data in each file, resulting in billions of data points,

voxelization was necessary to condense the information. It can be assumed that solvent

molecules further from the reaction will have a negligible effect compared to those close to

the studied reaction. Therefore, a cutoff of 12 Å was assigned for each occupancy distribution

beyond which solvent molecules were assumed to have negligible impact on the reaction. This

cutoff strikes a balance between including solvents and cosolvents in the vicinity while not

incorporating too much space that could lead to a voxelization with an overly large feature

space or a feature space with a large resolution. A Python code was used to voxelize each

dimension into 12 voxels, with the HMF molecule acting as the centre of each voxelized

distribution. The values within each voxelized occupancy distribution were normalized to

yield a probability distribution function (PDF). A voxelization factor of 12 was chosen to

give the voxelized PDF a resolution of 2 Å. With this resolution, there is no concern that

two different water molecules will overlap on the same voxel as the intermolecular distance

between water molecules is roughly 3 Å. Figure 4.2 shows a sample occupancy map for each

of the three species while Appendix A contains sample projections of the final PDFs onto

two dimensional planes.

The goal is to utilize past PDFs to make time-series predictions of future PDFs for each

species. This information will aid in making predictions regarding the energetics for the

studied reaction. Artificial neural networks (ANNs), particularly those containing recurrent

layers, are commonly used for time-series predictions. An ANN consists of interconnected

layers, each composed of neurons. Each connection between neurons is associated with a

weight W , and each neuron has an associated bias b. It is these values that change during
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(a)

(b) (c)

Figure 4.2: Projection of a randomly selected PDF for each of the three species onto the XY
plane.

training to form the network’s memory. Each neuron’s activation function determines the

output fed to the neurons connected to itself, as pictured in Figure 4.3 [55].

ANNs generally contain an input layer, an output layer, and hidden layers between the input
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Figure 4.3: Neuron structure within a neural network. Adapted from Maren et al. [55].

and output layers. Special layers, such as recurrent layers, introduce additional memory ele-

ments into the network to optimize its performance for certain tasks. As illustrated in Figure

4.4, Recurrent layers contain a sequence of neurons that relay information regarding previ-

ous inputs to subsequent layers, making them useful for time-series predictions. However,

recurrent layers may face problems during backpropagation. The gradients responsible for

updating weights and biases can become extremely small or extremely large. This problem

is known as a vanishing gradient and an exploding gradient, respectively [56]. Any recurrent

layers that contain many neurons are particularly vulnerable to this weakness, making them

more suitable for shorter sequences. The Long-Short Term Memory (LSTM) layer was cre-

ated to address the exploding or vanishing gradients and handle longer sequences, making

it a sensible starting point for this study [57]. Within each neuron, a series of gates and ac-

tivation functions update a cell state that is passed on from one neuron to the next within

the LSTM layer. A visualization of these gates and activation functions is shown in Figure

4.5, with the cell state indicated with a dashed line. Given the previous hidden state h(t−1)

and the new input xt, the forget gate determines what information should be forgotten while

the input gate determines what new information should be added. The outputs of these two

gates are then applied to the old cell state C(t−1) to update it into the new cell state Ct.
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Finally, the output gate determines the new hidden state ht based on the new cell state Ct

that was just updated [58].

Figure 4.4: Visualization of a recurrent layer.

Figure 4.5: Visualization of an LSTM layer. Adapted from Eslamibidgoli et al. [30].

The number of past time steps used to predict the next time step is called the sequence

length (l) and is an adjustable hyperparameter for each model. Since an LSTM layer is

being used within each model, the sequence length will be able to take on a wider range of
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values while keeping the threat of an exploding or vanishing gradient to a minimum. In the

training phase of each model, n = 20, 000 PDFs for each species were arranged into sequences

of length l and paired with its designated output, which is the PDF of the species for the

next step. Figure 4.6 demonstrates an example of this procedure.

Figure 4.6: Representation of the pairing of input sequences to their outputs.

This creates a total of n − l samples. Of the complete dataset, 80% was allocated for

training, while the rest was used as validation data. The loss function used to evaluate the

performance of the model was the Kullback-Leibler Divergence (KL divergence). For two

PDFs, P (x) and Q(x), the KL divergence is defined as [59]:

DKL(P ||Q) =
∑
xϵX

P (x) ln

(
P (x)

Q(x)

)
(4.1)

The KL divergence measures the entropy between two PDFs, P (x) and Q(x), indicating

their similarity or dissimilarity. This loss function is ideal for the given situation as it allows

us to evaluate how similar the predicted PDFs ŷt are to the ground truths yt established by

the CPMD-metadynamics simulation. The KL divergence will always return a non-negative
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value with lower values signifying greater similarity between the two PDFs.

Using the Adam optimizer, each model was implemented, trained, and tested using ver-

sion 2.10.0 of the TensorFlow Python package. Each model was tested using various con-

figurations of hyperparameters, with the configuration producing the lowest validation error

deemed the best configuration for that architecture. The hyperparameters adjusted were the

number of fully connected layers after the LSTM layer, the number of neurons in each dense

layer and the sequence length. During training, the validation loss for each epoch was moni-

tored and only when a new validation loss was lower than all preceding validation losses was

the model saved, overwriting any older models. This procedure was set in place to prevent

models that have been overtrained from being saved. Each model was tested by assuming

a simulation had already been performed but aborted halfway. With this initial data, each

model was tasked with predicting the PDF for each remaining time step of the simulation.

To achieve this, the output of each time step is subsequently integrated into the input se-

quence used to predict the next time step. Because the number of steps the model needs to

predict without any ground truth is unbounded, the prediction horizon H for this model in

this testing scenario can be considered infinite. An infinite horizon test is necessary because

of the target objective of this study. Suppose we want to apply a machine learning model to

a simulation for which we have some initial simulation data to reduce computational costs.

In that case, the model will not have ground truths to assist in its predictions beyond the

initial data provided. The loss and metrics between the prediction and the ground truth

were recorded and averaged over every predicted time step. The models weren’t tested with

previously unseen data because this would have further increased the difficulty. If a model

cannot make accurate predictions for the data it was trained on, then we can assume that

the model will perform poorly on previously unseen data as well. Once a model has proved

to be accurate, it will be subjected to more difficult tests.
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4.3 Results and Discussion

This section outlines four different model architectures and their outcomes when the previ-

ously mentioned procedure was carried out using CPMD-metadynamics simulation data for

the solvent-based protonation reaction of HMF.

4.3.1 LSTM Autoencoder Architecture

After processing the CPMD-metadynamics dataset, there were still 5184 total input fea-

tures across all three species participating in the reaction. Therefore, three separate LSTM

autoencoders were proposed, one for each species. An autoencoder is a type of ANN that

deconstructs inputs into a smaller feature space, often called the bottleneck layer or latent

space, and then constructs an output based on the deconstructed features [60,61]. This type

of architecture is used for this study as it allows multi-variate time-series data to be taken

as inputs [30]. Ideally, the initial encoding portion of the autoencoder will further reduce the

input feature size and extract critical features to use them to predict the feature space for the

next time step. An additional benefit an autoencoder provides is that the trained encoder

model can be saved and used to reduce the feature size of the inputs for the model that will

predict the energetics of the reaction in a separate model. The dataset is first arranged into

sequences of length l and passed into an LSTM layer with a dropout of p = 0.1. Dropout

is a technique applied to neural networks where each neuron within the dropout layer has

a probability p of temporarily being removed from the network. This technique is a simple

way of preventing overfitting and exploring variations of the original network, which can be

learned and combined to improve the network’s performance [62]. The output of the LSTM

is fed into a series of fully connected layers that form the rest of the encoder and decoder,

with the final fully connected layer giving the prediction for the PDF of the next time step.

The activation function used for the fully connected layers was the leaky rectified linear unit

(Leaky ReLU) activation function (Equation 4.3), except for the final fully connected layer,
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which used a softmax activation function (Equation 4.4) [63]. Unlike the rectified linear unit

(ReLU) function (Equation 4.2), the Leaky ReLU function still returns a value even when

the input is negative. When the input is negative, the output value is partially determined

by the coefficient α, which is an adjustable hyperparameter. For the purposes of this work,

α will always be 0.01. The Leaky ReLU function was chosen for its simplicity and immunity

to the dying ReLU problem that ReLU functions occasionally suffer from. In a situation

where the inputs for a neuron happen to be negative, a ReLU activation function will only

return zero. Since its gradient will also be zero in this scenario, its weights will not change

during backward propagation, and the neuron will keep outputting zeros [64]. The softmax

activation function converts an array of values into an array of values that sum up to one.

The converted values will also only fall between zero and one. It is these two properties that

ensure the output of the model is always a PDF.

ReLU(x) =


0 if x < 0

x if x ≥ 0

(4.2)

LeakyReLU(x) =


αx if x < 0

x if x ≥ 0

(4.3)

f(xi) =
exi

ΣN
j=1e

xj
(i = 1, 2, . . . , N) (4.4)

Figure 4.7 represents a simplified outline of the architecture of the LSTM autoencoder

used for training. Table 4.1 shows the training and testing results for each species and Figure

4.8 compares the predicted and ground truth PDFs for the reactants, water and DMSO at a

selected test time step when an LSTM autoencoder architecture is used. The loss function

used was the KL divergence. The hyperparameters adjusted for the training of this model

are the sequence length, the number of neurons in the LSTM and fully connected layers and

the number of the fully connected layers.
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Figure 4.7: Model architecture of the LSTM autoencoder.

Table 4.1: Training and testing results for the 3 LSTM autoencoder model.

Species Train Validation Avg. Test
KL Divergence KL Divergence KL Divergence

Reactants 0.837 0.866 15.431
Water 0.864 1.486 9.947
DMSO 0.848 1.504 11.843

(a)

(b) (c)

Figure 4.8: Predicted versus actual PDF of the reactants, water and DMSO for a selected
test time step when using an LSTM autoencoder architecture.
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When two PDFs are very similar, their KL divergence is extremely small on the count

of the KL divergence formula containing the natural logarithm of the ratio between two

probabilities. This tells us that the values within Table 4.1 are too large to indicate that

the models are accurate, especially during testing. Upon further examination, this poor

performance could be attributed to the sparsity of input data, as indicated by the large

number of ground truth points with a value of 0. Using DMSO as an example, there are

a total of 9 DMSO molecules within the simulation cell and assuming they all move one

voxel during the 10-time frame period each PDF entails, then there will be 18 out of 1728

voxels (1%) containing a non-zero probability. The uneven distribution of the data makes it

difficult for the model to give attention to the voxels with non-zero probability.

4.3.2 3D Convolutional neural network LSTM autoencoder archi-

tecture

A convolutional neural network (CNN) is a type of neural network model that uses the

convolution operation to identify spatially or temporally correlated data locally within a

dataset. The ability to extract local correlations within the data is why CNNs excel at tasks

that involve spatiality [65]. If the flattened PDFs of the CPMD-metadynamics simulation are

reverted to their 3D state, a CNN might be able to capture the important features within

the PDFs and outperform the LSTM autoencoder model. Like the LSTM autoencoder

model, the 3D PDFs will be arranged into sequences of a certain sequence length and then

act as the input for multiple time-distributed 3D CNN layers. Because the input data is

now four-dimensional (4D) with three spatial components and a temporal component, time-

distributed 3D CNN layers are needed to perform 3D convolution on each 3D PDF within

an input sequence. After four time-distributed 3D convolution layers, the resulting output is

flattened and fed into an LSTM layer. A bottleneck layer, a fully connected layer and three

3D deconvolution layers follow the LSTM layer to complete the autoencoder. Figure 4.9
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shows a rough outline of the architecture described. Table 4.2 shows the training, validation

and test results for each species and Figure 4.10 compares the predicted and the actual PDF

for each species for a selected time step when a 3D CNN-LSTM architecture is used. KL

divergence remained as the loss function used for this model, and each model predicts the

spatial features of one species. The hyperparameters adjusted for the training of this model

are the sequence length, the filter size of each convolution layer, the number of convolution

layers, the number of filters for each convolution layer, the number of neurons in the LSTM

and the size of the bottleneck layer.

Figure 4.9: An example of a 3D CNN-LSTM model architecture that was tested.

Table 4.2: Training and testing results for the 3D CNN-LSTM autoencoder model.

Species Train Validation Avg. Test
KL Divergence KL Divergence KL Divergence

Reactants 0.574 0.575 15.430
Water 0.567 0.606 3.365
DMSO 0.521 0.632 5.580

Overall, both training and testing performance improved from the LSTM autoencoder

models. Regardless, the KL divergence values are still too substantial to indicate that this

model is accurate. It is hypothesized that predicting both the location and the magnitude

of a handful of probabilities within a feature space of 1728 is too demanding. Therefore, the

focus of future models was shifted to just predicting the location of the probability within

the feature space. The location was prioritized over the magnitude because the position of

solvent molecules relative to the reactants is crucial for the study of the impact of solvents
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(a)

(b) (c)

Figure 4.10: Predicted versus actual PDF of the reactants, water and DMSO for a selected
test time step when using a 3D CNN-LSTM autoencoder architecture.

on reaction energetics regardless of magnitude, while the reverse is not true.

4.3.3 Binary relevance CNN-LSTM autoencoder classifier architec-

ture

With greater emphasis on predicting the probability locations, the input data must be ad-

justed to reflect this objective. Any non-zero probability within the dataset was converted

into a one while the zeros remained zero, creating a binary data set. This new model will in-

dividually assign either class 0 or class 1 to each voxel within every PDF it predicts, making

it a binary relevance classifier. It will also use the same CNN-LSTM autoencoder architec-

ture described in Section 4.3.2. Since the input data is now in a binary format rather than
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a PDF, the loss function will change to a binary cross-entropy (BCE) function (Equation

4.5) [66]. BCE works well as a loss function but cannot give us an intuitive sense regarding

how well the model is performing, much like the KL divergence. Binary classifiers often

use binary accuracy as a metric to assess the accuracy of their model, which is simply the

ratio between the sum of true positives and true negatives to the total number of predictions

made. However, due to the skewed nature of the training data set, this metric could be

misleading because even if the model were to assign 0 to every voxel, its binary accuracy

would still appear to be very high owing to the scarcity of class 1 voxels within the ground

truth as proven in Section 4.3.1.

BCE = − 1

N

N∑
i=1

yi · log (p (yi)) + (1− yi) · log (1− p (yi)) (4.5)

For skewed binary datasets, the F1 score (Equation 4.6) is a more reliable metric to base

the assessment of a model on because it heavily penalizes a high ratio of false positives to

actual positives, which would be the case if the model assigned a 0 to every voxel. There-

fore, the F1 score will be used to evaluate models on their performance rather than binary

accuracy. The F1 score is the harmonic mean between precision (Equation 4.7) and recall

(Equation 4.8) and returns a value between 0 and 1 with higher values associated with greater

accuracy. Table 4.3 shows the training and testing results of the binary relevance classifier

model, and Figure 4.11 shows the confusion matrices for a selected test time step for each

species. Each species of the reaction system had its own model to keep the three channels of

information separate. The hyperparameters adjusted for the training of this model are the

sequence length, the filter size of each convolution layer, the number of convolution layers,

the number of filters for each convolution layer, the number of neurons in the LSTM and

the size of the bottleneck layer.

F1 score =
2 · Precision · Recall
Precision + Recall

(4.6)
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Precision =
TP

TP + FP
(4.7)

Recall =
TP

TP + FN
(4.8)

TP = true positive FP = false positive FN = false negative

Table 4.3: Training and testing results for the binary relevance 3D CNN-LSTM classifier
model.

Species Train Train Validation Validation Avg. Test Avg. Test
BCE F1 score BCE F1 score BCE F1 score

Reactants 0.019 0.00 0.018 0.00 0.018 0.00
Water 0.010 0.82 0.012 0.27 0.460 0.34
DMSO 0.040 1.00 0.052 0.36 0.154 0.10

Figure 4.11: Confusion matrices of the predicted vs actual classes of each voxel for a selected
test time step for reactants, water and DMSO based on the binary relevance CNN-LSTM
autoencoder models.

Since the loss function and metric used for this model differ from previously tested mod-

els, a direct comparison cannot be made with previous models. However, based on the low

F1 scores for training, validation and testing, we can still conclude that these models also

perform poorly. The water and DMSO models produced good results during training; how-

ever, that success was not carried over during validation and testing. The F1 scores also vary

across species. A plausible hypothesis for this would be that because of the relatively high

number of water molecules within the system, it is easier to obtain true positives, even if by

chance, than if there are very few molecules, such is the case with the reactants. To improve

this model, a strategy to deal with the sparsity in the dataset is required. To prove that
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sparsity is the primary issue, a total of 4 artificial datasets were created and used as training

data with the binary relevance classifier model without any modifications to architecture

or hyperparameters to prove that sparsity is indeed what is causing the poor performance

of the models. The first artificial dataset contained a 12 × 12 × 12 tensor of alternating

0s and 1s, creating evenly balanced classes. Every 10 time steps, every voxel would flip to

the opposite class. The second artificial dataset contains the same distribution of 0s and

1s as the first artificial dataset but contains a different time pattern (a-a-a-b-b-b-b-b-a-a-a-

a-a-a-a-a-b-b-b-b or 3a-5b-8a-4b). The third artificial data set contains 1s in three “hollow

cubes” of different sizes to mimic hypothetical solvation shells. This was done in a specific

manner so that the distribution of class 0 and class 1 was still roughly even. Every 10 time

steps, the 0s and 1s would once again switch. The fourth artificial dataset maintained the

“hollow cubes” pattern but this time with the 3a-5b-8a-4b time pattern. The training and

testing results for all four artificial datasets are shown in Table 4.4. As shown by the results

in Table 4.4, the same model architecture performs perfectly for all four artificial datasets,

which supports the hypothesis that the problem with the CPMD-metadynamics data is that

it is a heavily imbalanced dataset.

Table 4.4: Training and testing results for the binary relevance 3D CNN-LSTM classifier
model on four different artificial datasets.

Species Train Train Validation Validation Avg. Test Avg. Test
BCE F1 score BCE F1 score BCE F1 score

1 0.000 1.00 0.000 1.00 0.000 1.00
2 0.001 1.00 0.001 1.00 0.000 1.00
3 0.001 1.00 0.001 1.00 0.001 1.00
4 0.000 1.00 0.000 1.00 0.000 1.00
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4.3.4 Binary relevance CNN-LSTM autoencoder classifier architec-

ture with a weighted loss function

Naturally, with the skewed nature of the data, the next course of action would be to introduce

a weighted loss function. A weighted loss function will emphasize predicting true positives by

heavily penalizing false negatives, thereby increasing the F1 score. The model architecture

follows the same architecture outlined in Sections 4.3.2 and 4.3.3, with only the loss function

changing. Two different methods of using weighted loss functions were tested. The first

method involves calculating a weighting tensor that will apply to each BCE calculation.

This weighting tensor is calculated by first identifying the voxels that contain a probability

for at least one timestep at some point during the simulation. These voxels are deemed

critical and assigned a weight greater than 1. This weight is different for each species and

is calculated by dividing the total number of voxels by the number of critical voxels within

the input data for that species (tabulated in Table 4.5), while the rest of the voxels were

assigned a weight of 1. This information was used to create a weighted matrix, which would

be multiplied element-wise inside the loss function with the matrix containing the element-

wise BCE between the prediction and the ground truth. The mean of the resulting matrix is

the final loss value. The second weighted loss function method involves calculating a different

weighting tensor based on the ground truth for each prediction and using that tensor to find

the final loss value. Table 4.6 shows the training and testing results for the model that uses

the global weighting tensor, and Table 4.7 shows the training and testing results for the

model that uses the “on-the-fly” weighting tensor.

Table 4.5: Number of critical voxels and the weights assigned to each species.

Species Number of Weightingcritical voxels
Reactants 44 39.27

Water 1308 1.32
DMSO 516 3.35
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Table 4.6: Training and testing results for the binary relevance 3D CNN-LSTM classifier
model using a global weighted loss function.

Species Train Train Validation Validation Avg. Test Avg. Test
BCE F1 score BCE F1 score BCE F1 score

1 0.017 0.97 0.030 0.96 0.697 0.00
2 0.020 0.99 0.323 0.27 0.673 0.32
3 0.007 1.00 0.159 0.36 0.395 0.11

Table 4.7: Training and testing results for the binary relevance 3D CNN-LSTM classifier
model using an “on-the-fly” weighted loss function.

Species Train Train Validation Validation Avg. Test Avg. Test
BCE F1 score BCE F1 score BCE F1 score

1 0.006 0.67 0.334 0.69 12.829 0.23
2 0.064 0.80 8.751 0.21 12.756 0.39
3 0.021 0.74 5.106 0.36 14.442 0.14

Figures 4.12 and 4.13 show the confusion matrices of a selected test time step for all

three species for the global weighting tensor and the “on-the-fly” weighting tensor implemen-

tations, respectively. The hyperparameters adjusted for the training of this model are the

sequence length, the filter size of each convolution layer, the number of convolution layers,

the number of filters for each convolution layer, the number of neurons in the LSTM and the

size of the bottleneck layer. The training and validation F1 score for the reactant species

increased dramatically from the model that did not use a weighted loss function. Because

only two molecules make up the reactant species, there are fewer voxels that will see a re-

actant molecule at some point during the simulation. Due to the calculation method of the

weights, the critical voxels will have a much greater weighting than other voxels and increas-

ing performance. However, there is a delicate balance between the weighting and how many

voxels it is applied to. If a heavy weight is applied to too many voxels, then the effectiveness

of the weighting goes down. This is the reason behind limiting the weighting for water and

DMSO in both weighted BCE function methods. The test F1 score for each species across

both methods shows that only the “on-the-fly” weighting calculation method increased the

F1 score for the classification of reactant species voxels. While there was an improvement,
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neither weighted BCE method facilitated the training of an acceptable ML for any of the

three species.

Figure 4.12: Confusion matrices of the predicted vs actual classes of each voxel for a selected
test time step for reactants, water and DMSO based on the binary relevance CNN-LSTM
autoencoder models with a global weighting tensor.

Figure 4.13: Confusion matrices of the predicted vs actual classes of each voxel for a selected
test time step for reactants, water and DMSO based on the binary relevance CNN-LSTM
autoencoder models with an “on-the-fly” weighting tensor.

4.4 Conclusions

In this chapter, five different models were trained and tested using CPMD-metadynamics

trajectory data for the protonation reaction of HMF within a 50 wt% solution of water and

DMSO. The LSTM autoencoder model processed sequences of flattened PDFs, encoding

the information to predict subsequent PDFs, which gave disappointing results. To enhance

the model’s ability to capture important spatial features, convolution layers were used in

conjunction with an LSTM layer for the next iteration of the model. The test results of

the CNN-LSTM model show an improvement, but the loss was still too high to indicate an
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accurate model. To simplify the task required of each model, the PDFs were converted into

binary labels with a class 0 label indicating no probability and a class 1 label indicating

a non-zero probability. Three binary relevance classifier models were evaluated: one with

an unweighted loss function, one with a global weighted loss function calculated based on

training data, and the other with an “on-the-fly” weighted loss function. Unfortunately, none

of the three model architectures accurately predicted spatial features for all three species

within the feature space. As proven in Section 4.3.3, the sparsity of the input data is likely

making it difficult for these models to perform well. All four models discussed in Chapter

4 use an autoencoder structure to reduce the feature space of the input, so an alternative

approach to feature reduction is needed. These alternative approaches will be discussed in

Chapter 5.
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Chapter 5

Alternate dimensionality reduction

methods applied for time-series

prediction of spatial features from

CPMD with metadynamics simulation

data

5.1 Introduction

Chapter 4 primarily focused on autoencoder architectures for making time-series predictions

of probability distribution functions (PDFs) for each species within a reaction system. These

predictions, if accurately representative of the ground truth, would serve as inputs for a sep-

arate model to predict the system’s free energy at that specific time step within the collective

variable (CV) space. However, the autoencoders proved ineffective, regardless of the archi-

tecture type used. An alternative approach involves applying a reversible transformation to

the input PDFs before their use in training. The inverse transformation can be applied to
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return the actual prediction following the predictions. This chapter outlines several candi-

dates that meet this criterion and their performance and draws conclusions based on each

model’s outcomes.

5.2 Methods

Section 4.2 outlines the methodology employed to extract trainable data from the raw data

files of the Car-Parrinello molecular dynamics (CPMD)-metadynamics simulation. The pre-

processing yielded 20,000 flattened PDFs for each species: reactant, solvent and cosolvent.

An applicable reversible transformation that can be applied to this dataset is principal

component analysis (PCA). This technique projects a dataset onto a lower dimensional space

consisting of a set of orthogonal axes called principal components. This process preserves

any patterns or trends within the data [67]. PCA begins with the standardization of all

values within the dataset and computing its covariance matrix. The eigenvectors of the

covariance matrix indicate the principal components’ directions, and the covariance matrix’s

eigenvalues indicate the amount of variance each principal component accounts for. The PCA

transformation was executed automatically using the built-in PCA function within version

1.1.2 of the scikit-learn module in Python. The number of principal components used was

determined by the minimum number of principal components needed to account for 99%

of the total variance within the input dataset. Another transformation, dynamic principal

component analysis (DPCA) [68], builds on standard PCA to incorporate both temporal and

feature trends. DPCA involves creating a lagged matrix containing lagged features up to L

past time steps alongside the non-lagged features. Standard PCA is then performed on the

lagged matrix. Both transformations are viable options for addressing the sparsity within

the data. Since the new input was transformed by PCA or DPCA, the long short-term

memory (LSTM) model was trained to predict the principal components defined by the

PCA or DPCA transformation. The output was multiplied by the transpose of the PCA or
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DPCA transformation matrix to recover the real prediction.

Another reversible transformation involves eliminating voxels within the dataset that do

not contribute useful information when making time-series predictions. If a voxel contained

a probability of zero for the entire simulation, they were considered a “dead voxel” and

eliminated from that species’ dataset entirely. This allowed the LSTM model to receive

fewer input features while predicting fewer outputs. These eliminated voxels were tracked

and can be used to restore the full PDF if needed. This approach substantially reduced the

feature space for all three species, with their feature spaces becoming 44, 1308 and 516 in

size for the reactants, solvent and co-solvent species, respectively. This transformation has

the largest impact on the reactants; therefore, it is expected that this model will perform

the best with the reactant species.

A different approach to reducing input features is to abandon the idea of predicting

PDFs and instead focus on predicting the Cartesian coordinates for each molecule within the

simulation cell [69]. To simplify the task further, only the coordinates of one atom within each

molecule were saved as training data. For the reactants, these atoms were the proton and the

fourth carbon in HMF that is the bonding site for the proton for this reaction. For the solvent

and cosolvent molecules, these were the oxygen atom in water and the sulphur molecule in

dimethyl sulphoxide (DMSO). These atoms were chosen based on their importance to the

reaction being studied or their location within their molecule. Once applied to the input

data, the feature space for the reactant solvent and cosolvent species was 6, 126 and 27,

respectively, representing a 99.7%, 92.7% and 98.4% reduction in feature space. With the

modifications to the input dataset, the outputs of the LSTM were Cartesian coordinates

instead of a PDF. The simulation data was also down-sampled by a factor of 10 so that the

number of total samples within the data set remained n = 20, 000.

The training and testing methodology discussed in Section 4.2 will remain as the method-

ology used to train and evaluate the models in Chapter 5.
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5.3 Results and Discussion

This section will outline three approaches to feature reduction and their impact on model

performance when applied to the CPMD-metadynamics simulation dataset for the condensed

phase protonation reaction of 5-hydroxymethylfurfural (HMF).

5.3.1 Principal component analysis and dynamic principal compo-

nent analysis for feature reduction

Before training any models, the input dataset was first transformed using PCA. To account

for 99% of the total variance, the principal components used for the reactant, solvent and

cosolvent species were 29, 848 and 390, respectively. Sequences of principal components were

used to train the LSTM model. The model architecture consists of an LSTM layer with a

dropout of 0.1 followed by fully connected layers that use the Leaky ReLU activation function

with an α of 0.01. Table 5.1 shows this model’s training and testing results, and Figure 5.1

compares the predicted and ground truth PDFs for a selected test time step across all three

species. Once the inverse PCA transformation was applied to the predictions for this model,

the result is still PDFs. Therefore, the Kullback-Leibler divergence (KL divergence) was

used as the loss function for this model. The hyperparameters adjusted for the training of

this model were the sequence length, the number of neurons in each layer and the number

of fully connected layers.

Table 5.1: Training and testing results for the LSTM model using PCA-transformed data.

Species Train Validation Avg. Test
KL Divergence KL Divergence KL Divergence

Reactants 0.0005 0.0003 12.753
(0.748 - 16.855)

Water 0.0011 0.0012 2.563
(1.771 - 3.113)

DMSO 0.0011 0.0014 9.917
(1.387 - 16.419)
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(a)

(b) (c)

Figure 5.1: Predicted versus actual PDF of the reactants, water and DMSO for a selected
test time step when using PCA transformation on input data.

Table 5.1 shows that the KL divergence values for training and validation for this model

are now on the magnitude expected of a valid model. Unfortunately, this performance did

not translate to testing. A range of KL divergence values is also given for testing in Table

5.1 to convey the wide range of loss values seen during testing. The lowest KL divergence

within the range always comes from the model’s first few predictions, with the loss values

steadily increasing with each time step predicted. The underlying cause is due to the model

making predictions based on an infinite horizon. The first prediction is likely the most

accurate as the model has been provided with a sequence of ground truths for the first

prediction. This prediction will naturally carry some error, and this error will propagate

since this prediction will be a part of the input for the prediction of the next time step.

This process repeats as prediction error within each prediction will continually compound.
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Disregarding the compounding error issue, the KL divergence for the initial prediction for

each model is three orders of magnitudes larger than it was during training and validation.

Normally, the disparity between training and testing is the result of overfitting [70], data

mismatch, over-tuning of hyperparameters [71] or a test set that is too small. Overfitting was

prevented during training by only saving models that improved the validation loss, and a

data mismatch is impossible as the same data was used for training and testing. Over-tuning

of hyperparameters can happen when the hyperparameters are tuned towards the validation

data; however, this is impossible since the validation data and testing data match. While

the total number of time steps predicted by the model during testing is 10,000, which cannot

be considered small, only one time step was predicted with purely ground truth values. It is

possible the poor performance in predicting the first step was an outlier, and unfortunately,

that error was propagated through the rest of the predictions. To investigate the validity of

this hypothesis, each trained model was used to perform a one-step horizon prediction for

every input within the training dataset. The range of KL divergences for these predictions

for each species is tabulated in Table 5.2.

Table 5.2: Testing results for the LSTM model using PCA-transformed data with a prediction
horizon of H = 1.

Species Minimum Maximum
KL Divergence KL Divergence

Reactants 0.032 10.921
Water 1.485 2.594
DMSO 1.040 3.816

As the results show, the cause of the poor performance cannot be attributed to the first

prediction within an infinite horizon prediction scheme being an outlier. The minimum KL

divergence for the reactant species is lower than for the solvent and cosolvent, but it is still

two orders of magnitude greater than what was seen in training and validation. Therefore,

the reasons behind the mismatch between model performance are currently unknown.

DPCA incorporates past information into the PCA procedure to better capture temporal

48



trends. This characteristic of DPCA may allow it to be more effective than standard PCA

when used for time-series prediction. While the transformation method changed, the model’s

architecture remained the same. Table 5.3 shows this model architecture’s training and

testing results, while Figure 5.2 compares the predicted and the ground truth PDF of all

three species for a given test time step. The lag was adjusted within the range of 5 to 15

alongside the rest of the hyperparameters that accompany the PCA model.

Table 5.3: Training and testing results for the LSTM model using DPCA-transformed data.

Species Train Validation Avg. Test
KL Divergence KL Divergence KL Divergence

Reactants 0.002 0.003 14.535
(0.255 - 16.623)

Water 0.009 0.009 9.776
(7.319 - 12.445)

DMSO 0.007 0.015 10.384
(1.430 - 14.465)

Table 5.3 and Figure 5.2 show that the DPCA models perform worse than the PCA

models; therefore, no further investigation was done regarding DPCA. Because the PCA

transformation is applied on a larger matrix in DPCA, the number of principal components

needed to account for 99% of the variance is larger. On average, it was found that when

the lag is set to five, DPCA resulted in roughly three times the number of principal com-

ponents compared to standard PCA. If the lag is increased, so will the number of principal

components, resulting in more input features and making it harder to predict all principal

components accurately. This increase in principal components is hypothesized to be the rea-

son behind why standard PCA performs better than DPCA for the purposes of this study.

Because the PCA method gave the best overall results out of any model predicting a PDF

as its output, its projections can be found in Appendix B.
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(a)

(b) (c)

Figure 5.2: Predicted versus actual PDF of the reactants, water and DMSO for a selected
test time step when using DPCA transformation on input data.

5.3.2 Feature reduction through elimination of negligible features

used in conjunction with an LSTM

Looking at the PDFs generated from the simulation, one might notice that some voxels

within the input data always show zero probability. These “dead voxels” can be calculated

and predicted without a model because these voxels will always be associated with a zero

probability. The location and number of “dead voxels” differ between species but can be easily

calculated by taking the element-wise summation of all sample PDFs for a certain species

and removing the voxels that have a sum of zero. Leaving these “dead voxels” inside the

input data increases the feature space and gives the model more opportunities to make wrong

predictions. The location of these “dead voxels” was recorded so that the original PDF could
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be recovered. Because the voxels removed from each PDF only contain zeroes, the resulting

inputs are still PDFs; therefore, the KL divergence is still viable as a loss function. However,

as discussed at the end of Section 4.3.2, predicting the location of the probabilities within

the PDFs is the most critical part. To set a more achievable target, the model was used to

only predict the locations of the probabilities as a binary relevance classifier. Any non-zero

probability within the input data set was labelled class 1, while all other voxels were labelled

class 0. The loss function used was the binary cross-entropy (BCE) function, and the metric

was the F1 score. Table 5.4 shows this model’s training and testing results, and Figure 5.3

shows the confusion matrix between the predicted and actual classification of voxels for all

three species. The hyperparameters adjusted for the training of this model are the lag of the

lagged matrix, the sequence length, the number of neurons in each layer and the number of

fully connected layers. The values in Table 5.4 do not include the “dead voxels” eliminated

from the dataset at the beginning. Since they can be considered true positives as they are

known to always be zero, the F1 scores within Table 5.4 are lower than if the F1 score was

calculated with the full PDF. This was done so the known true positives would not inflate

the F1 score.

Table 5.4: Training and testing results for the LSTM model using data free of “dead voxels”.

Species Train Train Validation Validation Avg. Test Avg. Test
BCE F1 score BCE F1 score BCE F1 score

Reactants 0.039 0.93 0.039 0.94 0.405 0.13
(0.013 -
0.475)

(0.00 - 1.00)

Water 0.049 0.90 0.052 0.90 0.731 0.12
(0.083 -
0.890)

(0.00 - 0.85)

DMSO 0.057 0.86 0.059 0.86 0.519 0.09
(0.030 -
0.721)

(0.00 - 0.95)

The results in Table 5.4 show that the model performs well during training and validation;

however, the testing results show a wide range of values. No doubt this is because of the
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Figure 5.3: Confusion matrices of the predicted vs actual classes of each voxel for a selected
test time step for reactants, water and DMSO based on the “dead voxel” feature reduction
method.

infinite horizon prediction scheme. As discussed in Section 5.3.1, the error of one prediction

gets carried onto the input for the next input and through this interaction, the errors within

the input begin to compound with each other. During training, the prediction horizon H is

always one, so the model learns to make one-step-ahead predictions very well, as shown in

Table 5.4. This training method is called teacher forcing and translates poorly when applied

to infinite horizon predictions. Teacher forcing is a training strategy for recurrent neural

network (RNN) type neural networks that uses the ground truth as the input instead of the

output of a previous time step. This is the default training method for an RNN or LSTM

because it accelerates and stabilizes training, but the model can become reliant on having

the ground truth as an input, which is exactly what happened to these models. Table 5.5

shows the average F1 scores from testing with different prediction horizons to determine the

extent to which the trained models can make accurate predictions.

Table 5.5: Average F1 scores of the trained models when tested to make 10,000 time-series
predictions with different prediction horizons H.

Species Avg. F1
score,

Avg. F1
score,

Avg. F1
score,

Avg. F1
score,

Avg. F1
score,

H = 1 H = 5 H = 10 H = 15 H = 20
Reactants 0.97 0.93 0.90 0.87 0.85

Water 0.90 0.85 0.79 0.76 0.72
DMSO 0.87 0.80 0.71 0.65 0.60

Table 5.5 shows that with increasing H, the performance of the models quickly deterio-
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rates. The biggest weakness in these models is that ground truth will not be available in a

real-life application to assist the model in its predictions. Another major weakness is that

ground truth was used to determine which voxels were “dead voxels” and which voxels were

important before the data was used to train the model. Combined, these weaknesses prevent

this model from being applied to real-life situations. However, the model still proves that

given the ground truth, time-series predictions can be made with acceptable accuracy.

5.3.3 Using Cartesian coordinates with an LSTM to predict the

future locations of molecules within the system

If the goal is to reduce the number of features to a minimum, then one such solution is

to use a different spatial representation than what has been considered so far, which is the

PDF. The trajectory file output from the CPMD-metadynamics simulation gives the three

Cartesian coordinates for each atom within the system for all T = 200, 000 time steps. It

is trivial to extract the coordinates of certain atoms into a dataset spanning all time steps.

It would be inefficient to predict the coordinates of each atom within the system therefore,

certain atoms were selected. For the reactants, this was the fourth carbon on the HMF

molecule and the proton. For the solvent and cosolvent, it was the oxygen atom in water

and the sulphur atom in DMSO, respectively. The total feature space across all species was

now 159 compared to the 5184 features from the PDF approach. Similar to what was done

with the PDFs, the dataset was then down-sampled by a factor of 10 for a total of n = 20, 000

data points. This was necessary because each time frame represented an extremely small

step in time, meaning the coordinates were roughly the same from one time step to the next.

These tiny differences would be challenging to learn, whereas down-sampling the input data

and magnifying the changes within the system slightly gives the model a higher chance of

learning these trends. Sequences of these features were created and used as the training data

for an LSTM network consisting of an LSTM layer and several fully connected layers with
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Leaky Rectified Linear Unit (Leaky ReLU) activation functions. Because the input data is

no longer in the form of PDFs, a new loss function was selected for this model. Mean average

percentage error (MAPE) was chosen over root mean squared deviation (RMSD) as the loss

function because the magnitude of values within the dataset is generally small. We aim to

penalize small deviations with MAPE because these deviations can be significant relative to

the magnitude of the dataset. Table 5.6 shows the training and testing results for this model.

The hyperparameters adjusted for this model were the sequence length, the number of layers

and the number of neurons in each layer. Similar to the model discussed in Section 5.3.2,

the models showed excellent accuracy during training and validation with a wide range of

losses during training due to the infinite horizon prediction testing method. Table 5.7 shows

that the LSTM models that use the Cartesian coordinates as input data give more sustained

accuracy with increasing prediction horizon compared to the models described in Section

5.3.2, particularly for the solvent and cosolvent.

Table 5.6: Mean average percentage error for training, validation and testing for LSTM using
Cartesian coordinates dataset.

Species Train MAPE Validation MAPE Avg. Test MAPE

Reactants 2.5% 2.1% 33.5%
(2.2% - 42.8%)

Water 2.0% 1.9% 22.5%
(1.7% - 35.9%)

DMSO 2.5% 2.2% 33.3%
(2.3% - 46.2%)

Table 5.7: Average MAPE of the trained models when tested to make 10,000 time-series
predictions with different prediction horizons H.

Species Avg.
MAPE,

Avg.
MAPE,

Avg.
MAPE,

Avg.
MAPE,

Avg.
MAPE,

H = 1 H = 50 H = 100 H = 200 H = 300
Reactants 2.0% 5.1% 8.9% 16.6% 22.0%

Water 1.6% 2.4% 3.4% 5.3% 7.1%
DMSO 1.7% 3.4% 5.4% 9.0% 11.8%

It also has the advantage of being more generalizable since these models do not require
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ground truth information to further adjust the input data in some way before testing. Figure

5.4 compares the predicted Cartesian coordinates of the protonating hydrogen ion in the

protonation reaction for two different prediction horizons. It is observed that within 25

prediction steps, the predicted Cartesian coordinates start deviating heavily from targets

with no ground truth to set them back on course and eventually, the predictions plateau.

This pattern was seen not just for the hydrogen ion but for all atoms predicted. Figure 5.4a

indicates that the trained models perform well when given a test environment that emulates

their training environment but falters when given longer prediction horizons, as shown by

Figure 5.4b.

Both the wide range of test MAPE values observed in Table 5.6 and the comparison made

in Figure 5.4 indicate that teacher forcing during training made the models too dependent

on ground truths. Scheduled sampling is introduced into the training procedure to address

this issue. Scheduled sampling is a training method that chooses if the ground truth or the

predicted output is used for the next prediction at random. A teacher forcing ratio ϵE is

used to determine whether the model uses the previous prediction or the ground truth as

part of the next input for epoch E. The teacher forcing ratio can be conceptualized as the

chance of a prediction step being teacher forced. If a randomly generated value is less than

the teacher forcing ratio, the ground truth will be used as part of the next input, otherwise,

the predicted output is used instead. When ϵE = 1, teacher forcing will always enabled,

whereas when ϵE = 0, the model will train with solely self-generated outputs. The teacher

forcing ratio is often determined by a function rather than a static value. Examples of such

functions are linear, exponential decay and inverse sigmoid [72].
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(a)

(b)

Figure 5.4: Predicted vs. actual Cartesian coordinates of protonating hydrogen ion (a) when
the prediction horizon is 1 and (b) when the prediction horizon is infinite.
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The inverse sigmoid function (Equation 5.1) was chosen because it gradually reduces ϵE

initially to ensure training stability. Once deeper into training, ϵE starts to drop significantly

until ϵE = 0. The parameters K and m are hyperparameters adjusted to manipulate the

shape of the inverse sigmoid curve depending on the training context. The variable K is

a positive value that controls the steepness of the inflection point seen within any sigmoid

function while m controls which epoch E the inflection point (ϵE = 0.5) occurs at. Figure

5.5 demonstrates the effects of K and m on the inverse sigmoid function.

ϵE =
1

1 + eK(E−m)
(5.1)

(a) (b)

Figure 5.5: The inverse sigmoid curve with (a) varying K values and (b) varying m values.

The training and validation methodology was also adjusted to properly implement sched-

uled sampling. Previously, each input within a batch predicts only one step and their mean

loss is used for backpropagation; however, if only one prediction is made, then the decision of

whether teacher forcing should be used or not is meaningless because a new batch of inputs

will be used to calculate the next loss value. In other words, each input sequence must have

a H > 1 for the teacher forcing decision to have an impact on training. This change is

reflected in the new training loop, shown in Figure 5.6, where each input sequence of length
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l makes multiple one-step-ahead predictions in a row. After each one-step-ahead prediction,

a randomly generated value between 0 and 1 would be compared with the teacher forcing

ratio ϵE for that epoch to determine which output (predicted or ground truth) is used for

the next prediction.

Figure 5.6: The new training loop used with the scheduled sampling technique. The number
of times each training step goes through this loop is adjustable through a hyperparameter.

The prediction horizon H was always at least l+1. The motivation behind this constraint

was to ensure that at least one prediction within every set of predictions would have a chance

of containing only predicted outputs, which most similarly emulates an infinite prediction

horizon scenario. To code and execute this custom training loop alongside a scheduled

sampling teacher forcing scheme, version 1.12.1 of Pytorch was used. The hyperparameters

adjusted for each model were the number of times the teacher forcing decision was for a

single starting input, the K and m parameters within the inverse sigmoid function and

the number of neurons in each layer. In theory, applying scheduled sampling should have

improved each model’s ability to make long-term predictions. However, Tables 5.8 and 5.9

show that using scheduled sampling only helped the HMF model improve, while the models
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for water and DMSO performed worse. The improvement in MAPE for the reactants model is

also highlighted in Figure 5.7a. Figure 5.7b indicates that despite employing the scheduled

sampling method, the predictions still reached a plateau, albeit over a longer duration,

suggesting that scheduled sampling is still insufficient.

Table 5.8: Mean average percentage error for training, validation and testing for LSTM
trained using scheduled sampling with cartesian coordinates dataset.

Species Train MAPE Validation MAPE Avg. Test MAPE

Reactants 1.4% 1.7% 20.7%
(1.3% - 31.7%)

Water 1.4% 2.5% 33.5%
(3.8% - 44.8%)

DMSO 1.5% 2.7% 45.6%
(2.5% - 55.1%)

Table 5.9: Average MAPE of the trained models when tested to make 10,000 time-series
predictions with different prediction horizons H.

Species Avg.
MAPE,

Avg.
MAPE,

Avg.
MAPE,

Avg.
MAPE,

Avg.
MAPE,

H = 1 H = 50 H = 100 H = 200 H = 300
Reactants 1.8% 6.0% 9.2% 13.1% 15.0%

Water 3.8% 5.1% 7.3% 10.5% 12.7%
DMSO 3.6% 8.9% 14.4% 23.4% 28.9%
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(a)

(b)

Figure 5.7: Predicted vs. actual Cartesian coordinates of protonating hydrogen ion for the
scheduled sampling model (a) when the prediction horizon is 1 and (b) when the prediction
horizon is infinite.
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5.4 Conclusions

Various feature reduction methods were applied to the sample data with varying levels of

success in terms of model performance. The PCA transformation significantly improved

training loss for each model; however, this improvement was not reflected in the valida-

tion loss. This result pointed to several possibilities, including overfitting, data mismatch,

over-tuning of hyperparameters or a test set that is too small. All these possibilities were

ruled out due to the testing method’s nature, precautions made during training or further

testing. When a DPCA transformation was applied, it decreased model performance since

using DPCA resulted in more principal components. The following method tested involved

identifying redundant features within the input data called “dead voxels” to shave down the

feature space. Lastly, a new data set containing the Cartesian coordinates of each species

within the simulation cell was used as a dataset. The models trained from this dataset gave

promising results but again suffered from dependence on ground truth, albeit to a lesser

extent than previously trained models. The scheduled sampling method was used to remedy

this issue, but to no avail.

Unfortunately, no model discussed in this chapter could perform well under the proposed

testing method despite some promising training results. The effects of teacher forcing were

evident within the trained models even when scheduled sampling was applied, indicating that

a different approach is required. Some strategies and approaches that could be taken toward

training a model capable of predicting a CPMD simulation of a solvent-based reaction are

discussed in Chapter 6.
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Chapter 6

Conclusion and Future Work

6.1 Summary

This thesis outlined the process of training machine learning (ML) models that can act as

a proxy model for Car-Parrinello molecular dynamics (CPMD) metadynamics simulations

of condensed-phase biomass reactions. Chapter 2 reviews a handful of relevant literature,

showcasing past work regarding the cooperation between ML and molecular dynamics (MD).

These works portray the academic community’s strong motivation to improve MD methods’

computational efficiency to simulate larger systems and access longer time scales. Doing

so would only serve to enhance our comprehension of computational chemistry. This work

follows in these footsteps and attempts to push beyond what studies have achieved. Chapter

3 contains a high-level overview of the principles and concepts behind various molecular

modeling methods. The intricacy of these methods, particularly ab initio molecular dynamics

(AIMD) methods, is behind why ML is being leveraged to push MD beyond its current limits,

which this study also attempts to do.

Chapter 4 uses data from an explicit solvation CPMD metadynamics simulation of HMF

undergoing protonation in a 50/50 solution of water and dimethyl sulphoxide (DMSO) to

train autoencoder models to predict the probability distribution function (PDF) of each
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species within the system. The molecules within the system were split into three species: the

reactants, water and DMSO. The output data from the simulation was converted into PDFs

for each species, voxelized and constructed into sequences. These sequences served as training

data as well as testing data. Testing data was the same as training data to ensure that the

model at least had the proficiency to make predictions based on data it had already seen.

Each model was tested by assuming that a CPMD metadynamics simulation had been run

for 100,000 steps, and the proxy model was needed to predict the PDFs for the next 100,000

time steps. Because each PDF is constructed based on positional data from a time slice of 10

frames, the model would predict 10,000 PDFs that encapsulate the next 100,000 time steps.

The first model architecture tested was a Long Short-Term Memory (LSTM) autoencoder

architecture, with each species getting its own separate model. Each method described in

this chapter refers to a set of three trained models, each trained to make predictions for one

species. The second model architecture used a 3D CNN-LSTM autoencoder architecture to

better capture spatial relationships within the PDFs. Both models failed to capture both

the magnitude and the location of probabilities with each PDF. The attempted solution

to this problem was a binary relevance 3D CNN-LSTM autoencoder that classifies voxels

as either a class 1 (contains a non-zero probability) or a class 0 (no probability). This

architecture was trained using three different loss functions: an unweighted binary cross-

entropy (BCE) function, a weighted BCE function using a global weighting tensor and a

weighted BCE function using an “on-the-fly” weighting tensor. Using a weighted loss function

marginally improved testing results compared to when an unweighted loss function was used.

Nonetheless, none of the models could accurately predict the location of probabilities over a

10,000 time step prediction horizon.

Chapter 5 tested five different ML models that don’t use an autoencoder architecture.

Instead, they employed feature reduction methods to make it easier for an LSTM neural

network to learn the input feature space. The first techniques discussed were Principal

Component Analysis (PCA) and Dynamic Principal Component Analysis (DPCA). Both
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techniques involve projecting a dataset onto a lower dimensional feature space made up

of mathematically determined principal components. The only difference is that DPCA

applies the PCA transformation on a lagged matrix of the dataset to better capture temporal

trends. It was found that the ML models did a good job training on PCA-transformed data

however, this performance did not translate into the testing environment. DPCA, on the

other hand, delivered poor results in both training and testing, most likely because DPCA

inherently creates a larger feature space than PCA since it also captures time-dependent

patterns. The third set of models was trained on PDFs stripped of their “dead voxels.” “Dead

voxels” refers to voxels within the dataset of each species that always give a probability of

zero. Since the probability of these voxels never changes, there is no point in including

them in the feature space. The disadvantage of this approach is that it requires knowledge

of ground truth before the model is trained, which won’t be the case in an application

scenario. Nonetheless, this model could indicate what feature space size is learnable by the

ML model. Despite promising training results and a significant reduction in input features,

particularly for the reactants species, this set of models fails in a testing scenario. This

observation can also be applied to the next set of models where the ML models were trained

on Cartesian coordinates rather than PDFs. This pattern occurred because teacher forcing

during training made these models dependent on ground truth, which wasn’t available in

the testing environment. Scheduled sampling was used to adjust the training loop for the

ML models that use Cartesian coordinates as inputs to dampen the effect of teacher forcing

but was met with very little success. In conclusion, no model architectures or dataset

formulations resulted in a model that could reliably make accurate long-term predictions

when no ground truth data is available.
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6.2 Future Work

Given that the ML architectures explored within this work were unsuccessful at achieving

the original objective, there are multiple directions for future work. These directions come

in two varieties: adjustments to models already discussed within this work and architectures

that approach the problem differently.

Throughout Chapter 5, the idea of feature reduction comes up regularly however, this

idea was not as emphasized in Chapter 4. A possible feature reduction method that could be

applied to the voxelized PDFs used as input data in Chapter 4 is to apply coarser voxelization

or limit the range of atoms considered within the voxelization. Since the simulation cell is

3D, a slightly coarser voxelization along each axis would be compounded with each other

to reduce feature size exponentially. Other possible modifications that apply to all models

discussed include adding relational data into the dataset, bidirectional LSTMs (BLSTMs) [73],

and self-tuning hyperparameter optimization [74]. Unfortunately, even if these adjustments

successfully improved training results, they would not be able to address the larger underlying

issue, which is how to decrease the model’s reliance on ground truth data.

Since this study found that scheduled sampling was ineffective at reducing the effect of

teacher forcing even when the training horizon was extended to emulate the testing envi-

ronment, new strategies are required. Two such possibilities include increasing the role that

molecular dynamics has on the ML model and attention mechanisms. In Section 5.3.3 the

set of models trained using scheduled sampling was found to accurately predict each atom’s

Cartesian coordinates with a limited prediction horizon. Suppose the ML models had a

limited prediction horizon, and CPMD uses the last ML-predicted coordinates to calculate

several new time steps before feeding them back into the ML models. In that case, the

overreliance on ground truth will no longer be an issue. This would increase the compu-

tational costs of this new hybrid CPMD-ML model but could deliver accurate predictions

while still being less expensive than only using CPMD. A different approach would be to use
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attention mechanisms to improve the ML models’ ability to focus on important aspects of

the input data to make accurate predictions. This is because attention mechanisms process

inputs in an iterative manner while paying greater attention to information deemed more

important [75]. It has already been shown that attention-based recurrent neural networks

can make accurate multivariate time-series predictions [76]. Given the nature of the training

data, this is promising, but only when it is put into action will we be able to see if this type

of model can handle large feature spaces and limited ground truth availability in testing

environments.

Once accurate time-series predictions can be made regarding the spatial features, a sepa-

rate model can then be trained to make predictions of the collective variables and free energy

of the system. This is so that a free energy surface (FES) can be reconstructed through the

proxy models. The reconstructed FES will allow the energetics of the reaction in question to

be studied. Unlike the ML model trained on spatial inputs, this new free energy model won’t

need to make time series-predictions. Instead, it will take each predicted spatial arrangement

of the reactants and solvents and use that information to predict the CVs and free energy

for that predicted step.
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Appendix A

A.1 Introduction

When the dataset used in this work is converted into probability distribution functions

(PDF), the result is four dimensions: a three dimensional PDF and a temporal component.

Since the nature of the data is four dimensional, it is difficult to visualize clearly. This

appendix attempts to give readers a better sense of the data by showing the three dimensional

PDFs as two dimensional projections on three different planes for a certain timestep. This

appendix gives the projections for each species at three different states of the ground truth

data: the reactant state, transition state and product state.

A.2 Ground Truth Reactants Projections
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(a)

(b) (c)

Figure A.1: Projections of the reactants species for the ground truth PDF when the system
is at its reactants state.
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(a)

(b) (c)

Figure A.2: Projections of the reactants species for the ground truth PDF when the system
is at its transition state.
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(a)

(b) (c)

Figure A.3: Projections of the reactants species for the ground truth PDF when the system
is at its product state.
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A.3 Ground Truth Water Projections

(a)

(b) (c)

Figure A.4: Projections of water molecules for the ground truth PDF when the system is at
its reactants state.
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(a)

(b) (c)

Figure A.5: Projections of water molecules for the ground truth PDF when the system is at
its transition state.
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(a)

(b) (c)

Figure A.6: Projections of water molecules for the ground truth PDF when the system is at
its product state.
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A.4 Ground Truth DMSO Projections

(a)

(b) (c)

Figure A.7: Projections of DMSO molecules for the ground truth PDF when the system is
at its reactants state.
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(a)

(b) (c)

Figure A.8: Projections of DMSO molecules for the ground truth PDF when the system is
at its transition state.
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(a)

(b) (c)

Figure A.9: Projections of DMSO molecules for the ground truth PDF when the system is
at its product state.
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Appendix B

B.1 Introduction

This appendix gives the two dimensional projections of the PDFs for both the first and

5000th predicted time step by the PCA model discussed in Section 5.3.1.

B.2 Predicted Reactants Projections
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(a)

(b) (c)

Figure B.1: Projections of the reactants species for the first predicted time step by the PCA
model.
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(a)

(b) (c)

Figure B.2: Projections of the reactants species for the 5000th predicted time step by the
PCA model.
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B.3 Predicted Water Projections

(a)

(b) (c)

Figure B.3: Projections of water molecules for the first predicted time step by the PCA
model.
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(a)

(b) (c)

Figure B.4: Projections of water molecules for the 5000th predicted time step by the PCA
model.

95



B.4 Predicted DMSO Projections

(a)

(b) (c)

Figure B.5: Projections of DMSO molecules for the first predicted time step by the PCA
model.
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(a)

(b) (c)

Figure B.6: Projections of DMSO molecules for the 5000th predicted time step by the PCA
model.
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